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ABSTRACT
Ensuring data consistency under remote direct memory access
(RDMA) is challenging due to the combined e!ects of various hard-
ware components. This brief announcement introduces remote
object memory (ROMe), the "rst technique to guarantee wait-free
consistent reads of arbitrarily sized objects over RDMA without
the use of specialized hardware, and while allowing the concurrent
execution of con#icting local updates. We integrated ROMe into
ROMe-KV, an RDMA-enabled key-value store whose underlying B-
link tree nodes are ROMe objects that enable supporting wait-free
linearizable range queries.

CCS CONCEPTS
• Information systems → Parallel and distributed DBMSs; •
Software and its engineering → Distributed programming
languages.
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1 INTRODUCTION
Remote Direct Memory Access (RDMA) is a networking technology
being deployed in a growing number of computing clusters [3, 4,
6, 16, 17, 22]. It innovates over traditional network infrastructures
(e.g., Ethernet) by introducing the capability for a process to read
and write remote memory directly over a network (i.e., one-sided op-
erations) while also bypassing the host kernel [10]. RDMA improves
performance over traditional communication [6]; however, data
consistency in RDMA-enabled systems involves unique challenges
not present in other networking technologies [10, 13, 18].

Permission to make digital or hard copies of part or all of this work for personal or
classroom use is granted without fee provided that copies are not made or distributed
for pro"t or commercial advantage and that copies bear this notice and the full citation
on the "rst page. Copyrights for third-party components of this work must be honored.
For all other uses, contact the owner/author(s).
SPAA ’24, June 17–21, 2024, Nantes, France
© 2024 Copyright held by the owner/author(s).
ACM ISBN 979-8-4007-0416-1/24/06
https://doi.org/10.1145/3626183.3660262

Consistency for small RDMA objects is provided directly by hard-
ware [1, 10, 11]. However, three drawbacks arise when considering
arbitrarily large RDMA-accessible objects (ie., spanning two ormore
cache lines). First, RDMA primitives cannot be used for arbitrarily
large objects. Second, most RDMA implementations do not support
atomicity between remote and local operations, which means local
processes must use RDMA loopback [10] to access RDMA-accessible
objects safely, leading to increased network card congestion [13].
Finally, cache lines may be retrieved in parallel [18], meaning there
is no guaranteed ordering between writes to memory and RDMA
reads that exceed a single cache line.

Method Max. Obj. Size Progress Spec. Hardware
Locking [2, 4] ↑ blocking no

Versioning [6, 17] ↑ blocking no
Checksums [16, 21] ↑ blocking no
Cache coherence cache line (e.g., 64B) wait-free no
Honeycomb [15] ↑ wait-free yes

ROMe ↑ wait-free no

Table 1: Summary of RDMA data consistency methods.

Existing solutions to the above problems are summarized in
Table 1. It is important to note that all these approaches are blocking
except for Cache Coherence and Honeycomb [15]. The former is
limited to objects whose size does not exceed a cache line, and the
latter requires specialized hardware.

In this brief announcement, we introduce ROMe, an abstraction
to develop RDMA-aware data management systems in which reads
are guaranteed to terminate after a "nite number of steps (i.e., wait-
freedom) regardless of concurrent writes and without limitations
on the size of the accessed memory. It also guarantees that remote
reads do not interfere with ongoing updates. Finally, it eliminates
the need for RDMA loopback.

2 SYSTEM MODEL
Consider a system consisting of a set of RDMA-enabled nodes in
a data center. A host exposes a region in main memory accessible
to processes on one or more client nodes via RDMA. We de"ne
a local process as one that is resident on the host and interacts
with its RDMA-accessible memory through the underlying memory
subsystem (i.e., shared-memory APIs). Hence, in order to avoid
RDMA loopback, a local process does not use RDMA. Otherwise, a
remote process can communicate with a local process by sending
messages or by direct access to the remotely accessible memory via
RDMA.
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Our design adopts a common approach that restricts remote
processes to using RDMA read operations when directly accessing
host memory [16]. If a remote process on node 𝐿 𝐿 wishes to update
the memory on the host 𝐿𝑀 , it sends a message to 𝐿𝑀 to perform the
operation on its behalf. This can be done using either two-sided
RDMA operations [12] or a message channel built using one-sided
writes [6, 7].

3 REMOTE OBJECT MEMORY
In ROMe, a local process accumulates changes to memory in an
append-only log and atomically updates a reference to the head
of the log, making newly written log records visible to remote
processes. Remote operations can then use the log to reconstruct
a consistent view of the memory. To avoid an unbounded log, the
object is occasionally compacted, meaning that a snapshot of the
current state replaces the original object using a copy-on-write
mechanism [20].

An object encoded using ROMe consists of the following meta-
data that, when combined, amounts to the object’s current state:
- The base region is an immutable memory region that represents
the initial abstract state of memory. This portion must be written
before any remote accesses are made.

- The active region consists of the current log o!set (CLO) and other
user-de"ned metadata that can be updated in place. To ensure
consistent access with concurrent writes, this region must never
span multiple cache lines, but a level of indirection can be used if
needed.

- The log region records updates to the memory in the base region.
Once written, log records are immutable.

- The supplemental region is a region for any additional metadata
that may be required to synchronize updates but is not used for
remote reads.
Our design assumes that the above regions all reside in contigu-

ous memory.
Next, we describe how operations produce a consistent view of

the above memory regions.

3.1 Writes
Updates to the object "rst check whether there is room in the log re-
gion. If there is, then a log record corresponding to the modi"cation
is written and the CLO is updated to point to it, with the appropriate
memory fences between them. Since the write to the CLO is cache
coherent, readers (local and remote) are guaranteed to observe the
log record.

3.2 Reads
Remote operations utilize RDMA while local reads avoid RDMA
entirely, which is a unique characteristic of our design compared to
state-of-the-art solutions. Both reads follow the same steps. First,
the operation reads the active region. Using the CLO obtained from
this initial read, the operation then reads the remaining regions
and reconstructs the current state of the memory corresponding to
the observed CLO. Since the CLO is only updated after a log record is
written, both local and remote reads of the memory are linearized
at the moment they read the CLO. All previous logs are guaranteed
to be written and immutable, and future log records will be ignored.

Regardless of size, remote reads require exactly two RDMA read
operations, which is e!ectively the overhead to implement wait-
freedom.

3.3 Compaction
To avoid an unbounded log, we assign a log capacity and clean
up the memory whenever the log becomes full. Similar to LSM-
tree databases (e.g., [8]), we call this step compaction. During com-
paction, the most recent log records are reconciled with the base
region to generate the base region of a new object, applying the
copy-on-write [20] strategy. Once the newly allocated memory is
initialized, the system then coordinates, making it visible to remote
readers. Utilizing copy-on-write is an important design choice that
enables wait-free read operations.

4 EVALUATION
To demonstrate the e!ectiveness of ROMe, we develop ROMe-KV,
a range-partitioned, sharded B-link tree [9, 14] that supports wait
free linearizable remote range queries by encoding its data struc-
ture nodes as ROMe objects. For ROMe-KV, our ROMe nodes are
structured as:

(1) The base region of each node contains the initial state of the
node, consisting of possibly many key-value pairs or child
pointers, along with metadata used during traversals: its
version at initialization, the minimum and fence keys, and a
pointer to its right sibling.

(2) The log region holds an array of log records containing up-
dates to the base region.

(3) The active region contains only the CLO, as it is the only meta-
data updated in place that is required by remote operations.

(4) The supplemental region includes a lock, a pointer to the
node’s left sibling, the version of the most recent update, and
a logical deletion #ag.

Our evaluation utilizes the CloudLab testbed [19] and we run our
experiments on an 11-node cluster of r6525 nodes, which consist
of two 32-core AMD 7543, running at 2.8GHz, 256GB of memory
and are equipped with a dual-port Mellanox ConnectX-6 100 Gbps
RNIC. Our implementations are written in C++ and compiled using
Clang 12 with -O3 optimization and -std=c++20. We pin cores to
the same NUMA zone as the RNIC to control for NUMA e!ects.
Our workload uses 8B keys and 8B values. In practice, the 8B values
can be pointers to larger values.

In our experiment, we analyze the scalability of remote read-only
clients in the presence of a local workload on a single server node
using the YCSB B workload [5], representing a workload consisting
of 95% reads and 5% writes. We use a Zip"an distribution, with a
skew of 𝑀 = 0.99. In addition to regular YCSB, we also run concur-
rent read-only clients, which execute a workload consisting of scans
whose start keys are sampled from the same Zip"an distribution as
the YCSB workload, and whose length is uniformly generated be-
tween 5000-10000 elements. This workload represents an analytical
background task that should not interfere with request handling.
Read-only requests are performed as one-sided remote traversals.
We use remote read-only clients to focus on the performance of
the request handling workload without network overheads. The
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aim is to determine the mutual e!ects of a local workload and re-
mote readers. This represents one of the important use cases for
our design in which long-running analytical workloads execute
concurrently with updates.

Throughput is measured as the average instantaneous through-
put during a 10-second period, recorded at 50ms intervals. For
per-client (and per-worker) results, the shaded region represents
one standard deviation from themean. This experiment is initialized
with 5M entries in the data repositories.

(a) Worker throughput

(b) Read-only client throughput

Figure 1: ROMe-KV scalability for YCSB B local workload
and read-only clients.

Figure 1 con"rms the e!ectiveness of our design goals. Figure 1a
shows the scalability of the local workload at di!erent numbers
of clients, while Figure 1b shows the scalability of clients at dif-
ferent local workload con"gurations. Our single ROMe-KV server
can simultaneously support a local workload achieving over 2.4
Mops/s and a remote read-only workload of over 90 Kops/s. In the
"gure, all con"gurations provide similar performance (overlapping
lines). That means, with increasing numbers of clients, and di!erent
amounts of workers, the performance of both the server and the
clients are not negatively a!ected.

5 CONCLUSION
This brief announcement proposed ROMe, a novel solution to pro-
viding consistent access to objects with arbitrary sizes via RDMA.
We then developed a distributed key-value store built from a B-link
tree whose nodes are encoded using ROMe to suppport wait-free
linearizable range queries.
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