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ABSTRACT overhead, hash tables have been shown to scale better than linked

We introduce the Lookup Interlocked Table (LIT), a highly efficient
data structure that facilitates get, update, and range query opera-
tions. LIT is designed to maintain the high performance of hashing
algorithms while also preserving the order of data for range queries.
It does that by utilizing an order-preserving lookup function to in-
dex data and providing the option to split and resize the indexing
to adapt to changing workloads.
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1 INTRODUCTION

Range queries on map data structures are operations that iterate
over the map and return a collection of key-value pairs where
the key falls within a contiguous range. They are emerging as
an essential API for data repositories with key-value semantics,
including Redis [19], RocksDB [7], LevelDB [9], and others [8, 15,
18, 23], and for optimizing the internals of relational databases,
which traditionally perform range queries through predicates [21].

Highly concurrent data structures that support range queries typ-
ically implement operations through costly traversals over linked
data, such as the case of linked lists [2, 5, 17, 22], skip lists 1, 2, 5, 17],
or B-trees [3, 4, 20]. However, it is well known that if range queries
are not supported, hash tables [12] provide a method to limit the
overhead of traversals by partitioning elements into buckets and
index into them by means of a hash function that redirects the
operation to the bucket where the requested element is stored. Be-
cause of the absence of long traversals and minimal housekeeping
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data structures and provide higher performance and locality under
a variety of workloads [10].

It is natural, then, to wonder if it is possible to retain the perfor-
mance advantage of the hash table structure while still providing
ordering between elements. Motivated by the above observation,
in this brief announcement, we introduce the design of the lookup
interlocked table (or LIT). LIT has the structure of a traditional hash
table [12], where each bucket is implemented as a linked list of ele-
ments. However, rather than having a hash function that uniformly
hashes keys to buckets, we utilize a lookup function that maps keys
to buckets and preserves the ordering of keys (i.e., if x < y, then
f(x) < f(y), where x and y are keys).

In LIT, every operation starts by invoking a lookup function that
identifies the bucket where the relevant element is located. This
workflow applies to both elemental operations (i.e., get, remove, or
insert) and range queries, where the lookup function determines the
starting point of the range. After that, for range queries, subsequent
buckets are visited by utilizing an overlay linked structure that
connects all elements of all buckets.

To efficiently handle changing workloads, LIT takes inspiration
from the interlocking structure of the interlocking hash table [14].
In fact, LIT operates through buckets that can map to another level
of buckets, which helps reduce the number of traversals necessary
to reach a node in case many elements happen to be inserted into
a single bucket. This operation is called a “split”. Over time, many
split operations to a single bucket might lead to an increase in the
traversal cost. LIT addresses this issue by efficiently flattening the
structure to a single level to restore the original indexing perfor-
mance and re-balancing elements. We call this operation “resize”.

2 LIT: LOOKUP INTERLOCKED TABLE

The lookup interlocked table (LIT) is a key-value mapping data
structure with support for get, insert, remove, and range queries.
All operations in LIT are linearizable [13]. LIT uses a structure
similar to the chained bucket structure of a hash table [16], along
with a function that preserves the order of the keys.

In addition to partitioning elements into buckets, LIT also allows
each bucket to be further split into more buckets recursively (inter-
locking design [14]). Every time a SPLIT occurs, a new level in LIT
is created. Similar to the terminology used in skip lists [6], we call
the collection of those levels the index layer. However, unlike a skip
list, to map an element into the index layer, LIT utilizes a collection
of lookup functions, one per level. Each lookup function f preserves
the order of keys in its level such that if x < y, then f(x) < f(y).
In principle, any function that preserves this property works. The
most simple function that preserves this property for numbers, is
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a trivial linear function f, which interpolates a minimum key to a
maximum key, where the function f at the minimum evaluates to
0 and at the maximum it evaluates to the largest bucket index.

Since each bucket is implemented as an ordered list and subse-
quent buckets are also ordered due to the just described lookup
function, the order across subsequent lists is preserved. We inter-
connect all these nodes in the buckets, forming a linked list that
we call data layer. To point a bucket to a location in this data layer,
LIT uses boundary-markers. These special nodes have a key that
matches the minimum key of the bucket they are linked to. The
nature of this data layer allows for traversals when concurrent
modifications occur.

In traditional hash tables, a good hashing function guarantees
that elements in the structures are balanced among buckets. Since
LIT does not rely on hashing, we deploy a different technique,
which enables splitting buckets into other levels.

Below, we detail how LIT implements its operations. For the
sake of clarity, in the next two subsections (2.1 and 2.2), we assume
no concurrent resizes or splits occur. These two operations are then
enabled in 2.3.

2.1 Bucket Lookup

Al LIT operations, both elemental operations and range queries,
start by invoking a search function that uses the index layer to reach
the proper entry point to the data layer by returning a pointer to
the boundary-marker of the bucket to start with. For elemental
operations, this is the bucket to which the element belongs, and
for range queries, this is the bucket to which the element with the
smallest key belongs. Starting from Level 0 (i.e., the initial set of
buckets). First, we read the root level and then utilize the level’s
lookup function to find the subsequent level. We repeat this until
we find a pointer to a boundary-marker ordered before the sought
key.

2.2 Bucket Operations

Starting from the boundary-marker returned from the above search
method, multiple techniques can be potentially used to perform the
operations on the data layer.

Recent literature proposed effective techniques to enable lin-
earizable range queries for concurrent data structures while other
operations can concurrently modify disjoint data [2, 17, 22]. We
choose to use vCAS [22] because, unlike the other blocking tech-
niques [2, 17] it enables the introduction of wait-free range queries
to lock-free data structures. In our implementation, we port vCAS
to the Harris lock-free ordered linked list [11], as originally done
by [22] as well, with the necessary modifications to consider the
fact that our list traverses through buckets of an enclosing index.

vCAS in a nutshell: In a vCAS data structure, all pointers that
are updated using atomic operations are changed to be versioned
CAS (vCAS) objects. These vCAS objects contain a pointer to a
versioned node (VNode) and a reference to a global timestamp,
which is called a Camera. Each VNode contains a value (e.g., the next
pointer in a linked list node) and a timestamp, as well as pointers
to earlier VNode versions of the same object. When modifying a
data structure to use vCAS, all CAS operations are replaced with
performing a CAS on the root VNode of the vCAS object. Two APIs

70

dePaul Miller, Ahmed Hassan & Roberto Palmieri

can be used to read a vCAS object. One returns the current value by
reading the VNode head of the vCAS object. The other returns the
VNode whose version is consistent with a specific timestamp. Our
implementation of vCAS in LIT changes both the indexing nodes
in the index layer and the Harris list’s nodes in the data layer to be
vCAS objects.

Insert/Remove/Get Operations. Now we summarize the main
changes we made to the elemental operations in our vCAS bucket
list. We introduce boundary-marker nodes into the list. These nodes
denote the beginning of a bucket, and are entries into the data
layer. When traversing the data layer, these boundary markers
are skipped, similar to how nodes marked as logically deleted are
ignored. Boundary-markers are also versioned through vCAS like
other nodes in the list.

Wait-Free Range Queries. Range query operations in LIT begin
by traversing the data layer to the bucket associated with the first
key in the range. Then, it uses vCAS to take a logical snapshot of
the data structure. After this, the algorithm traverses the data layer
until the last key in the range. It is worth noting that a range query
might need to traverse multiple buckets to collect the queried range.
This operation is done by simply continuing to traverse the data
layer and crossing the boundary-marker of the next bucket.

2.3 Split And Resize

In order to better balance the LIT data structure, we employ splitting
and resizing. Splitting rebalances a bucket into another level of
multiple buckets. Resizing creates a new root level for the LIT,
which indexes all keys.

Split operations begin after detecting a bucket that exceeds a
threshold of keys mapped to it. We utilize the knowledge that
the lookup function maps keys from a to b to the bucket. We can
determine this from our lookup function. We then create a new
lookup function f” for the new level that maps keys from a to b to
a new set of buckets. For each new (sub-)bucket i, we determine
the smallest key that maps to the bucket, k;, and insert a boundary
marker whose key is k;. Then, we set each bucket in this new level
to point to its corresponding boundary marker. Finally, we use
vCAS to update the previous level’s bucket to point to the new level
instead of the old boundary marker.

Resize operations begin after detecting that the number of levels
exceeds a threshold. We determine a new lookup function f” that
maps the range of the minimum key to the maximum key in the
data structure to the new number of buckets. Similar to the split,
we determine the smallest keys that map to each new bucket. We
insert these keys as boundary markers and point each bucket to
the appropriate boundary marker. We change the root level to this
new level through a vCAS.

3 EVALUATION

To assess the performance of LIT, we contrast its performance
against a state-of-the-art logarithmic linked data structures that
support highly efficient range queries, such as a skip list, enhanced
with the vCAS [22] and the bundling [17] versioning techniques. We
compare these approaches by utilizing the existing implementations
from [17] for the skip lists. In our evaluation, we consider a closed-
loop uniform key-value workload. When evaluating range queries,
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we fix the ranges to 50 keys. We prepopulate the data structures to
half of the key range, and the number of buckets for LIT is 10k.

We utilize a testbed with 4 Intel Xeon Platinum 8160 CPU with
hyper-threading enabled, giving us 96 cores with 192 hardware
threads. We evaluate by running on all 192 threads. We run with
8B keys and 8B values. Our implementation is in C++, built with
the clang++-15 compiler.
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Figure 1: Uniform 10% Range Queries, 10% Updates, 80% Gets
While Varying Key Range.

In Figure 1, we consider a mixed workload with 10% range
queries, 10% updates, and 80% gets. LIT outperforms a versioned
skip list at large key ranges due to the scalability benefits of uti-
lizing a bucket-based approach. As the key range increases, LIT
outperforms the vCAS skip list by 2.1x and then 4.0x and the bun-
dled skip list by 1.3x and then 2.5x. This is due to LIT’s ability to
better handle update operations at these large key ranges, as well
as the smaller number of required traversals to reach a key. At 10k
keys, LIT is slower than vCAS and a bundled skip list. This can be
attributed to the pre-fetching effect of traversing the linked indexes
of the skip lists. In fact, in the presence of high contention, cache
invalidations dominate the performance. While all data structures
see these effects, due to the common traversal path of such a small
key range in the skip lists, it is constantly updating its cache with
elements that may be accessed in the future.

4 CONCLUSION

We have introduced LIT, a mapping data structure inspired by the
function-based indexing of a hash table. LIT’s unique feature is
that it provides key ordering, which can be used to support range
queries.
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