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and boundary conditions [Raissi et al. 2019; Sitzmann et al. 2020].
Neural �elds are typically compact, fast to evaluate, and expressive.
However, training neural �elds with such self-supervised losses can
be unstable, and they tend to produce biased solutions. Since neural
�eld-based solvers are fast but biased and MC-based solvers are
unbiased but slow due to high variance, it is natural to ask whether
a hybrid solver that combines these two methods can be developed
to achieve controllable bias, low variance, and fast evaluation.

This paper takes the �rst step towards building a hybrid solver
combining neural �eldswithWoS approaches for variable-coe�cient
elliptic PDEs. Inspired by previous work [Müller et al. 2021] that
deploys neural radiance �elds as a cache to accelerate Monte Carlo
rendering, we hypothesize that a neural �eld cache can also be
used to reduce the variance of a Monte Carlo PDE solver. Adapting
this idea, we have developed a novel hybrid PDE solver that �rst
trains a neural �eld, then uses it to decrease the cost and variance
of evaluating the solution. In the training phase, we optimize the
neural �eld supervised by unbiased solution estimates from the
WoS algorithm. Then to evaluate the solution, we run WoS but
terminate its random walks at a prescribed depth by querying the
neural �eld, providing solution estimates that are more accurate
than the neural �eld alone and faster and less noisy thanWoS alone.

To transfer the success of Müller et al. [2021] to reduce the vari-
ance of Monte Carlo PDE solvers, we identify the necessary change
of neural network architecture and modi�cation of the training
procedure. We provide a theoretical analysis showing that our loss
retains comparable convergence guarantees to conventional SGD
algorithms. In practical testing, we �nd that our neural �eld has a
lower average error than the unbiased but noisy one-sample WoS
estimator, and as the number of samples increases, our hybrid solver
produces a lower error when the depth limit is set appropriately.

2 RELATED WORK

This paper draws inspiration from the existing literature on Monte
Carlo PDE solvers and PDE solvers with neural networks.

Monte Carlo PDE Solvers. The idea of using the Monte Carlo
method to solve PDEs can date back to Courant et al. [1967] and
Forsythe and Leibler [1950]. The Walk on Spheres (WoS) algorithm,
initially proposed by Muller [1956], estimates the solution of a PDE
by simulating a random walk from which boundary and source
contributions are accumulated. Sawhney and Crane [2020] further
applied the WoS algorithm in geometry processing tasks. After
this seminal work, a number of projects have extended WoS to al-
low variable coe�cients [Sawhney et al. 2022], Neuman boundary
conditions [Sawhney et al. 2023], PDE parameter inversion [Yıl-
mazer et al. 2022], and di�erent applications such as �uid simula-
tion [Rioux-Lavoie et al. 2022]. Although these works extend Monte
Carlo methods to a broader range of PDEs, they are still limited
by shortcomings, such as the high variance and expensive compu-
tations, of Monte Carlo estimators. To tackle these, the computer
graphics community has also developed methods such as bound-
ary caching [Bakbouk and Peers 2023; Miller et al. 2023; Müller
et al. 2021], importance sampling [Müller et al. 2017, 2019; Veach
and Guibas 1995], and denoising [Chaitanya et al. 2017; Gharbi
et al. 2019]. Some of these techniques have been applied in WoS

solvers [Qi et al. 2022; Sawhney et al. 2022]. In this paper, we pro-
pose an alternative method to mitigate the shortcomings of Monte
Carlo PDE solvers by incorporating neural networks. Similar ideas
have been applied in path tracing and radiosity [Hadadan et al. 2021;
Müller et al. 2019, 2020, 2021; Ren et al. 2013], and we draw inspira-
tion from these applications. Of particular relevance to this paper is
[Müller et al. 2021], which trains a neural radiance �eld to be used
as a cache for real-time Monte Carlo rendering. Applying this idea
to Walk-on-Spheres PDE solvers, however, is nontrivial and can
pose new challenges. We identify the correct network architectures
and training procedures to address such domain di�erences and
provide theoretical analysis for convergence rates.

Neural Fields. Recently, neural �elds have been shown to be a
unique signal representation tool with the advantages of allowing
high �delity reconstruction [Mildenhall et al. 2020; Müller et al.
2022; Sitzmann et al. 2020; Tancik et al. 2020], enabling sampling at
arbitrary locations , and providing fast training and inference [Chan
et al. 2022; Chen et al. 2022b; Fridovich-Keil et al. 2022; Müller et al.
2022]. Most applications of neural �elds have focused on image
compression [Martel et al. 2021], view synthesis [Barron et al. 2021;
Liu et al. 2020; Mildenhall et al. 2020; Verbin et al. 2021], 3D recon-
struction [Mescheder et al. 2019; Park et al. 2019; Peng et al. 2020;
Wang et al. 2021] and generation [Cai et al. 2020; Chen et al. 2020;
Chen and Zhang 2019; Mescheder et al. 2019; Park et al. 2019; Yang
et al. 2019]. Recently, Sitzmann et al. [2020] showed that neural
�elds with an appropriate architecture can be used to solve PDEs.
Yang et al. [2021a] leveraged this idea and applied these neural �eld
solvers to geometry processing tasks. Other researchers have suc-
cessfully applied neural �elds in character animation [Bergman et al.
2022; Noguchi et al. 2021], applications of level-set methods [Mehta
et al. 2022], and solving time-dependent PDEs [Chen et al. 2022a].
Most of these existing methods aim to produce a network that
deterministically approximates the physical �eld of interest, and
accuracy can only be improved with additional training supervision.
In contrast, we combine a neural �eld inside a WoS solver, so that it
can produce better results when given more compute at test time.

Other Deep Learning-based PDE solvers. Another class of neural
network-based PDE solvers is commonly known as neural opera-
tors [Li et al. 2020, 2021], which has shown success in many applica-
tions [Liu et al. 2022; Pathak et al. 2022; Trifan et al. 2021; Yang et al.
2021b]. A neural operator will train a neural network to predict
how to evolve a physical system, learning from prior data gener-
ated from the simulation. Unlike neural operators, we will focus
on learning a representation for the PDE solution. Improving our
method to use data drive priors is an exciting direction, but it’s out-
of-the-scope for our discussion. Most closely related to the neural
�eld PDE solver is a class of solvers called Physics-informed neural
networks (PINNs) [Raissi et al. 2019], which has been applied in
many PDE applications, including turbulence [Hennigh et al. 2021],
elasticity [Rao et al. 2021], and topological optimization [Zehnder
et al. 2021]. PINNs aim to train a neural network to approximate
the PDE solution via a self-supervised loss derived from the PDE
constraint and boundary conditions. We instead propose an alter-
native way to train neural �elds as a representation of the PDE
solution using labels provided by the WoS estimator, which works
well in the class of PDE that the WoS estimator can be applied to.
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3 BACKGROUND

Our work builds on two bodies of literature: Monte Carlo PDE
solvers and neural-�eld PDE solvers.

3.1 Steady State Elliptic PDEs

Elliptic equations are a general class of PDEs that are important
for various computer vision and graphics applications including
(screened) Poisson surface reconstruction [Kazhdan et al. 2006;
Kazhdan and Hoppe 2013] and �uid simulation [Rioux-Lavoie et al.
2022; Stam 1999]. In this paper, we are interested in obtaining the
steady-state solution of an elliptic PDE.

Let Ω ⊂ R3 denote the domain and mΩ be the boundary of this
domain. ∇5 denotes the gradient of 5 and ∇· is the divergence
operator ∇ · v(G) =

∑
8 mv(G)8/mG8 . The class of Elliptic equations

we consider in this paper can be expressed in the following form:

∇ · (U (G)∇D (G)) + ®l (G)∇D (G) − f (G)D (G) = −5 (G) G ∈ Ω

D (G) = 6(G) G ∈ mΩ,
(1)

where U : R3 → R, ®l : R3 → R
3 and f : R3 → R are spatially

varying coe�cients. 5 : R3 → R denotes the source term, and

6 : R3 → R is the boundary condition. We will introduce two
di�erent ways to solve elliptic PDEs without discretization.

3.2 Monte Carlo PDE Solvers

The general idea of Monte Carlo PDE solvers is to express the
solution of a PDE in the form of a recursive integral equation, and
then de�ne aMonte Carlo estimator for the integral equation.While
our method can potentially be applied to other types of Monte Carlo
PDE solvers, this paper focuses on PDEs in the form of Equation 1.

This PDE can be solved as an integral equation of the form:

D (G) = ( (G) +

∫
�A (G )

D (~)�G (~)3~ +

∫
m�A (G )

D (I) G (I)3I, (2)

where ( ,�G , and  G , which are functions depending on U (G), f (G),
and 5 (G). �A (G) is a ball centered at G with radius A : {~ | ∥G − ~∥ <

A }, and m�(G) is the sphere: {~ | ∥G − ~∥ = A }. Speci�cally,

( (G) =

∫
� (G )

5 (~)�f̄ (G,~)√
U (G)U (~)

3~,  G (I) =
√
U (I)% f̄ (G, I) (3)

�G (~) =
√
U (~)/U (G) (f̄ − f′ (~))�f̄ (G,~) (4)

where f̄ = max(f′ (G)) − min(f′ (G)). �f̄ is the Green’s function
and % f̄ is the Poisson kernel. A more detailed de�nition of these
functions is provided by Sawhney et al. [2022].

Sawhney et al. [2022] provided the following Monte Carlo esti-
mator for Equation 2, that uses delta-tracking [Coleman 1968; Raab
et al. 2008] to avoid exponential number of walks:

D̂ (G) =



6(Ḡ) if 3 (G) < n

((̂G (~8 ) +�G (~8 )D̂ (~8 ))%# (G)−1 w. prob. %# (G)

((̂G (~8 ) +  G (I8 )D̂ (I8 )) (1 − %# (G))−1 otherwise

(5)

In this solver, (̂ is a single sample Monte-Carlo estimator for the
source contribution ( , ~8 is sampled from �3 (G ) (G), and I8 are sam-
pled from m�3 (G ) (G). The function 3 (G) = min~∈mΩ ∥~ − G ∥ is the
minimum distance of G to the boundary, Ḡ = argmin~∈mΩ ∥~ − G ∥

is the nearest projection of G the boundary, and n de�nes a band
around the boundary where walks will be terminated. When the
�rst branch is not evaluated, the second branch will be evaluated
with probability %# (G). The third branch will be evaluated if nei-
ther the �rst and the second is evaluated. Please refer to Sawhney

et al. [2022] for de�nitions of (̂ and %# .

Limitations. While these Monte Carlo solvers are guaranteed
to be unbiased, they experience very high variance due to the
large space they need to integrate, so one needs to sample many
independent walks to achieve good results. Moreover, each walk
can be expensive, since the walk presented in Equation 5 can take
hundreds of steps to reach the boundary. As a result, these solvers
usually require additional variance reduction techniques.

3.3 PDE solvers using Neural Fields

A neural �eld is a neural network that takes the coordinates of
an <-dimensional spatial point ®G and outputs a �eld value: D\ :

R
= → R

< [Xie et al. 2022]. If D\ is constructed to be smooth
and continuous, then the spatial gradients such as mD\ /mG8 can be
obtained via automatic di�erentiation. These properties have been
leveraged by prior works to apply neural �elds to solve PDEs [Chen
et al. 2022a; Raissi et al. 2019; Sitzmann et al. 2020] and to perform
geometry processing [Mehta et al. 2022; Yang et al. 2021a]. For the
PDE in Equation 1, we can de�ne the following training objectives:

P(\, G) = ∥(D\ − ∇ · (U∇D\ ) − ®l∇D\ + fD\ + 5 ) (G)∥2 (6)

B(\, G) = ∥(D\ − 6) (G)∥2 (7)

The loss P is trying to enforce the PDE condition, and the loss B is
trying enforce the boundary condition. Solving Equation 1 can be
formulated as an optimization problem [Raissi et al. 2019; Sitzmann
et al. 2020; Yang et al. 2021a]

argmin
\

∫
Ω

P (\, G) dG + _

∫
mΩ

B (\, G) dG, (8)

where _ is a hyperparameter that balances the PDE constraints and
boundary constraints.

Network architectures. The network architecture is chosen to
strike a good balance between expressiveness and regularization
to obtain good performance. A popular choice is a multi-layer per-
ceptron (MLP) with sinusoidal activations [Sitzmann et al. 2020]
or Fourier positional encoding [Lindell et al. 2022; Tancik et al.
2020; Yang et al. 2022; Zhang et al. 2020]. These MLPs are very
compact to store, yet they can be slow to train and expensive
to evaluate. Another class of of neural �eld architecture modu-
lates an MLP with interpolated spatial features [Müller et al. 2022]:
D\ (G) = 5\=+1 (6(interp(G, \1), . . . , interp(G, \=)), where interp is
bi-linear interpolation, 6(E1, . . . , E=) is an aggregation operation,
and 5\ is a small MLP. These neural �elds with spatially modu-
lated features are usually fast to converge, but they are harder to
regularize to produce a good solution when supervision is limited.

Limitations. Once successfully trained, these neural �elds can
produce an approximate solution to the PDE very e�ciently since
only a forward pass is required to evaluate the �eld. However, train-
ing such neural �elds using a self-supervised loss can be di�cult.
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In order for the training to converge, one needs to choose appro-
priate network architectures, initialization, as well as the learning
rate schedule. For example, using a network with piecewise linear
activation will not work since the Laplacian of the network will be
zero [Lei and Jia 2020], even though the network is still a universal
approximator. Also, the residual error between the neural �eld and
the exact solution depends on the architecture, the training pro-
cedures, and the characteristics of the PDE, making it di�cult to
control the amount of bias in a neural �eld solution.

4 METHOD OVERVIEW

On one hand, the WoS method is slow at inference time due to high
variance, but it has no bias. On the other hand, the neural �eld is
comparatively fast at inference time since it produces deterministic
output without variance, but it su�ers from non-zero bias. Inspired
by these complementary properties, we want to build a hybrid
solver where we can reduce the inference time for WoS by querying
the neural �eld after a �xed compute budget.

We achieve this hybrid solver in two steps. First, we need to
build a mechanism to reliably train neural �eld solutions. Instead of
using the self-supervised loss, we proposed to use a WoS estimator
to provide target data to supervise the neural �eld to approximate
the PDE solution (Section 5). Once we obtain a neural �eld with a
small enough error, we use a hybrid WoS solver that terminates the
recursive call in Equation 5 by querying the neural �eld (Section 6).
Intuitively, this hybrid solver can lower the error of the neural
�eld solution since it performs WoS-style random walks that can
terminate at the boundary. At the same time, it can achieve lower
variance than the WoS estimator since it conducts shorter walks,
thus exploring a smaller sample space.

5 TRAINING A NEURAL FIELD SOLUTION

To build a hybrid solver, we �rst need to obtain a neural �eld that
approximates the solution of the PDE in Equation 1. Speci�cally,
the network D\ will take a 2D or 3D spatial coordinate G as input
and output a real number to approximate the ground truth D (G).

One way to achieve this is to directly use a self-supervised loss
like the one in Equation 8. Training with this type of loss can be un-
stable and often requires extensive hyper-parameter tuning. For ex-
ample, Figure 3 shows that for the self-supervised loss, performance
is sensitive to hyper-parameters such as network architecture.

One potential reason for such instability is the higher-order
di�erential operator used in the self-supervised loss. If neural �elds
need to be expressive enough to approximate arbitrary solutions,
the network needs to contain high-frequency components. The
derivative operators will further amplify the contribution of these
high-frequency components. As a result, the self-supervised loss
can be high-frequency, making it di�cult to optimize.

In this paper, we circumvent this issue by proposing loss func-
tions that do not require evaluating gradients of the network. The
key idea is that the WoS estimator provides statistical estimates
of the exact solution to the PDE, and these estimates can be used
as targets to train the neural networks. We will demonstrate the
derivation of the WoS-supervision loss in Section 5.1, analyze its
convergence properties in Section 5.2.

5.1 WoS Supervision Loss

Oneway to supervise the neural �eld solutionwithout taking spatial
derivatives is to use the MC estimator to create supervision targets
to optimize the neural network. The straightforward way to achieve
this is �rst running theMonte-Carlo estimator for enough iterations
to accurately estimate the PDE solution for a �xed set of spatial
locations {G8 ∈ Ω}=8=1. Then we can use SGD to optimize the L2
objectives between the network’s output and the estimated target:

L(\ ) =
1

=

=∑
8=1

©­
«
D\ (G8 ) −

1

#

#∑
9=1

D̂ (G8 )
ª®
¬
2

, (9)

where D̂ is an unbiased Monte Carlo estimator for the PDE solution
so E [D̂] = D in Ω. Computing this target can take a substantial
amount of time since it requires running # independent walks for
each training location G8 .

Intuitively, we need not wait to start training until the super-
vision signal is very accurate, since SGD-based neural network
training can tolerate noisy gradients. This suggests that we can
run the data acquisition process and the neural network training
process in parallel, similar to Müller et al. [2021].

To achieve this, we �rst create a running estimate ~8 of the PDE
solution at each location G8 target using the WoS estimator D̂:

~
(:+1)
8 = (:~

(: )
8 + D̂ (G8 ))/(: + 1), (10)

where : denotes the number of accumulation steps. The training
loss at step C is simply the L2 loss between the network prediction
and the accumulated sample average:

LC (\ ) =
1

=

=∑
8=1




D\ (G8 ) − ~ (C )8




2 . (11)

By using a loss de�ned in this way with a target value ~
(C )
8 that

improves in accuracy as training progresses, we are able to run
the sample generation in parallel with training and also converge
provably to low-noise results.

5.2 Convergence analysis

Intuitively, when training a neural �eld using stochastic gradient
descent (SGD) with the loss function in Equation 11, the variance
of the target from the Monte-Carlo estimator will be added to the
variance created by SGD. As long as this estimator is unbiased, SGD
can converge to a region with small gradients.

Theorem 5.1. Let D be the solution of the PDE of interest, and D̂

be an unbiased WoS estimator for the solution with bounded variance:

E [D̂] = D and V [D̂] < � . Let D\ be the neural �eld to be optimized.

De�ne the �nal objective to be L8 (\,~) = (D\ (G8 ) − ~8 )
2. Further,

assume that ∥∇\D\ (G)∥ ≤ � ,



E) (

∇2
\
L
)
E



 ≤ ! ∥E ∥ for all E , and

∥∇\L8 (\,D)∥ ≤ � . If we run the following SGD optimization for )

steps: \C+1 = \C − U∇\L(\,~
(C )
8 ), where ~

(C+1)
8 is obtained through

Equation 10, then the expected gradient norm will converge at the

following rate:

E [∇\L(\g )] ≤
L(\0) − L(\∗)

)U
+
!�� 2

2

log() )

)
+
!�2U

2
, (12)

where g is a random variable on [0, . . . ,) − 1] indicating which step

to stop, % (g = C) = 1/) ,) is the maximum number of SGD steps, and
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thus increasing the computational cost. However, in Section 7.4, we
show that the hybrid estimator can achieve lower overall error in
practice for most ranges of accuracy.

1 def test(net, WoS, x, m):

2 dist, x_proj = WoS.domain.nn_query(x)

3 if dist < eps: return WoS.boundary(x_proj)

4 if m == 0: return net(x)

5 y, z = WoS.sample_walk(x)

6 source = WoS.compute_source(x, y)

7 if WoS.is_null(x):

8 x_next, coef = y, WoS.compute_null_coef(x, y)

9 else:

10 x_next, coef = z, WoS.compute_non_null_coef(x, z)

11 return test(net, WoS, x_next, m - 1) * coef + source

Listing 2: Hybrid solver inference (Sec 6).

7 RESULTS

This section will �rst compare the proposed hybrid solver and two
baselines: pure WoS and pure neural �eld solutions trained with
self-supervised loss. We �rst show equal-time comparisons on a
3D elliptic equation with spatially varying coe�cients (Sec 7.1).
We then provide an analysis under the same number of samples
(Sec 7.3). Finally, we demonstrate how the depth hyperparameter of
our hybrid solver allows users to trade o� compute for bias (Sec 7.4).

7.1 Experiment Setup

In this section, we apply our solvers and the baseline solvers to the
PDE in Equation 1 without a drifting term:

∇ · (U (G)∇D (G)) − f (G)D (G) = −5 (G) G ∈ Ω

D (G) = 6(G) G ∈ mΩ.
(14)

This experiment section will focus on variable coe�cient PDEs.
Please refer to the supplementary for the results of combining our
methods with constant coe�cient WoS algorithms.

Domain representation. The domain Ω is de�ned by a signed
distance function (SDF). In this experiment, we represent the do-
main SDF by training a neural �eld in instant-NGP [Müller et al.
2022; Park et al. 2019; Sitzmann et al. 2020]. We follow the training
procedure of Müller et al. [2022] except that 1) we do not deploy
hashing to compress the storage, and 2) we use multi-resolution
grids with only four layers with following resolutions: 128, 64, 32,
and 16. Our model takes about 20 minutes to �nish training and
contains 4MB parameters.

Di�usion, absorption, forcing, and boundary functions. Following
Sawhney et al. [2022], we use smooth periodic patterns to generate
the spatially varying di�usion, absorption, forcing, and boundary
functions. Please refer to the released code for more details.

Baselines. Our baselines for comparison are (1) Walk-on-spheres
solver (WoS) and (2) neural �elds trained with self-supervised tech-
niques (NF). For the WoS baseline, we follow the released C++ im-
plementation of Sawhney et al. [2022]. We used the Delta Tracking
algorithm, with importance sampling on the o�-centered Green’s
function but didn’t apply the next-�ight variant. This WoS solver
is also used as the basis for the hybrid solver. For the NF base-
line, we implement the self-supervised loss as shown in Equation 8.
This neural �eld baseline is trained for 2 × 104 iterations, with the

best hyper-parameter obtained Ray-tune [Liaw et al. 2018] random
search. The training of this baseline takes about 5 minutes to �nish.

Reference solution. We use the unbiased WoS estimators to pro-
duce the reference solution. Speci�cally, for each geometry, we
choose a slice of interest (i.e. the I = 0 plane). At that plane, we
densely sample an image with resolution 512 × 512 unless other-
wise noted. We average 104 WoS samples for each of these pixels to
create the reference value. For pixels that are outside the domain,
we set the reference to 0.

Hyperparameters for hybrid solvers. To obtain the neural �eld ap-
proximation using the method proposed in Section 5, we uniformly
sample 20000 points inside the domain via rejection sampling. For
each of these points, we run WoS algorithm with 50walks to obtain

the initial training label ~ (0) . Then we start the training procedure
for 20000 iterations using Adam optimizer. For every 5000 iterations,
we sample another batch of data from WoS with 50 walks. We do
not interrupt the training until the next batch of data accumulation
of 50 walks is ready. To compute WoS for 50 independent walks for
all data points takes about 40 seconds, during which we can run
about 8000 training iterations. This allow us to update the training
data at every 5000 iterations without waiting. We use SIREN with
512 hidden dimensions and 2 hidden layers. The training is done
in NVIDIA RTX 2080 Ti GPUs and can be �nished within 4 min-
utes. We implement the training pipeline and WoS solver using the
automatic di�erentiation framework Jax [Bradbury et al. 2018].

7.2 Equal Time Comparison

We present qualitative results for three shapes: Sprocket, Mis-
sile [Koch et al. 2019], and Cow [Crane et al. 2013]. For each of these
shapes, we allocate 5 minutes of compute time to obtain the result.
We also report the mean square error for each frame. The results
are shown in Figure 4. Our network is more accurate than the NF
baseline, with a lower MSE compared with the reference solution.
For our hybrid solution, we set< = 1. Compared to the WoS base-
line, our network shows less noise, which is also re�ected through
both the cleaner image and the lower MSE error. This result veri�es
our hypothesis that our hybrid solver is able to produce less biased
results than the NF baseline and also achieves lower variance than
the WoS baseline using a similar amount of computing resources.
Note that our method performs better when the solution function
has higher spatial frequency (e.g. Missile and Cow example).

To further understand the allocation of time for our method and
the WoS baseline, we report a detailed compute time breakdown in
Figure 6. We report the amount of time it takes for both the WoS
and the hybrid model to reach an MSE error of 5e-3 at di�erent
resolutions. We report three di�erent resolutions: 256, 512, and 1024.
For the hybrid model, we show the breakdown of training time
and inference time. The hybrid model can outperform WoS in time
e�ciency as long as there are su�cient locations whose solution
needs to be computed during inference. Its advantage is larger when
the number of testing locations is larger (e.g. 1024 × 1024). This is
because it is very fast for the hybrid method with shallow depth (e.g.
< = 1) to produce a good estimate during inference. The training
time remains unchanged regardless of the inference time resolution.
As a result, when the slice resolution is large, the hybrid model can
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