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Abstract

The design-build-test-learn workflow is pivotal in synthetic biology, as it seeks to

broaden access to diverse levels of expertise and enhance circuit complexity through

recent advancements in automation. The design of complex circuits depends on de-

veloping precise models and parameter values for predicting circuit performance and

noise resilience. However, obtaining characterized parameters under diverse experimen-

tal conditions is a significant challenge, often requiring substantial time, funding, and

expertise. This paper compares five computational models of three different genetic

circuit implementations of the same logic function to evaluate their relative predictive

capabilities. The primary focus is on determining whether simpler models can yield

similar conclusions to more complex ones and whether certain models offer greater

analytical benefits. These models explore the influence of noise, parameterization, and

model complexity on predictions of synthetic circuit performance through simulation.
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The findings suggest that when developing a new circuit without characterized parts or

an existing design, any model can effectively predict the optimal implementation by fa-

cilitating qualitative comparison of designs’ failure probabilities (e.g., higher or lower).

However, when characterized parts are available and accurate quantitative differences

in failure probabilities are desired, employing a more precise model with characterized

parts becomes necessary, albeit requiring additional effort.

Keywords: Genetic Regulatory Networks, Synthetic Genetic Circuits, Extrinsic and Intrin-

sic Noise in Gene Expression, Synthetic Biology, Genetic Circuit Simulation and Modeling,

Comparative Analysis of Genetic Models

Synthetic biology aims to integrate the engineering design-build-test-learn (DBTL) work-

flow to create new systems with defined functions and predictable behavior.1 In recent years,

focus has been on automating the DBTL workflow using software to accelerate and improve

the implementation of genetic circuits, aiming for faster commercialization cycles.2 How-

ever, classical synthetic biology has primarily focused on testing genetic systems in ideal

laboratory conditions, neglecting the impact of variable and noisy environments. As we

transition from proof-of-concept designs to real-life applications, such as therapeutics pro-

duction, understanding and accounting for environmental and noise effects on circuit perfor-

mance (referred to as robustness) becomes crucial for ensuring correct and safe behavior of

these genetic circuits.3,4 Therefore, it is essential to study and accurately predict the like-

lihood of faulty behavior, in order to prevent irreversible harmful effects. The “learn” step

is conventionally associated with the development of models aimed at achieving predictions

with improved accuracy and precision. However, this stage often relies heavily on intuition-

driven exploration rather than an automated and reproducible procedure. The integration of

mathematical models, which can operate independently of the ”learn” step, enables reliable

analysis, streamlining the DBTL cycle, and ultimately conserving time and resources.

With mathematical descriptions of genetic networks, genetic design is moving towards a

model-driven approach.5 Re-parameterizing genetic parts with experiments produces more

2



accurate and precise behavior predictions. However, extensive training in investigating multi-

dimensional design spaces and mapping simulations to experiments is required for model de-

velopment and exploration as well as the parameterization of re-characterized gates. 6 There-

fore, the current state of modeling gene network dynamics is characterized by a trade-off

between the model’s ability to quantitatively match the experimental data and the need for

a large number of kinetic parameters to parameterize the model.7–10 Properly parameterized

ordinary differential equation (ODE) models can provide a good quantitative match and

are easily generalized.11–14 However, more detailed models also require a more challenging

characterization effort. Furthermore, there is a simulation-time cost associated with these

models: the more complex a model is, the longer it takes for simulations to run and the

higher the memory requirements for it to be model-checked.15–17

While the deterministic structure of ODE analysis serves well in depicting the average

behavior of a system, it lacks the element of randomness or stochasticity, consistently yield-

ing identical results for the same initial conditions.18 Nevertheless, the unpredictable nature

of biochemical reactions, even at the level of a single gene,19 combined with the variability

in reaction rates due to environmental differences,20,21 infuses a degree of uncertainty into

a genetic system.20,22–24 These fluctuations can profoundly impact the robustness and pre-

dictability of a system, making the stochastic analysis of gene regulatory networks (GRNs)

an essential consideration in modeling GRNs.

Moreover, for systems where transcription factors, enzymes, and DNA copies might exist

in low concentrations, such as a single molecule per cell, a realistic evaluation of these systems

should include cell-to-cell variability in transcriptional outputs, as captured by the chemical

master equation (i.e., intrinsic noise).25 However, for systems with robust genetic expres-

sion, stochastic variations in gene expression, like those in transcription factor-producing

genes, may stem from fluctuations in the quantity or states of other cellular components

(i.e., extrinsic noise).21,23 These are best modeled as probability density functions for differ-

ent reaction rates.20 Yet, the challenges of parameterizing these factors (either intrinsic or
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extrinsic noise) may deter many scientists.

The question then arises: In terms of robustness and predictability, how much additional

information can computational models and simulations involving intrinsic or extrinsic noise

provide? Certainly, precise and predictive models are invaluable assets, but how much

additional insight do detailed models, coupled with meticulously characterized components,

genuinely provide regarding the robustness of a genetic circuit? When the primary concern

is the resilience and stability of a circuit, is it justifiable to allocate substantial resources for

exhaustive characterization experiments and computationally demanding simulations? This

paper delves into these critical inquiries, striving to ascertain whether such investment yields

a commensurate return in enhancing our understanding of genetic circuit robustness.

This study evaluates how various parameter characterizations and models influence the

predictability of robustness and, consequently, circuit design decisions. The aim is to de-

termine the effort required for parameter determination and model development to qualita-

tively understand relative robustness across different design choices. This research compares

different interaction models, customized with experimentally-obtained parameters or uti-

lizing standard parameters derived from literature averages. It also considers two noise

sources—intrinsic and extrinsic noise—to anticipate the robustness of three distinct circuit

implementations of genetic circuit 0x8E, as published by Nielsen et al. 26 This study investi-

gates whether there are variations in predicted circuit behavior among three different circuit

layouts that share identical expected functions. Additionally, it aims to determine if the

various models agree on identifying the most robust design choice. The results illuminate

differences in model predictions, determining the feasibility of analyzing less complex models

to reliably evaluate a circuit’s behavior in silico.
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Results and Discussion

Genetic Circuit Failure Modes. Genetic circuits function within the cell by updating

their internal states and output in response to changes in their inputs. These transitions from

one input state to another are known as input transitions. However, during the operation of

genetic circuits, various failures can occur.

One possible failure arises when circuits manifest undesirable behavior during transitions

between states. When the circuit transitions from one state to another, the internal signals

must adapt to the new state. However, during this transition, the circuit may exhibit an

unexpected output before reaching the intended final state. Since this failure is observable

only during the transition, it is categorized as transient behavior. The transient behaviors

illustrated in Figure 1(a) and (b) manifest as undesired switching events known as glitches,

arising from hazards inherent in the circuit function or implementation. A hazard signifies

the potential for an undesirable effect to occur, stemming from either the circuit design or

external influences. While a hazard merely denotes the possibility of such a failure, a glitch

signifies the actual occurrence of the failure event.

For example, during an input transition from a state with a high output to another state

with a high output (e.g., static 1 → 1), the output briefly turns low before reverting to a

high state, as depicted in the red shaded area in Figure 1(a) resulting in a static 1 → 1

hazard. In a correct circuit behavior, the output should consistently maintain the high state

throughout the transition, as indicated by the dashed line in the figure. Similarly, in a static

0→ 0 transition, the circuit’s output is expected to stay low. However, during the transition,

the output briefly turns high before settling to the anticipated low output, as illustrated in

Figure 1(b) resulting in a static 0→ 0 hazard.

It is important to note that glitches are characteristic of transient failures, implying

that the failure self-corrects over time. However, if the output is irreversible, the circuit’s

functionality may be compromised. For example, in cases where an output change triggers

events such as apoptosis or the release of a therapeutic drug, even a brief incorrect state can
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Figure 1: This graph shows the example output of a genetic circuit in fluorescence over
time. The dashed blue lines indicate an input transition. The dashed black line is the
expected output for that transition and the solid black line is the one observed. (a) Shows
an unexpected switching behavior after an input transition. Both before and after the first
input change, the output is supposed to remain high. However, the signal briefly turns low
before recovering and turning high again (static 1 → 1 hazard). (b) Shows an unwanted
switching behavior after another input transition. This time, the circuit is supposed to stay
low. During the transition, the circuit briefly turns high again before finally settling in low
the signal (static 0 → 0 hazard). The behavior in both (a) and (b) correct themselves over
time and are therefore considered transient. Finally, (c) shows a steady state failure. While
the circuit is supposed to turn high again after the final input change, it remains low, settling
in the wrong steady state.

lead to irreversible harmful effects.

Another notable failure occurs when a circuit fails to produce the expected output, dis-

playing unexpected and sustained behavior that does not self-correct. These failures relate to

the circuit’s steady-state behavior. The state of a circuit is determined by the arrangement

of its internal molecules, representing the status of signals governing the circuit as either

high (on) or low (off). The term “steady state” refers to a condition in which the circuit

has reached equilibrium and remains unchanged over time. A steady-state failure indicates

a scenario in which the circuit’s output deviates from the expected output for a given state.

In other words, the output remains off when it should be on, or vice versa. Such failures

can occur when the circuit lacks the ability to effectively differentiate between on and off

signals. The third behavior mode, steady-state failure, is depicted in Figure 1(c). Following

the last input transition in this example, the output is expected to transition to a high state.

However, it remains in an incorrect steady state, staying low instead. It is important to note

that in cases where the circuit is intended to remain low but instead settles in a high state,
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it is also considered a steady-state failure.

Based on the presented failures, the predictability of five computational models is assessed

by comparing the predicted likelihood of failure returned by the analysis of each model.

Specifically, the three failure modes analysed are:

1. Probability of glitches caused by noise

2. Probability of glitches caused by hazards

3. Probability of steady-state failures

The first investigated behavior mode involves the occurrence of glitches attributed to

function hazards. Nearly all circuits have transitions that produce function hazards. The

only exception would be very simple circuits, such as an inverter or buffer. Function hazard

glitches arise when multiple input changes transpire simultaneously, and the propagation

delay of the input changes through the circuit lead the circuit to resolve temporarily to an

incorrect state. They are inherent to the logic function of the circuit and thus unavoidable.

The second investigated behavior mode involves glitches arising from the circuit’s inherent

noisy behavior. These transitions do not have function hazards and are not inherently

faulty, thus anticipated to behave as expected. However, due to noise, there remains a

small probability of temporary deviation from the expected behavior. In this paper, we have

examined the probability of failure for both types of transitions. All selected transitions are

static, meaning the circuit moves either from a state with a low output to another state with

a low output or from a high state to another high state. Both the failures of transitions

with and without function hazards are observed as the glitches depicted in Figure 1(a) and

(b). However, transitions with known function hazards are expected to fail with a higher

probability compared to their function-hazard-free counterparts, as they are inherently faulty.

The third failure mode involves analyzing a genetic circuit’s steady state. It follows the

failure mode shown in Figure 1(c), and aims to determine whether the circuit settles in its

expected output state.
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It is important to acknowledge the existence of other potential failure modes, one of

which involves logic hazards. Unlike function hazards, which result in glitches due to the

implemented function, logic hazards stem from the layout of the circuit’s logic rather than

its function. Another type of failure mode is dynamic hazards, where the circuit transitions

from a high state to a low state or vice versa in a non-monotonic manner. For example, the

output may shift from high to low, then back to high before ultimately settling in the low

state.

The analysis presented here, however, focuses on static hazard analysis rather than dy-

namic hazards in simulations for two main reasons. First, detecting dynamic hazards can be

challenging, and assessing their impact on the overall circuit behavior may be difficult. In

contrast, static hazards are more straightforward to identify and can be reliably predicted

through simulations. Second, in biological circuits, dynamic hazards are generally of lesser

concern because biological systems often tolerate early activation or deactivation of circuit

components. For instance, if the circuit output transitions from low to high earlier than

expected, it may not significantly impact the biological system. Consequently, this work

prioritizes static hazard analysis in simulations, providing valuable insights into a genetic

circuit’s overall behavior.

Circuit 0x8E. The work presented here investigates the behavior of a combinational ge-

netic circuit first published by Nielsen et al. 26 The genetic circuit was labeled 0x8E and its

original design can be seen in Figure 3(a). This circuit can detect three input molecules: Ara-

binose (Ara), anhydrotetracycline (aTc), and Isopropyl β-D-1-thiogalactopyranoside (IPTG)

with the three input sensor promoters pBAD, pTet, and pTac, respectively. The output is

reported through the production of yellow fluorescent proteins (YFP). The circuit’s logic

function is illustrated in the truth table provided in Table 2. Out of the eight states, four

result in a high output, while the other four generate a low output. When these outputs are

translated into binary, they form the sequence 10001110. Converting this binary sequence

to hexadecimal results in 8E, which serves as the circuit’s name.
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Inputs Output
pBAD pTet pTac YFP

0 0 0 1
1 0 0 0
0 1 0 0
1 1 0 0
0 0 1 1
1 0 1 1
0 1 1 1
1 1 1 0

Figure 2: The truth table depicts the behavior
of circuit 0x8E. The circuit comprises three in-
put promoters—pBAD, pTet, and pTac— and
YFP serves as the output. The binary repre-
sentation of the output, 10001110, when con-
verted to hexadecimal, yields 8E, which de-
fines the circuit’s name.

Fontanarrosa et al. 27 identified the different input transitions of circuit 0x8E that re-

sulted in a glitching behavior. Based on this information, Fontanarrosa et al. designed two

additional implementations of the circuit with the same logic function, but different logic

gate combinations to improve the circuit’s glitching behavior. The two modified layouts can

be seen in Figure 3(b) and (c). The layout shown in Figure 3(b), the two-inverter layout,

has redundant logic as two NOT-gates, were added to delay the IPTG pathway. The layout

shown in Figure 3(c), the non-logic-hazard layout, was created by using hazard-preventing

optimization methods to avoid introducing logic hazards.

Buecherl et al.28 built on those results using stochastic simulation and stochastic model

checking to determine the probability of the glitches discovered by Fontanarrosa et al.. This

research leverages the identified glitching transitions alongside fault-free transitions to assess

the predictive power of various mathematical models through forecasting the robustness

of the three distinct designs. Since all three circuit implementations used in this work

perform the same function, they share identical function hazards, making them suitable for

comparison. However, the three implementations do not share the same logic hazards.

Robustness and Predictability. Engineered systems are expected to correctly func-

tion in different environments. Robustness is a system’s ability to withstand and operate

under the effects of external disturbances. Like in other engineering disciplines, synthetic

biologists have to keep robustness in mind when designing a genetic circuit, especially for

out-of-the-lab applications. Influences like noise can impact a circuit’s behavior and thus
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(a)

(b)

(c)

Figure 3: Three different logic layouts for the circuit 0x8E. The three input sensor promoters
are pTac, pTet and pBAD, and the output is YFP. The OR gate is represented by and
the NOR gate by . (a) Original design (O) as published by Nielsen et al.26 (b) The
two-inverter implementation (T) with added redundant logic as two NOT gates, which adds
an extra delay to the IPTG pathway (starting from the input sensor promoter pTac). The
NOT gate is represented by . (c) The No-Logic-Hazard design (N) with logic-hazard-free
optimizations. Reproduced from.27 Copyright 2020 American Chemical Society.
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jeopardizing the circuit’s function.

Predictability is the computational analysis of the likelihood of erroneous behavior occur-

ring. However, like in all engineering principles, there is a trade-off between the computa-

tional and mathematical complexity of a model and its accurate predictability. Usually, the

more detailed the model is, the more accurate the results. Nonetheless, the enhanced com-

plexity leads to more intricate analyses, necessitating more powerful computing capabilities,

and requiring extended periods of analysis time. Moreover, procuring more refined, char-

acterization parameter values for the model intensifies the demand for time and resources

needed to obtain them. Consequently, an appropriate equilibrium must be achieved to ensure

satisfactory accuracy of results while preserving manageable analysis requirements.

Extrinsic and Intrinsic Noise Simulation. Extrinsic noise sources of transcrip-

tional variability refer to cell-to-cell differences in the transcriptional inputs as well as the

transcriptional output. Beal21 showed that this cell-cell variation might be accounted for

by the emergent properties of complex reaction networks, which drive a lognormal distri-

bution of gene expression levels across a population. This study draws from the Cello

part library’s26 measured parameter distributions and, based on Beal’s work, implements a

lognormal-distributed parameter value model to calculate the incidence of glitching behavior

in a population.

Intrinsic noise encompasses the stochasticity inherent within the cell, influenced by var-

ious factors such as spatial considerations, resource distribution, and stress. These factors

significantly affect the likelihood or ability of a cell to execute its reactions. Given that

the chemical reactions involved are discrete events with probabilities contingent upon the

number of molecules, they reflect this inherent stress. Thus, to accurately capture these

fluctuations, Gillespie’s stochastic simulation algorithm (SSA)29,30 was used for the analysis

of the models.

Computational Models. While other model techniques are published,31,32 this work

utilizes the Cello model, not to advocate for this model, but because it is a model that has
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parameters and experimental results of glitching behavior. The various models, parameter-

izations, and analysis methods employed in this study are denoted as follows: The terms

“extrinsic” or “intrinsic” highlight whether the model was examined with extrinsic or intrin-

sic noise. Subsequently, the models are classified as either the “Cello model”, as developed

by Nielsen et al.,26,32 the “default” model, as generated in iBioSim,33 or the “abstracted”

model based on stoichiometry amplification. The Cello model employs kinetic abstractions,

yielding a model comparable to Hill equations. The default iBioSim model33,34models each

protein’s transcription initiation, production, dimerization, transcription factor binding, and

degradation. The abstracted model modifies the default model by adjusting its degradation

reactions. Termed stoichiometry amplification, this model increases the stoichiometry of

degradation reactions while reducing reaction rates, thereby reducing the frequency of reac-

tion occurrences but increasing their impact. Finally, it is indicated whether the model uses

parameters characterized in experiments or default parameters obtained from the literature.

In the Methods section, the models and their differences are described in more detail. The

five different model types are as follows:

• Extrinsic/Cello model/Characterized parameters (E/C/C)

• Extrinsic/Cello model/Default parameters (E/C/D)

• Extrinsic/Default model/Default parameters (E/D/D)

• Intrinsic/Default model/Default parameters (I/D/D)

• Intrinsic/Abstracted model/Default parameters (I/A/D)

Results. The results are organized into four main stages of comparison. First, a negative

control, a positive control, and a circuit made hazard-free using a register are presented.

Second, the quantitative performance of the five different models is compared using the

original circuit design. Third, within each model, the performance of the three different
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implementations is evaluated qualitatively. Finally, all five models are compared to each

other by determining which circuit layout they deem to be the best.

Figure 4 shows the controls for the analysis. Panel (a) displays an inverter along with

its truth table. The analysis was conducted to determine if the circuit could fail to reach its

intended state. Since an inverter cannot have a function hazard, the failure probability is

expected to be low. The analysis confirms this, returning a failure probability of 0.2 percent,

likely due to stochasticity in the system.

Figure 4 (b) shows the analysis of an OR gate, along with its Karnaugh map. In the

analysis, the OR gate transitions from state (0, 1) to (1, 0). During this transition, the

circuit can either pass through state (0, 0), following the red arrows in the figure, or state (1,

1), following the green arrows. Since state (1, 1) is also a high state, the output remains on.

However, if the gate transitions through (0, 0), the output briefly turns off. This indicates

that the OR gate has a function hazard, leading to a higher probability of failure. The

results confirm this hypothesis, returning a failure probability of 37.3 percent.

Finally, Figure 4 (c) presents a third example circuit, with its output rendered hazard-

free using a register to filter the circuit’s output. The circuit consists of an inverter and a

NOR gate, where the inverter sets a toggle switch and the NOR gate resets it. The circuit

transitions its two inputs, A and B, from (0, 1) to (1, 0). The analysis reveals a failure

probability of 40.8 percent, indicating that the attempt to make the circuit hazard-free

using a register was unsuccessful. While a register could filter the hazard if it was clocked,

as in synchronous designs, the genetic circuits analyzed in this work are asynchronous and

lack a clock. As a result, the glitch is stored in the toggle switch instead of being transitory

explaining the high failure probability. The same analysis presented on the three circuit

examples was repeated across all models, transitions, and implementations of circuit 0x8E.

Figure 5 presents a scatter plot illustrating the predicted failure probability of each ana-

lyzed transition in the original design for every model. Color coding in the plot corresponds

to the models, as indicated in the legend. The plot is divided into five sections: the first two
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Figure 4: Analysis of an inverter and an OR gate from the Cello library. (a) Results of the
inverter analysis, showing that the inverter is on when the input is off and fails to reach its
intended state in only 0.2 percent of cases. Since an inverter is a single-input gate, it does not
have any function hazards. (b) Analysis of an OR gate, a simple gate with a known function
hazard. The Karnaugh map visualizes this hazard, where a transition from (0, 1) to (1, 0)
can pass through either state (0, 0) or state (1, 1), as indicated by the colored arrows. If the
transition follows the red arrows, a glitch occurs, briefly turning off the output. The analysis
indicates a failure probability of 37.3 percent for this scenario. (c) Shows the analysis of a
circuit including a register. The circuit consists of an inverter and a NOR gate, with the
inverter setting a toggle switch and the NOR gate resetting it. The circuit transitions its
two inputs, A and B, from (0, 1) to (1, 0). Similar to the OR gate transition, this circuit is
designed to stay on throughout the transition, but it still has a hazard. The analysis shows a
failure probability of 40.8 percent, indicating that the attempt to eliminate the hazard using
a register was unsuccessful.

sections represent transitions with function hazards, the middle section shows steady-state

failures, and the last two sections depict transitions without function hazards.

The plot highlights variations in the quantitative predictions made by the models. Specif-
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ically, it compares the failure probability predicted by each model for the original circuit.

Similar analyses for the other two designs can be found in the supplemental material. For

example, while some models predict similar failure likelihoods for certain transitions across

models (e.g., transition (1,1,1) to (0,1,0)), discrepancies are observed in others, such as

transition (0,1,1) to (0,0,0).

Notably, the scatter plot reveals a distinction between transitions and function hazards.

Function hazards, located at the top, display greater dispersion and skew towards the right,

whereas transitions, found in the lower sections, tend to cluster towards the left, indicating

lower probabilities. This observation aligns with expectations, as function hazard transitions

are known to exhibit faults unlike regular transitions. However, substantial differences exist

in the predicted absolute failure probabilities among the five different models. For example,

in the first transition shown in the figure, (0, 1, 0) to (1, 1, 1), the (E/D/D) model predicts

a failure probability of 2.4 percent, whereas the (I/A/D) model predicts a failure probability

of 36.9 percent. This discrepancy raises questions about the models’ quantitative predictive

power. While the absolute failure probabilities are likely not accurate and do not permit

direct comparison between models, different circuit implementations can still be qualitatively

compared when evaluated using the same model.

Transitioning from quantitative to qualitative comparison, instead of comparing individ-

ual failure percentages for each transition and steady state, the analysis involved comparing

the number of preferred choices for each circuit within a specified model. For each of the

five models, the three circuit designs were compared, and the design that outperformed the

other two for the transition or steady state within the model was considered the preferred

choice. The results are illustrated in Figure 6.

Examining the results of the (E/C/C) model in Figure 6 as an example, it is evident

that the non-logic-hazard design outperforms the other two designs for 13 choices, while the

original design performs better for ten choices, and the two-inverter design for three choices.

These numbers sum to 10+3+13 = 26, rather than the total number of analyzed transitions

15



Figure 5: Model predictions for the original circuit 0x8E design are depicted in the scatter
plot. The x-axis represents the predicted likelihoods of failures for each transition. The plot
highlights disparities in failure probabilities calculated by the various models, presenting a
challenge in quantitative comparison between them.

and steady states, which is 32. This discrepancy arises because the failure probabilities for

the remaining choices were too similar.

The determination of preferred choices was based on the percent difference from the

median. Let xi represent the sample failure percentage and x̄ denote the median. The

percent difference was calculated using the following equation:

Percent Difference =
xi − x̄
|xi+x̄|

2

× 100

A choice’s percent difference was classified as preferred if it fell below -10 percent. Further

details regarding this methodology can be found in the Methods section.

Figure 6 also illustrates the same analysis for the other four models. Two main take-

away messages emerge from these results. First, the models unanimously agree that the

non-logic-hazard design outperforms the others. Therefore, regardless of the model cho-

sen by the designer, the results consistently support the construction of this design. This

outcome is expected, as all three circuit implementations share the same function hazards.
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Figure 6: The graph illustrates the number of preferred choice for each circuit and model,
with the y-axis representing the count of preferred choices. Across all five models, con-
sensus is reached that the non-logic-hazard (N) circuit design exhibits the highest number
of preferred choices, thereby outperforming the other designs. Specifically, according to the
(E/C/C) model, the non-logic-hazard design outperforms the two-inverter (T) or original (O)
design with 13 preferred choices, compared to three and ten preferred choices, respectively.

However, unlike the two-inverter and original design, the non-logic-hazard design also lacks

logic hazards. Second, models that incorporate extrinsic noise predict the original design

to outperform the two-inverter design, while models considering intrinsic noise suggest the

opposite, favoring the two-inverter design over the original.

Figure 6 focused on transitions and steady states where a design outperformed the others,

omitting cases where the design performs substantially worse than the others. To identify

designs with notably worse choices, the same equation was utilized, this time considering

choices worse if they exceeded a percent difference of 10 percent from the median.

Figure 7 depicts the five models on the y-axis, with the circuit design represented as data

points and their scores on the x-axis. The score was calculated by summing up all preferred
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and worse failures for each design, where a preferred choice equaled 1 and a worse choice

equaled −1.

Figure 7: Qualitative model scoring. The figure illustrates the score of each circuit imple-
mentation within a specific modeling method. The model is depicted on the y-axis, while
the x-axis represents the score. Each colored marker corresponds to one of the three circuit
designs. The score is calculated as the difference between the number of preferred and worse
choices.

Figure 7 indicates that when considering both preferred and worse choices, all models

converge in their assessments. They unanimously conclude that the non-logic-hazard design

exhibits the best performance, followed by the original, and then the two-inverter design.

Upon comparing the score with the number of preferred choices, it becomes evident that

although the two-inverter design performs better in more cases than the original design, it

also fares worse in more cases, resulting in a lower score across all models.

The predictions for the percentage failure of the models, environmental conditions, and

investigated variables are displayed in the supplementary material. Table S1 illustrates the

failure percentages in the original design circuit transitions, Table S2 provides the same

information for the two-inverter design, and Table S3 presents the corresponding data for

18



Table 1: Comparison of runtimes for analysis simulations conducted in iBioSim.33 The first
column displays the selected model, while the second column indicates the chosen failure
scenario. Runtimes are presented in the MM:SS.MS format. All simulations were executed
on a computer equipped with a 2.3 GHz Quad-Core Intel Core i7 processor and 32 GB 3733
MHz LPDDR4X memory.

Circuit Inputs (E/C/C) (E/C/D) (E/D/D) (I/D/D) (I/D/A)

O (0, 1, 0)→ (1, 1, 1) 00:37.61 00:38.68 04:09.79 00:31.81 00:16.78
O (0, 1, 1)→ (1, 0, 1) 00:41.86 00:39.16 02:28.77 00:05.65 00:03.68
T (0, 1, 0)→ (1, 1, 0) 00:49.57 00:52.77 04:46.02 00:21.52 00:12.36
T (0, 0, 1)→ (1, 0, 1) 00:55.65 00:48.12 04:31.78 00:39.09 00:15.98

N (0, 0, 0) 00:27.53 00:26.77 03:55.39 00:18.07 00:11.58

the logic-hazard-free design.

To assess the complexity of each model, the runtimes for the simulations were collected.

Table 1 presents five selected examples for runtime comparison. Each example corresponds

to a specific circuit failure scenario. These include static 0→ 0 and static 1→ 1 transitions,

with and without function hazards, along with an example of steady-state failure. The table

comprises seven columns: the first column indicates the selected circuit design, the second

column specifies the chosen failure scenario, and the remaining five columns display the

runtime for each of the five models.

The results indicate that the (I/D/A) model boasts the fastest analysis time, followed

by the (I/D/D) model, while the (E/D/D) model exhibits the slowest performance. The

remaining two models, (E/C/C) and (E/C/D), show similar analysis runtimes. However, it is

important to note that the (E/C/C) and (E/C/D) models rely on characterized parameters,

necessitating extensive and time-intensive laboratory work. Therefore, considering both the

analysis results and runtime, one could argue that the faster and less complex intrinsic

modeling method can offer valuable and reliable insights into genetic circuit behavior. The

runtime measurements were conducted on a computer equipped with a 2.3 GHz Quad-Core

Intel Core i7 processor and 32 GB 3733 MHz LPDDR4X memory.

This paper evaluates the predictive quality of five different computational models by
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examining the robustness of three circuit implementations, all representing the same logic

function. These modeling techniques employ distinct noise sources, abstractions, and pa-

rameters. Overall, when comparing the five groups of modeling techniques for the three

circuit designs, it becomes apparent that more abstract models are inadequate for quan-

titatively evaluating the precise probability of failure. However, they can be utilized to

qualitatively assess which design choice is optimal for a given logic function with multiple

available designs. Specifically, as shown in Figure 7, the models consistently predict which

circuit implementation is the best in aggregate. The actual predicted values may not be

accurate for any model, as there is no absolute ground truth beyond experimentation.

In the case presented here, the non-logic-hazard-free design exhibited lower failure rates

and greater overall robustness compared to the other two designs.Therefore, a designer can

initially use a higher-level abstract model, which is less complex, to develop an overall robust

design. Throughout the process, if critical transitions and steady states are identified as

highly failure-prone, the user can switch to a lower-level abstraction model to refine the

design for the specific use case.

These findings, along with further research, contribute to advancing the DBTL pipeline.

This advancement facilitates the learning and design stages by filtering out circuit layouts

with a higher likelihood of glitches for input transitions that are deemed critical by the

designer. Additionally, the implementation of a model generator in genetic design automa-

tion tools, which automatically incorporates intrinsic or extrinsic noise sources, would assist

genetic circuit designers in applying and testing different noise levels to obtain failure pre-

dictions and assess circuit robustness. This work demonstrates that more abstracted models

yield similar results to expanded or characterized models. Thus, computationally less com-

plex models can still provide meaningful insights for design space exploration. It would

be beneficial to have a “knob” feature in the future that allows easy adjustment of model

abstraction.
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Methods

Both models and simulations were employed using iBioSim.33 Models describing the GRN’s

behavior are automatically created using iBioSim’s automatic model generator. 27,35,36 The

different environments (noise simulations, input concentration changes, and circuit failure

constraints) where generated using iBioSim’s GUI. All of the projects use the Synthetic Biol-

ogy Open Language (SBOL)37,38 for the representation of genetic designs and their function;

the Systems Biology Markup Language (SBML)39,40 for the mathematical model representa-

tion of the different genetic circuits and their interactions; and the Simulation Experiment

Description Language (SED-ML)41 for the simulation description of the mathematical mod-

els and are available in the Supplementary Information.

Automatic modeler in iBioSim. To generate models automatically in iBioSim,

SBOLDesigner42 is initially utilized for creating circuit designs for each layout. Subsequently,

the designs are enriched using the Virtual Parts Repository 43,44 (VPR) model generator,

which adds interactions between components specified in the SBOL file and incorporates

non-DNA elements. Finally, the SBOL file is converted into an SBML model using the

built-in SBOL to SBML converter in iBioSim. A full workflow of this process is described

in Watanabe et al.33

Models describing general behavior and their parameter values. This study em-

ploys two distinct models to represent the functioning of the GRNs in this work: the “Cello”

model, developed by Nielsen et al.,26,32 and the “default” model, generated in iBioSim.33 The

default model encompasses reactions related to transcription, translation, protein-binding,

protein degradation, transcriptor-function protein interactions, and binding, repression, and

activation processes. The Cello model has been a benchmark in Synthetic Biology due to: 1)

its provision of transparent and reproducible characterization experiments for transcriptional

regulatory gates, 2) the availability of gate characterization results for researchers to utilize

in their models, and 3) the model offering simpler parameters to characterize by consolidat-

ing various regulatory kinetics into experimentally-observable variables. In particular, for
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this work, we chose the Cello model because there are public and accessible gate parameter

values1 for the gates used in the circuit designs being studied (Figure 3).

In addition, a comparison between default (obtained from literature) model parameter

values and characterized gate parameter values was used to determine the effect on pre-

dicted circuit failure percentages. The default parameter values were used for both the

default model in iBioSim,33 and the Cello model published in;26,32 and part-characterized

model parameter values for each component obtained from experimentation26 2. he param-

eter values for both the Cello and default models can be found in Tables S7 and S9 in the

supplementary material. The characterized parameters are specific to the Cello model since

they are tailored to an ODE model that employs concentrations rather than molecule counts.

In contrast, the default model employs different parameters that consistently operate within

the model but do not align with the characterized parameters. This discrepancy also con-

tributes to the low molecular counts within the default model, which remain consistent with

each other. A threshold of 60 molecules was selected for input, as any value exceeding this

results in an identical output molecular count. The thresholds of ten and 30 were identified

in.15 The method employs ODE analysis to characterize the sensitivity of a NOT gate with

iBioSim’s default parameters, as all gates utilized in building the circuit models utilize these

default parameters. This analysis facilitates the determination of the input signal required to

repress the output (30 molecules), or the minimum input (ten molecules) required to trigger

a high output.

In future work, it would be beneficial to consider mapping the Cello parameters to allow

them to be utilized with SSA analysis. This could be done by making assumptions about

the volumes of the cells. However, since the point of this paper is to demonstrate that

even with default parameters design choices can be effectively evaluated, this was not done

for this paper. A major observation is that design choices can be evaluated without the

time-consuming experimental part characterization work done in the Cello project.

1https://synbiohub.programmingbiology.org/public/Eco1C1G1T1/Eco1C1G1T1_collection/1
2https://synbiohub.programmingbiology.org/public/Eco1C1G1T1/Eco1C1G1T1_collection/1
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Intrinsic noise model. In this study, we followed iBioSim’s default settings for the

default intrinsic model, where production and degradation occur in steps of ten and one,

respectively. During translation, mRNA is translated ten times, producing an average of ten

proteins per mRNA overall. Each protein is degraded by itself, and hence, modeled in steps

of one. Therefore, when a production reaction is fired, ten molecules are produced, while

only one protein is degraded when a degradation reaction is fired. In the abstracted model,

we aimed to simplify the complexity of the intrinsic model by adjusting protein production

and degradation rates to operate both in increments of ten molecules per reaction step. This

adjustment means that each time a production or degradation reaction occurs, ten molecules

are either produced or degraded. While the production reaction remains unchanged from the

default model, modifications are necessary for the degradation reaction. With ten molecules

now being degraded per reaction event instead of one, the rate of degradation needs to

be reduced by a factor of ten. This adjustment does not alter the underlying reaction

mechanism; rather, it affects how frequently the reaction occurs, ultimately saving time

during model analysis.

Furthermore, to reduce the number of species in both models, only the internal molecules

and complexes are modeled, and the input molecules such as IPTG, aTc, and Ara are not

modeled. For instance, IPTG binds to LacI which regulates the circuit. Instead of modeling

both species, only LacI is modeled.

Extrinsic noise model. In this study, the extrinsic noise model employs a basic in-

stance of static external disturbances, characterized as a random selection from a lognormal

distribution for each parameter value used in the model at the start of each simulation run.

The distribution’s mean is the default parameter value in iBioSim (derived from the liter-

ature), and the standard deviation is forty percent of the mean’s absolute value mimicking

the “extrinsic noise”. This noise value was determined during calibration with various noise

values but should be replaced with a more accurate estimate derived from experiments. How-

ever, since the focus of this research is on qualitative rather than quantitative comparisons,
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the exact extrinsic noise values are not essential.

Simulation Methodology for Models. The mathematical models employed in this

study, depending on their character, are deterministic for the extrinsic noise models and

stochastic for the intrinsic noise models. Consequently, distinct simulation methods were

utilized for each. The deterministic models, representing extrinsic noise, are Ordinary Dif-

ferential Equation (ODE) models. The Runge–Kutta–Fehlberg (4, 5) method (rkf45),45

a widely accepted numerical method, was applied for their simulation. In contrast, Gille-

spie’s Stochastic Simulation Algorithm (SSA)29,30 was implemented for the stochastic models,

which represent intrinsic noise. The extrinsic noise models underwent analysis through 1000

rkf45 runs, while the intrinsic noise models were subjected to analysis using 1000 SSA runs.

Furthermore, the Cello model and the default model exhibited other disparities, partic-

ularly in their handling of timesteps. The Cello model operates using arbitrary timesteps to

ensure consistency with the parameters of the iBioSim default model, which are derived from

literature sources. As a result, simulations for the default model spanned 2000 time units,

with input changes introduced after 1000 seconds. Conversely, simulations of Cello models

lasted for 24-time points (or hours), with input modifications occurring at the twelfth hour.

To assess the effectiveness of the circuit, the output values from all circuits were examined

and contrasted with a predetermined constraint value at a specific time point (1000 for the

default model, 12 for the Cello model). This allowed the determination of circuit failure for

all input change transitions and incorrect steady states. A circuit was deemed to have failed

during a high to high (1 → 1) transition if its output dipped below the critical constraint

value. Since the default model predicts molecule counts and the Cello model forecasts relative

promoter units (RPUs),46 this critical value differed between the Cello and default models.

For low to low (0 → 0) transitions, the critical value was set at ten molecules for the

default model and 0.1875 RPUs for the Cello model, representing 20% of the maximum

predicted output. If a circuit’s production exceeded this threshold during a 0→ 0 transition,

the circuit was classified as having failed. Thus, if a circuit’s output is expected to remain
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low (or 0) throughout the simulation, exceeding the constraint value is considered a glitch.

Conversely, if the circuit’s output is projected to remain high throughout the simulation,

falling below the constraint value is also deemed a glitch. Simulations were halted upon the

observation of a glitch (only static glitches were examined).

For steady-state failures, if the output surpassed the constraint value for expected low

output states, or fell below the constraint value for expected high output states, the circuit

was considered to have failed the steady-state simulation, and the simulation was termi-

nated. The frequencies of these simulation terminations contribute to the percent failure

rates exhibited in Tables S1, S2, S3, and S4.

Choice Evaluation. A circuit design was classified as a preferred choice if its likelihood

of failure has a percent difference that falls below -10 percent, while it was deemed worse if it

exceeded 10 percent compared to the median. For instance, consider the transition from (0,

1, 0) to (1, 1, 1) in the (E/C/C) model. According to the supplemental material, the failure

percentages for each model are as follows: original design 5.6 percent, two-inverter design

4.5 percent, and non-logic-hazard design 3.1 percent, with the median being 4.5 percent for

the non-logic-hazard model.

1. Percent difference of non-logic-hazard:

3.1− 4.5
|3.1+4.5|

2

× 100 ≈ −36.84%

2. Percent difference of original:

5.6− 4.5
|5.6+4.5|

2

× 100 ≈ 21.78%

In this example, the non-logic-hazard implementation shows a percent difference of -36.84

percent, which falls below the -10 percent threshold, thus qualifying the non-logic-hazard as

the preferred design choice. Similarly, the original design exhibits a percent difference of
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21.78 percent, which exceeds the 10 percent threshold, thus indicating a worse choice.

Considerations/Assumptions. This work compares the predictive power of five dif-

ferent model techniques by comparing the prediction of the most robust circuit layout for

certain input transitions or steady states. However, it is out of this work’s scope to determine

what noise source is a more accurate representation of the true GRNs behavior, or what is

the magnitude of each noise source’s influence on the predicted output. The main objective

is to determine if there are any differences in robustness predictions if we use abstracted

models or not if we consider noise being extrinsic or intrinsic, and/or if we use characterized

parameter values or literature-obtained values. Therefore, certain assumptions were made

which are listed as follows:

1. We assume the probability distribution for extrinsic noise follows a truncated-normal

distribution. However, Beal21 argues that this noise is better described using a log-

normal distribution. For the purpose of this work, we chose the normal distribution for

parameter values to simulate extrinsic noise for simplicity and clarity of simulations,

though further work could include log-normal distributions for these.

2. The magnitude of noise level for the truncated-normal distribution was chosen to be

= 0.4, which came from initial testing. However, the absolute value (magnitude) of

intrinsic or extrinsic noise could be different for GRNs, and if results show that there

are differences in robustness predictions, should be measured for more accurate results.

3. The level of extrinsic noise could be different for each reaction (therefore have a different

effect on a parameter’s value distribution). However, for this work, we are assuming

that the magnitude of the noise is the same for each reaction parameter.

4. For all simulation runs, we assume that the change in input molecule concentrations

is instantaneous, instead of being a gradual process.

5. The Cello model described in Nielsen et al, and Shin et al.26,32 can use τON and τOFF

parameters to describe how quickly a gate turns ON or OFF. However, for this work,
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we are assuming all the different parts have the same values of τON and τOFF given

that there are no experimental parameter values for them.

Establishing the accuracy of these assumptions necessitates further experimental efforts

that are currently expensive and unavailable. Nevertheless, as the findings of this study re-

vealed differences in robustness predictions among various models, it warrants deeper exam-

ination to ascertain the legitimacy of these assumptions, considering that they may influence

a designer’s decision-making process.

Associated Content

Additional Information

The latest version of iBioSim with the dynamic model generator, including source

code, instructions, and related files, can be found online at https://github.com/

MyersResearchGroup/iBioSim. All models created in this work are accessible on Github at

https://github.com/MyersResearchGroup/RobustnessPrediction/tree/main.

Supplemental Information

• Detailed simulation results for all circuits (Tables S1, S2, S3, S4, S5, and S6)

• Parameters values used in the models (Tables S7, S8, and S9)

• Additional quantitative Figures mentioned in this paper (Supplemental Figures 1

and 2)
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