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Integrated computing curricula combine learning objectives in computing with those in another discipline,
like literacy, math, or science, to give all students experience with computing, typically before they must
decide whether to take standalone CS courses. One goal of integrated computing curricula is to provide an
accessible path to an introductory computing course by introducing computing concepts and practices in
required courses. This study analyzed integrated computing curricula to determine which CS practices and
concepts are taught, how extensively the curricula are taught, and, by extension, how they might prepare
students for later computing courses. The authors conducted a content analysis to examine primary and lower
secondary (i.e., K-8) curricula that are taught in non-CS classrooms, have explicit CS learning objectives (i.e.,
CS+X), and that took 5+ hours to complete. Lesson plans, descriptions, and resources were scored based on
frameworks developed from the K-12 CS Framework, including programming concepts, non-programming CS
concepts, and CS practices. The results found that curricula most extensively taught introductory concepts
and practices, such as sequences, and rarely taught more advanced content, such as conditionals. Students
who engage with most of these curricula would have no experience working with fundamental concepts, like
variables, operators, data collection or storage, or abstraction in the context of a program. While this focus
might be appropriate for integrated curricula, it has implications for the prior knowledge that students should
be expected to have when starting standalone computing courses.
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1 Introduction

Integrated computing applies computer science (CS) knowledge and skills, such as computational
thinking and programming, in non-CS classrooms [29, 31, 46]. For example, students might create
visualizations of fractions through programming as they learn about fractions in math [41]. A
major motivation behind integrated computing is to increase access to computing education (e.g.,
[40, 46]). By integrating computing experiences into the school day, students no longer need to
rely on informal experiences, like summer camps, after-school programs, or family and friends, for
low-stakes introductions to CS. Equal access to these out-of-school resources is often examined
as a barrier to equal participation in computing (e.g., [17, 28]). In addition, prior experience with
programming is arguably the best predictor of performance in introductory CS classrooms [10, 36].
Integrated computing serves to give all students prior experience with programming to support
their early learning of computing concepts.

Integrating computing into non-CS formal education, especially in primary and secondary (i.e.,
K-12) education, serves multiple goals. One potential goal is to make computing tools and solutions
accessible to teachers and students in non-CS classrooms to improve instruction and learning in
other disciplines [20, 30, 46]. Another potential goal is to give all students experience with computing,
especially early exposure in primary/elementary school, so that they can develop computational
literacy and make informed decisions about whether to pursue standalone CS classwork [29, 31]. To
complement a previous analysis that analyzed how integrated activities served the first goal [20],
the current analysis focused on the second goal by exploring how integrated computing teaches
CS. The study examined integrated computing curricula to determine how they teach CS concepts
and practices, as defined in the K-12 CS Framework, in primary and lower secondary (i.e., K-8)
classrooms.

It is important to acknowledge that these are not the only two potential goals of integrated
computing. Another goal is introducing basic computing ideas to new audiences to provide a
new medium for discovery or self-expression. Yet another is to develop a CS identity in young
learners and enthusiasm for future CS learning, inside or outside of standalone CS classrooms.
Thus, the goals of the curricula analyzed in this study might not align with the goal of this study-to
explore how integrated computing curricula teach CS. Still, these curricula are often treated as CS
instruction by administrators, policymakers, and teachers of future standalone CS courses. This
categorization persists despite the need for these curricula to primarily serve non-CS learning as
part of instruction in other disciplines, which are often tied to standardized testing, like language
arts and math. Thus, the point of this study is not to criticize the goals or products of curricula
designers but instead to examine how well the curricula serve a major goal that others place
on them.

2 Related Work
2.1 Expanding CS Education and Integrated CS

The past decade has seen fast growth in demand for CS education. The discipline has transformed
from the “dismal state” that researchers found it in the 2010s to a significant increase in students
taking CS courses, numerous teacher certification programs, and districts and states making CS
a graduation requirement ([16], p. 146). Much of this comes from an increased understanding of
the importance of CS in K-12 education. Vogel and colleagues [44] compiled 161 arguments for
CS education in K-12 schooling, including those arguing that CS education equips “individuals
with the specific skills needed to secure a job in the growing technology sector,” promotes “social
justice impacts and the dismantling of social hierarchies,” and underlies “every industry and
discipline” (p. 611). The researchers rooted these 161 arguments within seven core impact areas,
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which became the basis for the CS Vision Framework that motivates many current K-12 CS education
initiatives [38, 44].

As the relevance of CS education has expanded, the prevalence of CS education has expanded
throughout K-12 education [13]. Teaching CS to young students has particularly grown due to
advances in the field, such as the development of block-based coding languages [4], evidence of
children’s cognitive development showing that students as young as four can understand computing
concepts [8], and an awareness of the universality of computational thinking [47] and computational
literacies [4, 16]. Broadening participation in computing also spurred primary grade initiatives,
such as addressing the gender gap before it widens in middle school [42] or helping students
develop an interest in CS before they start picking after-school activities and electives in lower
secondary/middle school [6]. In fact, some researchers and educators believe that introducing CS
in secondary school is too late to provide equitable access, which could affect students’ choice of
future CS careers [24]. To incorporate CS education into primary education and help all students
engage with it, many schools choose to integrate CS education into existing, non-CS core classes,
like language arts, math, or science [41, 46].

In countries that begin CS education in primary school, Oda and colleagues [25] found three
broad approaches to CS education: (a) standalone CS courses, (b) integrated CS embedded within
multiple subjects, or (c) integrated CS as an independent module with a cross-curricular approach.
Many barriers prevent implementing standalone CS education in primary school (e.g., lack of
curricular time, educator expertise, and inability to enact 1-1 computing), and integrated CS has
been used to mitigate these barriers [15, 39]. Integrated CS in primary and lower secondary (i.e., K-8)
education has been found to promote students’ computational literacy in all classrooms without
adding “one more thing” for teachers, who already have a packed teaching schedule [19].

To not be “one more thing,” integrated computing must replace existing instruction and activities.
Thus, as a part of instruction in non-CS classrooms, integrated CS activities often must serve
non-CS learning objectives first, affecting the CS concepts and practices that are appropriate and
the extent to which they are taught [14]. This prioritization is especially true for core classes tied to
standardized testing, such as language arts and math, which often face pressure from administrators
and policymakers to improve outcomes. Still, integrated CS is also commonly treated as CS education
by the same administrators and policymakers and potentially by future CS teachers who might
expect to build upon prior knowledge developed through these activities. For this reason, it is
important to examine how integrated computing curricula teach CS concepts and practices, given
that they are likely to be adopted only when they primarily serve non-CS learning objectives.

2.2 K-12 CS Framework

With numerous rationales driving CS education’s expansion, educators, administrators, and policy-
makers have grappled with the goals of CS education for young learners. As Parker and DeLyser
[27] noted, researchers and stakeholders have actively sought to identify the essential CS knowledge
and skills students should acquire and the CS practices that should be integrated into K-12 CS
pathways. In response to these needs, the K-12 CS Framework was developed to fill the gap and
provide guidance for states, districts, schools, and industry in the development of standards and
curricula ([27]). The K-12 CS framework promotes an understanding of CS in which all students can
explore complex issues in CS to solve problems while developing personally and socially relevant
computational artifacts [7]. The K-12 CS Framework’s core CS concepts, i.e., “what students should
know,” and CS practices, i.e., “what students should do,” are organized by four grade bands: grades
K-2/ages 5-7, grades 3—-5/ages 8-10, grades 6-8/ages 11-13, and grades 9-12/ages 14-18. These
concepts and practices are designed to let students meaningfully engage with CS in ways that grow
more sophisticated over time ([7], p. 3).
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The Concepts and Practices of the K-12 Computer Science Framework

Core Concepts Core Practices

1. Computing Systems . Fostering an Inclusive Computing Culture
2. Networks and the Internet . Collaborating Around Computing
3. Data and Analysis . Recognizing and Defining Computational Problems
4. Algorithms and Programming . Developing and Using Abstractions
5. Impacts of Computing . Creating Computational Artifacts
. Testing and Refining Computational Artifacts
. Communicating About Computing

Fig. 1. K-12 CS framework concepts and practices [7]. Reprinted under creative commons license CC BY-NC-
SA 4.0, no changes made.

2.2.1 Development and Goals of the Framework. The development of the K-12 CS Framework
was a community-led effort, spearheaded by a diverse team of 27 writers and 25 advisors of varying
genders, types of experience, and ethnicities and from a variety of states, school districts, companies,
and nonprofits (albeit primarily in the United States) [7]. This comprehensive development process
spanned one year, from October 2015-2016, and included advisor workshops, writing workshops,
stakeholder convenings, and public review sessions. This project overlapped with the CS Teacher
Association’s (CSTA) K-12 CS Standards revisions in 2015-2016, and some advisors and writers
simultaneously served on both independent projects to align them [7]). Various content documents
inspired the development of the K-12 CS Framework, such as the National Research Council’s
K-12 Framework for Science, the Common Core Mathematics and English Standards, and National
standards from countries, such as the United Kingdom, Germany, Poland, New Zealand, and Israel
[27]. Furthermore, this work builds upon A Model Curriculum for K-12 CS Standards and the
CSTA K-12 CS Standards [7]. The team’s rigorous development process resulted in the delineation
of five core concepts and seven core practices (See Figure 1), each designed to be infused in a
classroom environment where “practice and project-based learning reinforce conceptual knowledge”
[27], p. 454).

In regards to implementing the K-12 CS Framework’s concepts and practices with young learners,
the framework’s developers ensure that this is not only possible but necessary because it “builds
foundational knowledge and understandings: which help children engage with CS in their later
years” ( [7], p. 184). The K-12 CS Framework was developed with an understanding that core ideas
of socio-emotional learning, pattern recognition, problem-solving, representation, and sequencing
are already found within early education in math, science, and literacy and that these ideas are also
foundational to CS. For example, the idea of representation, in which humans represent concepts
with symbols is found in both literacy and CS (and emphasized in the K-12 CS Framework’s practices
4,5, and 7 [7]). Given these features of the K-12 CS Framework, we felt it was an appropriate
framework upon which to base our exploration of how CS is taught in integrated CS curricula.

2.3 The State of Integrated Computing in K-8 Schools

2.3.1 Integrated CS Curricula. Although the K-12 CS Framework suggests that integrated com-
puting might be particularly compelling in primary schools, it is still a relatively new approach. Rich
et al. [35] surveyed international trends in coding in K-8 schools and found that computing/coding
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was twice as likely to be taught in a standalone CS course than integrated. When CS education was
integrated, it was most commonly integrated with math followed by science, language arts, engi-
neering, and social science [35]. However, integrated CS is growing and increasingly recommended
in primary schools. When Guo and Ottenbreit-Leftwich [11] surveyed CS standards across the
United States, where most existing CS standards started in Kindergarten, they found some states
recommended CS integration with other disciplines. They also highlighted the benefits of such a
recommendation, including taking advantage of the similarity of CS content with other disciplines
and capitalizing on the possibility of developing innovative CS curricula [11]. Franklin et al. [9]
provided some practical recommendations from their experience implementing an integrated CS
curriculum for 4th—-6th graders/ages 9-11, such as using the integrated curricula to reinforce, but
not depend on, other content knowledge. Furthermore, project-based approaches to CS integration
in a variety of academic subjects were shown to successfully improve students’ autonomy, learning,
collaboration, and social engagement [5, 26]. While the application of CS skills can take many
interdisciplinary forms, our current work focuses on how these integrated curricula teach CS
concepts and practices.

2.3.2 CS Concepts and Practices in K-8 Curricula. Our understanding of what constitutes com-
putational literacy and, thus, should be taught in integrated CS is still evolving, but the K-12 CS
Framework seems to represent CS education policy well. Guo and Ottenbreit-Leftwich [11] found
all five of the K-12 CS Framework concepts within the wording of US states’ CS standards. As
Oda and colleagues [25] surveyed international trends in K-12 CS education using the K-12 CS
Framework, they found that most countries’ primary curricula had students begin by engaging
with the framework’s concepts of algorithms and program development, the impact of computing,
and the practice of developing of computational artifacts. For older students, common learning
objectives also included concepts like networks and the Internet and practices like recognizing
problems, developing abstractions, and testing and refining computational artifacts. Oda et al. also
recommended future practitioners integrate concepts from existing subjects with CS, especially to
help students develop their computational thinking as it is at “the heart of the CS practices,” explicit
in the K-12 CS Framework’s practices 3-6 and complemented by the other practices ( [7], p. 67).

Given that the K-12 CS Framework’s concepts and practices align with initiatives and policies
to teach CS education in primary/elementary and lower secondary/middle schools, the current
analysis uses this framework to examine how CS is taught in integrated CS curricula for those
students. Particularly, the analysis examined which concepts and practices are taught and to what
extent. It builds upon a previous study that examined which programming concepts were taught in
integrated CS activities (rather than full curricula) and concluded that the most commonly used
programming concepts did not align well with those emphasized in introductory programming
courses [20]. Besides the length of CS instruction (i.e., activities vs. curricula), the other main
difference between studies was which field’s learning objectives were primary. The former study
included only integrated activities with non-CS disciplinary learning objectives while the current
study included only integrated curricula with CS learning objectives. Because the former study
focused on non-CS learning, the types of programming concepts used might have been appropriate,
but the authors did note that “this finding does have implications for students who are entering
introductory programming courses and how experience with integrated computing activities is
treated as prior knowledge,” ( [20], p. 198). As noted above, prior experience with programming is
one of the best predictors of future performance in introductory computing classrooms [10, 36].
If students do not get adequate exposure in early grades, they may not be prepared for future CS
coursework. With this in mind, the current study explicitly explores the CS learning objectives

ACM Transactions on Computing Education, Vol. 24, No. 3, Article 35. Publication date: August 2024.



35:6 L. E. Margulieux et al.

and instruction in integrated CS curricula to examine how they teach students CS concepts and
practices and prepare students for future learning in CS.
Our research questions were:

—Which CS concepts and practices are introduced in computing curricula that are integrated
into other disciplines?
—How extensively are CS concepts and practices taught in integrated computing curricula?

3 Method

To examine the CS concepts and practices taught in integrated CS curricula and the depth at which
they were taught, the researchers conducted a content analysis of curricula that met our inclusion
criteria (see Section 3.1). We based our scoring of curricula on the K-12 CS Framework [7] with
some modifications to capture concepts at a finer-grain or to better represent the data available
(see Section 3.3). Tradeofs in research design decisions are discussed throughout this section, and
limitations and areas for future work are examined in the Discussion section.

3.1 Search and Inclusion Criteria

While the current analysis used many of the same tools as a systematic literature review to find cur-
ricula, it is not a systematic review. Unlike in literature reviews, there are no databases of integrated
computing curricula to search systematically. Instead, we searched the literature for evidence-based
curricula. We first searched the ACM Digital Library for articles with “(integration OR integrated)
AND (computing OR ‘computer science’ OR CS) AND curriculum” to find curricula that had been
studied. We repeated the search with Google Scholar in journals that include “(computing OR ‘CS’
OR computers) AND (education OR research)” in their title, such as Computer Science Education,
Computers & Education, and Journal of Educational Computing Research. Last, we examined each
entry in CSforAll’s curriculum directory for curricula that matched our inclusion criteria.

We used four inclusion criteria to select curricula for analysis. The first two criteria are necessi-
tated by the research questions. To answer the first research question, about which CS concepts and
practices are introduced in integrated computing curricula, our first criterion was that curricula
must include learning objectives related to programming concepts, non-programming CS concepts,
or CS practices. These CS concepts and practices were based on the K-12 CS Framework [7], and
many of the curricula included explicit connections to the K-12 CS Framework or to the CS Teacher
Association’s CS standards, which are based on the framework. More information about how
the framework was used in the analysis can be found in the Framework Development section
(Section 3.3).

To answer the second research question, about the extent of instruction about CS concepts and
practices taught in integrated computing, our second criterion was that curricula must include at
least five hours of instruction. This criterion was necessary to explore how CS instruction develops
and evolves over several hours of instruction. It also serves to complement the previous analysis,
which analyzed all activities regardless of length and ranged from less than an hour to multiple
days [20].

Fortunately, many integrated computing curricula fit these criteria. To make the scope of work
reasonable, we added two additional inclusion criteria: curricula must be free to access and curricula
must be for primary and lower secondary school (i.e., grades K-8 in the United States). Because
our goal was to examine how these curricula teach concepts that are foundational to standalone
CS courses, which often start in upper secondary (i.e., high) school, these inclusion criteria made
the scope of the project manageable while best serving the goals of the analysis and ensuring
accessibility. For both criteria, we erred on the side of inclusion. For example, we included free
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Table 1. List of Included Curricula

Curriculum Creator | Curriculum Age Range | Programming
language
MIT Media Lab MIT AI Ethics Education Curriculum 10-13 years | None
Elementary Computing | ECforALL Curriculum—Act 1 8-9 years Scratch
for All (ECforALL) ECforALL Curriculum—Act 2 9-10 years | Scratch
youcubed.org Data Science Lessons Any None
Coding as Another Language 4-5 years KIBO
(CAL)—KIBO (Pre-Kindergarten)
CAL—KIBO (Kindergarten) 5-6 years KIBO
E:ZI;Ch Research CAL—KIBO (Grade 1) 6-7 years KIBO
CAL—KIBO (Grade 2) 7-8 years KIBO
CAL—Scratch Jr. (Kindergarten) 5-6 years Scratch Jr.
CAL—Scratch Jr. (Grade 1) 6-7 years Scratch Jr.
CAL—Scratch Jr. (Grade 2) 7-8 years Scratch Jr.
Everyday Computing Action Fractions (Grade 3) 8- 9 years Scratch
Action Fractions (Grade 4) 9-10 years | Scratch
CS + Fables 8-9 years Scratch
CS + Data 8-9 years Scratch
CS+ Elementary CS + Earth 9-10 years | Scratch
CS + Community 9-10 years | Scratch
CS First—Storytelling 8-12 years | Scratch
CS First—Friends 8-12 years | Scratch
Google CS First CS First—Music and Sound 8-12 years | Scratch
CS First—Fashion and Design 8-12 years | Scratch
CS First—Art 8-12 years | Scratch
K-2 CS Curriculum—Red 5-7 years Bee Bot, Scratch Jr
CSinSF.org K-2 CS Curriculum—Orange 5-7 years Bee Bot, Scratch Jr
K-2 CS Curriculum—Yellow 5-7 years Bee Bot, Scratch Jr
Bootstrap—Algebra 12-15 years | Pyret
Bootstrap BootstraE—tha Science 12-18 z/ears Pzret

MIT, Massachusetts Institute of Technology.

curricula that used robotics, such as Bee Bots or KIBO, because schools might receive grants or
gifts to purchase robots. In addition, courses that are typically taught in upper secondary school
were included if they are commonly taught earlier in an accelerated track, such as Algebra.

The final dataset included 27 curricula from 9 different curricula creators (see Table 1). Within
these curricula, there were 519 lessons with over 600 hours of content. Some follow-up curricula
to those listed below, such as Scratch encore or CSinSF’s green and blue curricula, were excluded
from the analysis because they focus exclusively on CS learning objectives and, thus, were not
considered integrated computing. Other common integrated curricula, such as Project Growing Up
Thinking Scientifically or University College London’s Scratch math, were excluded based on our
first criteria for not including CS learning objectives.

3.2 Unit of Analysis and Scorers

These 27 curricula were all organized as a compilation of lessons. Lessons were designed to be
used during one class period, typically 30 minutes to an hour in length. Lessons were typically
discrete, except that final projects would often stretch over multiple lessons. Lessons included
multiple activities, such as reviewing previous concepts, introducing new concepts, or completing
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tasks. For this analysis, the unit of analysis was the lesson. This level of analysis allowed us to
address our research questions and describe how concepts were taught and revisited over curricula.
Further, each lesson typically included a lesson plan describing learning objectives and activities,
instructional artifacts like presentations or worksheet activities, and computational artifacts like
starter projects or sample projects. These materials provided rich and redundant information about
the concepts being taught. Information about which practices were taught was often less explicit,
which accounts for the lower interrater reliability discussed in Section 3.3.

The five scorers in this analysis were the five authors of this article. Four of the five scorers were
professors who have studied CS education for at least nine years each. Their Ph.D.s are in the areas
of CS, curriculum and instruction, instructional design, and instructional technology. The other
scorer was a doctoral student studying CS education in an instructional technology Ph.D. program.

3.3 Framework Development and Scoring Training and Procedure

This section describes the process used to develop the frameworks used for scoring and the procedure
used to train scorers and score the data. Details of the final frameworks can be found in the next
section. The authors based the initial frameworks of codes on the K-12 CS Framework to analyze
curricula for programming concepts (e.g., variables, loops, and conditionals), non-programming CS
concepts (e.g., computing systems, data and analysis, and impacts of computing), and CS practices
(e.g., fostering an inclusive computing culture, collaborating around computing).

All five authors applied these three frameworks to scoring the initial 10% of data (58 hours of
lessons), working independently. The group then discussed the limitations of the frameworks based
on the data, including features of the curricula that the frameworks did not capture, captured
poorly, or captured redundantly. For example, after this discussion, the modularity concept was
removed from the programming concepts framework because decomposition tasks were not often
explicitly stated in the lessons (i.e., captured poorly), and when they were, they would be captured
by the decomposition CS practice (i.e., captured redundantly).

After refining the frameworks based on this discussion, the scorers applied the revised frameworks
to the same initial 10% of the data, working independently. From this point, the authors worked
in pairs so that two people specialized in using the same framework. As a result, across all of the
curricula, two authors applied the programming concepts framework, two authors applied the
non-programming concepts framework, and two authors applied the CS practices framework (i.e.,
one author scored both non-programming concepts and CS practices).

From this second round of scoring, the pairs discussed any further refinements needed to the
frameworks and began to compare interrater reliability to refine the scoring technique. In this stage,
the scorers of the programming concepts recognized the need to implement additional notation to
capture how programming concepts were being used within programming activities. They added
notation based on the Use-Modify-Create model of learning programming to differentiate between
when learners were using programs given to them, modifying programs, or creating their own [18].
These notations allowed the team to better address the second research question about the extent
of instruction, and a full explanation of the notations used is in the next section.

After refining the frameworks and scoring techniques based on the second round of discussion,
the frameworks had reached their final versions. The pairs then applied the final frameworks to 20%
of the data (116 hours of lessons) with two scorers rating the same data using the same framework.
Their scores were then compared to calculate interrater reliability.

—Programming concepts: Actual agreement = 98%; Cohen’s Kappa = 0.92
—CS practices: Actual agreement = 80%; Cohen’s Kappa = 0.68
—Non-programming concepts: Actual agreement = 97%; Cohen’s Kappa = 0.79
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Cohen’s Kappa was used to evaluate interrater reliability because it is appropriate for nominal
scoring techniques. It compares the actual agreement to the probability of agreement by chance,
so both the actual agreement and Kappa values are provided. A Cohen’s Kappa of 0.61-0.8 is
considered high agreement, and above 0.81 is considered near perfect agreement [23]. Given all
teams had at least high agreement, the remaining scoring was divided among authors and completed
independently.

3.3.1  Programming Concepts Analysis Framework. The programming concepts framework started
from the Algorithms and Programming section of the K-12 CS Framework. However, the team
found the categories too high-level (i.e., algorithms, variables, control, modularity, and program
development) to sufficiently address the research questions, so these categories were expanded
into more detailed concepts based on the framework developed by Margulieux et al. [20]. For
example, within the variables category, concepts for data types, initializing and calling variables,
and using lists are differentiated. After the initial framework revision, the modularity and program
development categories were excluded from the programming concepts framework. The modularity
decision is already explained in the previous section (Section 3.3). Program development was
excluded because the stages of program development were not often explicitly stated in the lessons,
and the lessons typically involved all three levels of development-designing, implementing, and
reviewing/debugging. Thus, the scorers would have had to infer the stages of program develop-
ment in the lesson, reducing objectivity, and the lack of discrimination among lessons made this
information unuseful. The final framework included concepts related to data input, data output,
variables and lists, loops, events, conditionals, operators, functions, and multimedia components
(see Table 2). While a detailed definition and example of each concept are too expansive to reprint
here, they can be found along with justifications for their inclusion in Margulieux et al. [20].

Each lesson could receive different notations for how the concepts in the framework were used.
These notations are mutually exclusive, and the most advanced interaction present was applied.

—Nothing (least advanced)—students do not use the concept, or they use a program that has
the concept in the background but do not interact with it.

—Use—students are given code that they run to understand how it works or answer questions
about it, but they do not modify it.

—Modify—students are given code and asked to change something about it, such as changing
the order of code or modifying the parameters.

—Create—students create a new algorithm, which might involve dragging new blocks into the
workspace, writing new code, or repurposing existing code to create a new algorithm.

—Unguided (most advanced)—an advanced version of create in which students are given speci-
fications for the concepts to include in a program but not how to implement them, such as
the program must include three sprites.

3.3.2  CS Practices Analysis Framework. The analysis framework for CS practices was based on
the K-12 CS Framework [7]. The analysis framework includes seven core practices of CS as seen in
Figure 1. Each core practice comprises three to four practice statements that outline the computing
competencies students should possess by the end of Grade 12. Unlike the CS concepts, which are
divided into subconcepts and statements by grade bands, the CS practices are written in a narrative
format that emphasizes the progression of students’ development of the CS practices.

The team used the seven core practices of CS and their practice statements as codes and sub-codes
in the coding scheme. To align with the scope of the curriculum analysis (up to Grade 8/age 13), the
knowledge and skills in the progression statements at the early or middle stages of the progression
were more emphasized than the entire progression statements for up to Grade 12/age 18. For
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Table 2. Frequency of Programming Concepts Taught in Integrated Lessons and Type of Instruction

Category Concept Use Modify Create Unguided Total (of 346)
Input String 4 2 3 0 9 (3%)
Input Input Variable ) 0 3 0 7 (2%)
Output String 20 6 42 14 82 (24%)
Output Output Variable 1 9 0 14 (4%)
Output Combo 1 1 0 0 2 (<1%)
Data Types 1 0 42 0 43 (12%)
5:;;;?6 (: Initialize/Call Variable 11 5 21 1 38 (11%)
List 0 0 2 0 2 (<1%)
For Loop 28 13 38 12 91 (26%)
Loops While Loop 2 0 2 9 (3%)
Loop Index Variable 0 1 1 0 2 (<1%)
Events Event 30 2 56 20 108 (31%)
Conditionals If-Then Conditional 7 5 20 6 38 (11%)
If-Else Conditional 3 3 7 0 13 (4%)
Arithmetic Operator 2 2 13 1 18 (5%)
Operators Relational Operator 10 3 16 1 30 (9%)
Boolean Operator 1 1 3 0 5(1%)
Functions Define/Call Function 16 3 43 2 64 (18%)
Function Parameter 4 16 46 16 82 (24%)

Movement 170 (49%)
Multimedia  Properties 133 (38%)

Sprite/Object 234 (68%)

The most common category and concepts are highlighted in dark green, while common, but less frequent, concepts are
highlighted in a light green.

example, in Practice 4: Developing and Using Abstraction, the team included the first practice
statement, “Extract common features from a set of interrelated processes or complex phenomena,”
as the description for Practice 4 in the coding sheet, which states that “Students at all grade levels
should be able to recognize patterns. Young learners should be able to learn to identify and describe
repeated sequences in data or code through analogy to visual patterns or physical sequences of
objects. As they progress, students should identify patterns as opportunities for abstraction, such
as recognizing repeated patterns of code that could be more efficiently implemented as a loop.”
However, the last part of the progress statement, “Eventually, students should extract common
features from more complex phenomena or processes...When working with data, students should
be able to identify important aspects and find patterns in related datasets, such as crop output,
fertilization methods, and climate conditions,” was not included in the coding scheme. A similar
process was applied to identifying the descriptions of other practice statements in the coding
scheme.

3.3.3  Non-Programming Concept Analysis Framework. The non-programming CS concepts com-
prise the remaining K-12 CS Framework’s core concepts: Computing Systems, Networks and the
Internet, Data and Analysis, and Impacts of Computing. The team adopted the K-12 CS Framework’s
subconcepts and concept statements to guide our analysis. Each subconcept is organized into three
levels: by Grade 2 (age 7), by Grade 5 (age 10), and by Grade 8 (age 13), which the research team
refers to as introductory, intermediate, and advanced levels.
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During the initial coding phase, the scorers faced inconsistencies in scoring concepts and subcon-
cepts. Primarily, these inconsistencies stemmed from whether lessons explicitly taught concepts
given in their descriptions. To overcome this, the research team decided on scoring based on the
learning objectives and goals for the lesson instead of relying solely on the topics and keywords
in the lesson description. For example, the scorers would code the devices concept when a lesson
introduces different components of a KIBO robot and how it follows instructions to perform actions.
However, the scorers would not code the devices concept when a lesson uses a KIBO robot in a
storytelling project, as the primary focus is on the application of KIBO rather than the concept of a
device.

4 Results

For the data created from this analysis, please find the complete dataset at https://doi.org/10.5061/
dryad.j6q573nnt

4.1 Programming Concepts Taught in Curricula

4.1.1  Frequency of Programming Concepts in Instruction. Each lesson was scored for which
programming concepts were included and at which level they were taught (i.e., use, modify, create,
unguided, see Table 2). For all curricula, we treated final projects that spanned multiple lessons
as one lesson because the programming instruction and activities were not unique in each lesson.
Thus, counting them independently would have resulted in overcounting concepts. Final projects
are not collapsed for the other frameworks because each lesson provided unique instruction. After
collapsing final project lessons, 519 lessons yielded 453 unique lessons, and 346 of them included
programming activities.

The programming concepts used in these curricula primarily focused on multimedia components
(i.e., sprites or other multimedia objects (68% of lessons with programming), their movement (49%),
and their properties (38%)). Other common, but less frequent, concepts were events (31%), outputs
(28%; especially string-only outputs—24%), and for loops (26%). The frequency of these concepts is
most likely due to the overwhelming use of Scratch in these curricula. These lessons in Scratch
foregrounded multimedia components to visualize non-CS concepts or processes. Further, the other
common concepts primarily served to interact with the multimedia components (e.g., tap a sprite
to trigger an event, communicate through a sprite using an output, or repeat a sprite’s actions with
a loop). Thus, the programming paradigm seemed to influence the concepts used.

Similarly, functions (18%) and function parameters (24%) were also common, though primarily
in curricula that used Pyret, a functional programming language. 42 of 64 function uses are from
Bootstrap curricula, and 42 of 81 function parameters are from Bootstrap curricula. The other uses
of function parameters were primarily modifying them (16 of the remaining 39 cases). Across all
curricula, the majority of functions used in student programs called a function that was defined
by the curricula designers. These functions tended to allow students to complete complex tasks,
such as create complicated visualizations. Functions that students defined on their own were much
simpler, such as calculating a value based on given parameters.

Programming concepts that were used less commonly came from the input, data and variables,
conditionals, and operators categories. Only 5% of lessons included an input from a user (i.e., data
entered while the program was running). 11% of lessons used a variable, and less than 1% used a
list. In Bootstrap curricula, data types were addressed frequently, but they were not addressed in
other curricula. Some form of conditional was used in 15% of lessons as was some form of operator.
A comparison of these frequencies with the previous analysis of integrated computing activities
[20] is examined in the discussion.
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4.1.2  Extent of Programming Concepts in Instruction. For our second research question, we
explored how the concepts included in these curricula were taught with the Use-Modify-Create
framework [18] and an additional Unguided category. These codes were mutually exclusive, so each
lesson was scored for only the least scaffolded way that concepts were used to avoid overcounting
concepts (i.e., Use < Modify < Create < Unguided). Table 2 shows the number of lessons teaching
each concept across these categories.

Create was by far the most common way to engage with the concepts. For almost every concept,
Create was the most popular category. Use was also common, especially when using sprites in
existing Scratch programs or using advanced code segments created by the curriculum developers,
such as using a pre-defined function. Surprisingly, Modify was not common as an endpoint for
lessons, except in function parameters. However, given that codes were mutually exclusive, Modify
was more common in the lessons than the data represents because within a lesson, students might
start by using or modifying a program and be creating by the end. In this scenario, the lessons
would be scored as Create. Curricula that followed the Title, Instructions, Purpose, and Play and
Sprites, Events, Explore approach [37] typically advanced through the Use-Modify-Create cycle
within a single lesson. From the CS practices data in the following section, modifying a program
was part of about a third of the lessons.

Based on different curricula features or creators, the curricula followed a few different patterns
for how concepts were taught. Curricula that used programmable robots or Scratch Jr (i.e., Coding
as Another Language (CAL) and CSinSF) were limited in the concepts that they could use-
multimedia components, loops, events, and string output primarily. These curricula contributed to
these concepts being the most common concepts. They tended to emphasize more unguided use of
concepts, perhaps due to the constrained problem-solving space afforded by these programming
paradigms.

Another type of curriculum asked students to create programs, using scaffolded instruction, with
the consistently same concepts across the curricula (i.e., ECforAll, Bootstrap, and CS First). For
example, Scratch-based curricula consistently asked students to create programs using multimedia
components, and Bootstrap curricula consistently asked students to create programs by calling
functions across all lessons. Other concepts were applied a few times and usually within a unit
or set of lessons. For example, a unit might ask students to create programs using conditionals or
operators, but then the next unit would not continue to apply these concepts. When these curricula
had final projects, they did not typically require the application of concepts beyond those that were
well represented across the curriculum.

The last category of curricula applied a variety of concepts and applied them more consistently
across lessons (i.e., Action Fractions and the CS+ curricula). In this category, the level of engagement
was typically Use or Modify, and it less often included Create or Unguided use of the concepts.
This approach resulted in students using more complex programs but not necessarily in creating
them. The tradeoffs of these different strategies and other viable strategies are examined in the
discussion section.

4.2 CS Practices Taught in Curricula

4.2.1 Frequency of CS Practices in Integrated Lessons. To examine which CS practices were
integrated into the 27 curricula, we scored the 519 lessons using the seven core practices and
practice statements for each. Based on the distribution, we categorized the frequency of each
practice statement as frequent ( > 50%), common (25-50%), infrequent (10-24%), and rare ( < 10%;
see Table 3). While the majority of practice statements were either infrequently (26.5%) or rarely
(43%) found throughout the lessons, some were frequently or commonly found.
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Table 3. Frequency of CS Practices Taught in Integrated Lessons

Core Practice Practice Statement Count %
Practice 1.

Fostering an Inclusive
Computing Culture

1. Include the unique perspectives of others and reflect on

one’s own perspectives when designing and developing
computational products.

2. Address the needs of diverse end users during the design
process to produce artifacts with broad accessibility and

usability.
3. Employ self- and peer-advocacy to address bias in inter- 4 0.8
actions, product design, and development methods.
Practice 2. 1. Cultivate working relationships with individuals possess- 321
Collaborating Around ing diverse perspectives, skills, and personalities.
Computing 2. Create team norms, expectations, and equitable work- 53
loads to increase efficiency and effectiveness.
3. Solicit and incorporate feedback from, and provide con- 50 9.6
structive feedback to, team members and other stakeholders
4. Evaluate and select technological tools that can be used 89 17.1

to collaborate on a project.

Practice 3.
Recognizing and
Defining 2. Decompose complex real-world problems into manage- 75 14.5
Computational able subproblems that could integrate existing solutions or
Problems procedures.
3. Evaluate whether it is appropriate and feasible to solve a 6 1.2
problem computationally.
Practice 4.
Develop e and Using 2. Evaluate existing technological functionalities and incor- 18 3.5
Abstractions . .
porate them into new designs.
3. Create modules and develop points of interaction that 21 4.0
can apply to multiple situations and reduce complexity.
4. Model phenomena and processes and simulate systems 13 2.5
to understand and evaluate potential outcomes.
Practice 5. 1. Plan the development of a computational artifact using 102 19.7
Creating an iterative process that includes reflection on and modifi-
Computational cation of the plan, taking into account key features, time
Artifacts and resource constraints, and user expectations.
Practice 6. 1. Systematically test computational artifacts by considering
Testing and Refining all scenarios and using test cases.
Computational 2. Identify and fix errors using a systematic process 57 11.0
Artifacts 3. Evaluate and refine a computational artifact multiple 11 2.1
times to enhance its performance, reliability, usability, and
accessibility.

(Continued)
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Table 3. Continued

Core Practice Practice Statement Count %
Practice 7. 1. Select, organize, and interpret large data sets from multi- 35 6.7
Communicating About  ple sources to support a claim.

Computing

2. Describe, justify, and document computational processes

and solutions using appropriate terminology consistent

with the intended audience and purpose.

3. Articulate ideas responsibly by observing intellectual 10 1.9
property rights and giving appropriate attribution

Dark green indicates frequent (>50%) usage, green indicates common (25-50%) usage, and light green indicates infrequent
(10-24%) usage.

Frequently found practice statements in the curricula were including the unique perspectives of
others (93%), cultivating working relationships (62%), and describing, justifying, and documenting
computational processes and solutions (52%). All of these involve a student sharing their perspective,
reflecting on their computing learning experiences, and/or justifying their designs and decisions in
the context of peer interactions and communications. In particular, most lessons across the curricula
encourage students to include the unique perspectives of others when reflecting on learning and
design.

Commonly found practice statements that appeared in CS curricula were modifying an exist-
ing artifact (31%), creating a computational artifact (30%), identifying complex, interdisciplinary,
real-world problems (30%), and extracting common features from a set of interrelated processes
or complex phenomena (29%). Many of the modify and create practice statements were found in
programming activities in Scratch, especially when students worked from a pre-designed starter
project that they modified and built upon. Many instances of the practice statement identifying
complex, interdisciplinary, real-world problems that can be solved computationally involved com-
paring actions in students’ everyday lives to a programming activity, such as comparing events in
a Scratch program to their alarm clock (i.e., CS First—Art) or comparing KIBO’s sound and light
sensors to their ears and eyes (i.e., CAL KIBO—2nd Grade). Sometimes, this practice asked students
to compare the activity to real jobs, like comparing the steps in a computational activity to the
steps engineers take to iterate a prototype (CAL KIBO—Pre-K), animators take to create movies (CS
First—Art), or authors take to write a story (CSinSF K-2—Red). Last, the extracting common features
practice statement was seen in many activities asking students to notice how certain programming
concepts were used, such as having students notice how conditionals or loops were used in projects.

Some infrequent practices found in the curricula were planning the development of a compu-
tational artifact (20%), evaluating and selecting technological tools (17%), decomposing complex
real-world problems (15%), identifying and fixing errors (11%), creating team norms, expectations,
and equitable workloads (10%), systematically testing computational artifacts (10%), and soliciting
and incorporating feedback (10%). These practices align with higher-level program design skills
and elements of project management. Given the complexity of most of the programs developed
in these curricula (i.e., either completed within a single lesson or as an individual final project),
implementing these practices in the curricula would likely not be a good tradeoff of effort and time.
In the cases that students were designing programs, students used a planning guide to brainstorm
their thoughts before creating or modifying a Scratch program, usually before a final project (i.e.,
CS+Community). Similarly, practices for fixing and testing programs were emphasized in a few of
the lessons per curriculum.
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The K-12 CS Framework’s creators infused evaluative practices within five of the practice
statements. However, many of the rarely found practices centered around evaluative practices,
such as evaluating the appropriateness of solving processes computationally (1.2%), evaluating
existing technological functionalities (3.5%), evaluating simulated processes’ outcomes (2.5%), and
evaluating and refining a computational artifact (2.1%). Again, this finding is likely a reflection of
the complexity of programs created in the lessons. The following practice statements were also
rarely found in the integrated curricula: selecting, organizing, and interpreting large datasets (6.7%),
creating modules and developing points of interaction (4.0%), addressing the needs of diverse end
users (2.3%), articulating ideas responsibly (1.9%), and employing self- and peer-advocacy (0.8%).
The rare practice statements of selecting, organizing, and interpreting large datasets and creating
modules and developing points of interaction were mainly found in the data science curricula. In
general, though, these practices were also not well-aligned with the typical integrated computing
paradigms in these curricula.

4.2.2  Extent of CS Practices in Integrated Lessons. All integrated K-8 CS curricula addressed
CS practices, but the extent varied. Some curricula addressed all seven core practices across the
CS lessons (i.e., CS First—Storytelling/Music and Sound/, Bootstrap—Algebra, K-2 CS curriculum,
action fractions, CAL—KIBO and Scratch, Massachusetts Institute of Technology’s (MIT) Al
Ethics, Youcubed—Data Science), while others integrated more targeted practices.

Within frequently integrated CS core practices (i.e., Practices 1, 4, and 7), only one of the practice
statements was addressed repeatedly. As with Practice 4, about developing and using abstraction,
many lessons included activities in which students practiced extracting common features of complex
processes and phenomena with real-world examples (4.1). Yet there were minimal instances of other
aspects of abstraction skills, such as evaluating existing technological functionalities (4.2), creating
modules and developing points of interaction (4.3), and modeling phenomena and processes and
simulating systems (4.4). Following this pattern, most of the practices, except Practice 5, had some
practice statements included more extensively than others.

This finding suggests more advanced applications of these practices are not being reached in
integrated lessons. Because these lessons are taught in non-CS classrooms, this finding is not
necessarily problematic. Yet for all of the integrated CS curricula, most of the CS practices were
found within lessons that used programming, either within Scratch, robotics, or online data science
environments. Despite the practices being CS practices, rather than programming practices, they
were typically taught in the context of programming.

4.3 Non-Programming CS Concepts Taught in Curricula

4.3.1 Frequency of Non-Programming Concepts Taught in Integrated Lessons. In the 519 lessons,
most did not address non-programming concepts, at least not at nearly the same rate as program-
ming concepts or practices. Based on the distribution of scores, we categorized the frequency of
sub-concepts as most frequent ( > 10%), infrequent (5-9%), and least frequent ( < 5%; see Table 4).
All of the most frequent sub-concepts, devices, hardware and software, and culture, were taught at
the introductory level (i.e., by Grade 2). This distribution is not necessarily unexpected given that a
third of the curricula are for students younger than age 8, which is Grade 2.

The least frequently addressed non-programming CS concept was networks and the Internet.
Fewer than 1% of lessons included the sub-concepts at each level of instruction, which is unsurprising
given that learning about networks is not typically the goal of integrated computing lessons. Notably,
troubleshooting and storage at the intermediate level (by Grade 5) and network communication and
organization at the advanced level (by Grade 8) were not taught in any of the lessons. Overall, the
advanced levels (by Grade 8) of non-programming concepts were rarely taught in the integrated
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Table 4. Frequency of Non-Programming Concepts Taught in Integrated Lessons

Concept Subconcept Level Count %
Devices By Grade 5. Intermediate 33 6.4
By Grade 8. Advanced 1 02
Hardware and Software By Grade 5. Intermediate 7 1.3
Computing By Grade 8. Advanced 2 0.4
Systems By Grade 2. Introductory 30 5.8
Troubleshooting By Grade 5. Intermediate 0 0.0
By Grade 8. Advanced 1 02
Network Communication and By Grade 2 Introduct.C)ry 5 06
o By Grade 5. Intermediate 2 0.4
Networks and Organization By Grade 8. Advanced 0 0.0
the Internet By Grade 2. Introductory 2 0.4
Cybersecurity By Grade 5. Intermediate 1 02
By Grade 8. Advanced 1 02
By Grade 2. Introductory 17 33
Collection By Grade 5. Intermediate 15 29
By Grade 8. Advanced 10 1.9
By Grade 2. Introductory 5 1.0
Storage By Grade 5. Intermediate 0 00
. By Grade 8. Advanced 2 0.4
Data and Analysis By Grade 2. Introductory 32 6.2
Visualization and By Grade 5. Intermediate 27 5.2
Transformation By Grade 8. Advanced 18 3.5
By Grade 2. Introductory 26 5.0
Inference and Models By Grade 5. Intermediate 29 5.6
By Grade 8. Advanced 22 4.2
Culture By Grade 5. Intermediate 30 5.8
By Grade 8. Advanced 8 1.5
By Grade 2. Introductory 1 21
Impacts of Social Interactions By Grade 5. Intermediate 18 35
Computing By Grade 8. Advanced 4 08
By Grade 2. Introductory 8 1.5
Safety, Law, and Ethics By Grade 5. Intermediate 5 1.0
By Grade 8. Advanced 3 06

Dark green indicates most frequent (>10%) use and green indicates less frequent (5-9%) use.

curricula, likely due to the majority of the curricula being developed for younger children. Curricula
for older students, especially in lower secondary/middle school (i.e., Bootstrap, CS First, MIT Ethics,
and YouCubed Data Science), included more non-programming concepts than other curricula.

4.3.2  Extent of Non-Programming Concept Taught in Integrated Computing Curricula. The results
showed that the breadth and depth of non-programming concept integration varied depending on
the curriculum. A few CS curricula addressed multiple non-programming concepts throughout
the lessons, such as data science lessons (i.e., Bootstrap and Youcubed), all CS First curricula, and
CS+Earth. For instance, all five CS First curricula emphasized the impacts of computing, especially
how computing technology has impacted our daily lives and ways for social interactions, while also
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introducing how computing devices operate or how data are collected and interpreted. These CS
First lessons provide many real-world examples, the history of CS, and the impacts on our culture
and the industry.

The depth of integration of non-programming computing concepts was also affected by the
topic of the curriculum. A few curricula that had an intensive integration of non-programming
concepts were centered around data science (e.g., Bootstrap-Data Science, CS+Data, Youcubed-Data
Science) and ethics (e.g., MIT Al Ethics Education). For instance, the concepts about data collection,
visualization and transformation, and inferences and models were intensively integrated into the
lessons in Youcubed-Data Science (100%), Bootstrap-Data Science curricula (93%), and MIT Al Ethics
Education (63%) curricula. In other curricula, the data and analysis concept was rarely addressed.

Other curricula took a more targeted approach, focusing on a narrower range of concepts.
Particularly, curricula that focus on programming concepts and CS practices typically briefly
introduce non-programming concepts at the beginning (e.g., CSinSF K-2 CS Curriculum-Red and
Yellow, CAL Scratch Jr.) or toward the end of the curriculum (e.g., ECforALL-Act 2, CS+Data). For
example, the first few lessons of CAL Scratch Jr. and the CSinSF K-2 Red and Yellow curricula
introduced computers and mobile devices, and later lessons focused on programming concepts
and CS practices. Robotic-based curricula, unsurprisingly, emphasized the concepts of computing
systems, and many lessons discussed how a computing device works, such as an explanation of how
hardware and software work together as a computing system. For example, CAL KIBO, which used
the KIBO robot, focused on devices and hardware and software concepts, which were continuously
addressed across the curriculum. However, these sub-concepts were the only non-programming
concepts introduced.

4.4 Crosscutting Findings across Frameworks

The research team examined patterns of data across the three frameworks to determine how
programming concepts, CS practices, and non-programming CS concepts are taught together. Based
on this examination, we found no consistent patterns across the frameworks to report. For example,
we identified that curricula that use robotics to program consistently include non-programming
concepts about devices and hardware, as would be expected. However, the devices and hardware
sub-concepts are also frequently taught in other non-robotics curricula, so this trend is not unique.
In addition, we considered the patterns across curricula designers identified in Section 4.1.2 for
the extent of instruction on programming concepts to examine whether they matched patterns in
other frameworks. Again, we found no consistent results. For the practices and non-programming
frameworks, we found no similar patterns, even within curriculum designers, leaving nothing to
report.

5 Discussion
5.1 Central Contributions to Integrated Computing

The primary goal of this analysis was to explore which CS concepts and practices are taught
in integrated CS curricula at the primary and lower secondary (i.e., K-8) levels and the depth
of computing instruction. For this analysis, the researchers were particularly interested in how
these curricula prepare students for later, standalone introductory computing and programming
courses. However, we also hope that this analysis contributes to the larger discussion of how CS
can be integrated into other disciplines and a better understanding of computational literacy for all
students, not only those pursuing CS education.

There were two main differences in selection criteria between a previous analysis of programming
concepts taught in integrated CS [20] and the current analysis. First, the previous analysis required
lessons to have non-CS learning objectives, while the current analysis required lessons to have CS
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learning objectives. In addition, the previous analysis had no minimum time frame for lessons, so it
included mostly single or week-long lessons, while the current analysis required at least five hours
of instruction.

For these reasons (i.e., more focus on CS learning and a longer time frame), we expected that
lessons in the current analysis would include more programming concepts than those in the
previous analysis, but that is not what we found. Instead, most concepts were taught at about the
same relative frequency. As in the previous analysis, multimedia components (objects, properties,
and movement), events, string outputs, for loops, and functions were commonly found in the
current analysis. Similarly, inputs, conditionals, and operators were uncommon in both analyses.
The only category that changed in relative frequency was variables but not in the expected direction.
Variables were much more common in the previous analysis, similar in frequency to string outputs
and for loops, than in the current analysis, in which they were similar in frequency to conditionals
and operators. This difference might be due to the math- and science-based learning objectives that
made variables useful in the lessons included in the previous analysis.

Based on these findings, we agree with the previous analysis’ conclusion that integrated CS
activities give students experience creating multimedia and animations but not necessarily au-
tomating information processing, except for some relatively basic concepts (i.e., using for loops and
calling functions [20]). While we agree that in the absence of CS learning objectives, this pattern is
not inherently problematic. However, it might be problematic when integrated CS curricula are
expected to prepare students for standalone CS courses, especially programming. Many of the
concepts taught in the integrated curricula are not those taught in introductory programming
courses, except basic concepts like sequences, algorithms, string outputs, for loops, and calling
pre-defined functions. Thus, it is important that the teachers of introductory programming courses
do not expect students who have engaged in integrated curricula to have experience with variables,
conditionals, operators, and defining functions. More importantly, CS teachers should not expect
students to think of programming as a way to automate problem-solving, though that is often
the process underlying programming instruction [20]. On the other hand, integrated CS is often
students’ first experience with programming, and this level of engagement with concepts and prac-
tices might be the most appropriate, especially at early ages. Thus, our primary recommendation is
not to change the curricula but instead to not overestimate the prior knowledge of students in later
CS courses.

Some people would argue that the goal of integrated computing is not to teach programming,
or at least not primarily to teach programming (e.g., [12, 30, 46]. However, the current analysis
found that these analyzed curricula introduced relatively few CS practices and non-programming
concepts as well. Thus, the primary goal of these curricula does not seem to be teaching CS practices
beyond the context of programming nor non-programming concepts, at least not those identified
by the K-12 CS Framework. If one were to argue that the goal of integrated computing was to
teach about computing more broadly than programming, like to teach about data and analysis, that
argument is also not well-supported by these data, at least beyond the data science curricula.

The CS practices best represented in the curricula reflected social practices, i.e., practice 1.1 about
including the unique perspectives of others, practice 2.1 about cultivating working relationships,
and practice 7.2 about documenting solutions for an intended audience. These practices are aligned
with other socio-emotional learning objectives in the classroom, especially in early grades where
the development of personal character, emotional intelligence, and social skills is often explicitly
included. Thus, their application to the development of computational products and collaborations
can reinforce these objectives and practices, which was a deliberate goal of the K-12 CS Framework
[7]. The K-12 CS Framework also aimed to reinforce objectives related to pattern recognition,
problem-solving, representation, and sequencing [7]. The integrated curricula achieved basic
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practices related to these objectives about 30% of the time (i.e., practice 3.1 about identifying
computational problems, practice 4.1 about extracting common features, and practice 5.2-3 about
creating computational artifacts/representations). The more advanced CS practices, such as those
related to developing and using abstracts, would be difficult to apply without developing more
computationally complex products than were typical in the analyzed curricula.

The lack of non-programming CS concepts in these lessons is unsurprising given that many of
those concepts are domain-specific to computing, such as networks, and would not easily fit into
non-CS instruction. However, integrated computing curricula do provide opportunities for students
to learn digital citizenship and computational literacy skills that would serve them well, whether
they decide to pursue standalone CS classes or not. For example, concepts from the Impact of
Computing or Networks and the Internet could be addressed by teaching students about responsible
computing practices in the face of cybersecurity threats and the ethical development of artificial
intelligence for societal benefit. These non-programming CS concepts are particularly well-suited
for younger students to grasp through unplugged activities. This approach supports students’
computational literacy and could make the learning experience more engaging and comprehensive.

5.1.1 Discussion of Programming Concept Instruction in Integrated Computing. From the analysis
of the extent to which programming concepts are taught, we found three patterns of concept use
across curricula: (1) curricula that were limited in concepts by the programming paradigm (i.e.,
robotics or Scratch Jr) and emphasized unguided application of few concepts, (2) curricula that
prioritized learning a small set of concepts and creating new programs with them, situationally
branching out to other concepts, and (3) curricula that consistently used a wide range of concepts,
focusing on using or modifying existing programs. These patterns represent an arguably necessary
tradeoff in integrated computing curricula, that the number of concepts taught is inversely related
to the depth at which they are taught, given limited time for CS instruction. Depending on the
goals of instruction and constraints within the classroom, any of these patterns could provide a
viable strategy for integrating computing in non-CS instruction. For example, the pattern that uses
unguided exploration is likely the best choice for a classroom of five-year-olds that aims to foster
CS identity, introduce a new medium for self-expression, and is flexible in the disciplinary learning
objectives achieved. In this case, the limited number of CS concepts taught is not consequential
to the goals of the instruction. However, for older students who have already had regular CS
experiences and whose teacher feels pressure to prepare them for standardized testing, the latter
two patterns would be more appropriate.

In the first pattern, limiting the problem-solving space through a programming paradigm, such
as programmable robots or Scratch Jr, provides a narrow problem-solving space that affords more
unguided application. Thus, if minimally-guided activities and student exploration are the goal,
such as in a guided discovery learning paradigm (e.g., [1]), then this pattern is a viable strategy. This
pattern, however, did not introduce many concepts, and given the paradigms, most of the concepts
were for animating robots or sprites. Thus, few of the programming concepts introduced in these
curricula were those that would be taught in an introductory programming course. Given that they
were also taught to the youngest students, this pattern is likely developmentally appropriate [41]. A
similar paradigm that is for older learners but was not represented in our database is task-specific
languages [12], which are languages with narrow functionality designed to accomplish a single
task. They are similarly designed to allow students to explore deeply within a constrained problem-
solving space, albeit their goal is typically to avoid the need to develop general programming
skill [12].

In the authors’ experience, school districts and teachers are becoming aware of how programming
paradigms affect student learning. They value the constrained problem-solving space of paradigms
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like programmable robots or Scratch/Scratch Jr to both scaffold student learning and facilitate
teacher development. However, as students advance to more computing-centric courses, they
are also recognizing that these paradigms can limit students’ engagement with programming
concepts. Some districts are now focusing on the vertical alignment of computing instruction as
students progress from primary to secondary education, which typically involves switching from
integrated computing to standalone computing. Integrated computing curricula creators, thus,
could help practitioners by suggesting how their learning objectives and paradigms could align
with computing-centric curricula. For example, creators could include a unit about the progression
from Scratch Jr to Scratch or Scratch to Snap!. Such a unit could highlight the affordances of more
advanced concepts, such as how Scratch affords the creation of variables and how Snap! affords
other data storage and handling opportunities, which are relevant to computing as well as advanced
science or math objectives.

The second pattern provides more instruction on programming concepts while still providing
opportunities for student creation in more structured tasks. Consistently using the same concepts
throughout a curriculum, such as multimedia concepts or functions, allows students to repeatedly
practice using those concepts. Building upon these recurring concepts, the curricula introduced a
wider range of concepts more shallowly. Similar to the first pattern, the recurring concepts taught
in many of these curricula focused on animation. In contrast to the first pattern, these curricula also
include exposure to concepts focused on information processing, like variables, conditionals, and
operators. Thus, this pattern allows students to experience how solving a problem with computing
is different than solving a problem with other tools.

In the third pattern, students applied a variety of concepts consistently through Use and Modify
levels of engagement. In this pattern, students had more experience with concepts that would be
taught in introductory programming courses, but they less often practiced creating programs and,
thus, the procedural knowledge of how to create programs. Given that the student is likely to use
a different programming paradigm in introductory programming than in integrated computing
curricula, this lack of procedural practice might not be problematic. Like the second pattern,
students could experience how problems are solved with computing, which might prepare them
conceptually, if not procedurally, for later computing courses.

5.2 Limitations and Future Work

Future work would be needed to compare these patterns and their effect on later CS education. The
current analysis’ goal was to examine the curricula itself, not their effects on students. Though all
of these patterns seem like viable strategies for integrating CS, they might have different effects
on students in terms of encouraging students to pursue standalone CS courses or improving their
performance or experience in those courses. For example, in the first two patterns, the process of
unguided application or Creating programs might help students normalize the process of receiving
errors and fixing bugs, helping them overcome those challenges. This effect would be significant
because errors and bugs often reduce novices’ self-efficacy and their persistence in computing
education (e.g., [3, 22]). In addition, in the third pattern, exploring how to automate information
processing might encourage students to learn more about problem-solving through programming,
even if they lack the procedural knowledge to implement their ideas.

Future work could also explore other instructional design frameworks for integrated CS. The
researchers had expected curricula to include more features of project-based learning, which
anchors instruction around a single, large, (semi-)authentic problem [2]. However, in many of the
curricula, such as those created by ECforALL, CS+, and Everyday Computing, individual lessons
were set in different contexts (i.e., they gave students a different Scratch starter project at the start
of most lessons) rather than building additional features into a single context. Given that lessons

ACM Transactions on Computing Education, Vol. 24, No. 3, Article 35. Publication date: August 2024.



Intent and Extent: Computer Science Concepts and Practices 35:21

were 45-75 minutes long, building upon a single project over multiple lessons might allow students
to explore more concepts and practices or explore them in more depth. If the integrated context lent
itself to a project-based approach, one effective instructional design model for this strategy could
be the Four Components of Instructional Design model, which is specifically for complex learning
in which knowledge, skills, and attitudes are developed simultaneously [43], like in integrated CS.
This well-researched model explains how to support students through four components: learning
tasks, part-task practice, supportive information, and procedural information [43]. It and other
instructional design models and frameworks for complex learning should be applied when creating
integrated computing curricula.

The current analysis focused on what was taught but not how it was taught. Because the unit of
analysis in this study was the lesson, we did not have in-depth information about instructional
approaches to individual activities, such as how CS concepts were introduced. A more detailed
analysis of the content and activities within the lessons would be needed to examine how new
concepts are introduced to students. For example, such an analysis could explore whether instruction
follows the K-5 learning trajectories [32, 34] and how students build upon prior knowledge or
build prerequisite knowledge to learn more advanced concepts. In addition, such an analysis could
explore whether instruction applies the principles of semantic waves [21, 45] and how teachers can
make analogies with everyday knowledge to develop technical knowledge. This type of analysis,
while valuable, would address different research questions than those posed in this study.

Despite much work still needing to be done, the current analysis contributes to our understanding
of the current role of integrated CS curricula in computing education. It is critical that these curricula
not overload the domain in which they are integrated, either in terms of time spent on CS content or
in terms of teacher CS knowledge and skill required. Either would result in the curricula not being
adopted. Still, many CS educators might be surprised by the limited CS concepts and practices taught
in integrated CS and should be cautious about their expectations for students’ prior knowledge. Of
course, this caution applies to educators of all domains, especially in the transition from primary
to secondary school in which learning goals often shift from giving students experiences within
domains to formally teaching concepts, as students’ developmental capabilities increase. The authors
hope that the current analysis provides evidence-based information about which CS concepts are
taught in integrated curricula and to what extent so that researchers and educators can better
understand how to support students in CS education.
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