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Abstract—We present an interpretation of Deepcode, a learned
feedback code that showcases higher-order error correction
relative to an earlier interpretable model [1]. By interpretation,
we mean succinct analytical encoder and decoder expressions
(albeit with learned parameters) in which the role of feedback
in achieving error correction is easy to understand. By higher-
order, we mean that longer sequences of large noise values are
acted upon by the encoder (which has access to these through
the feedback) and used in error correction at the decoder in a
two-stage decoding process.

I. INTRODUCTION

Shannon introduced the classical additive white Gaussian
noise (AWGN) channel with feedback in 1956 [2]] and proved
a counterintuitive result: feedback does not increase the ca-
pacity of memoryless channels. Nevertheless, feedback can
improve transmission reliability. A well-known example of
an analytically constructed passive feedback coding method
is the Schalkwijk and Kailath (SK) scheme [3|. Designed for
noiseless feedback, it is linear and achieves capacity with a
doubly exponential error decay in block length. However, SK
scheme fails when the feedback is noisy and suffers from
numerical issues as the block length increases [4f]. Accord-
ingly, Chance and Love proposed a linear scheme known as
the CL scheme for noisy feedback [5]]. However, this scheme
has been experimentally demonstrated to be suboptimal [6]]
and one issue appears to be the restriction to linear codes. It
has been proven that linear codes with noisy passive feedback
fail to achieve a positive rate [7].

Recently, deep learning methods have been proposed to
learn nonlinear feedback error correcting codes. Unlike tradi-
tional analytically constructed codes, these deep-learned error-
correcting feedback codes (DL-ECFCs) are trained on large
amounts of data to “learn” the encoders, decoders, or both by
minimizing loss functions. These DL-ECFCs [8]-[13] have
demonstrated superior performance, particularly in channels
with noisy feedback. However, they are considered ‘“black-
box” systems, as their parameters, without further interpreta-
tion, offer little insight into how the codes carry out error
correction using the feedback. We aim to understand and
interpret the first code in the family of DL-ECFCs: Deepcode,
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which relies on recurrent neural network (RNN) and gated
recurrent unit (GRU) architectures [8]. Understanding Deep-
code would increase confidence in the system and possibly
provide a pathway to designing new analytical codes. The
original Deepcode uses an RNN with 50 hidden states, making
it difficult to interpret. In our prior work [1]], through model
reduction and analysis of system dynamics, we developed
an (enc 2, dec 2) single-stage interpretable mode based on
Deepcode with 5 hidden states which offers comparable bit
error rate (BER) performance with significantly reduced com-
plexity. Additionally, it provides insights into how feedback is
used to correct errors during transmission. However, it exhibits
degraded BER performance at low forward Signal-to-Noise
Ratio (SNR) as it only utilizes feedback from the previous
time step, and cannot handle longer noise events.

Contribution: In this work, we generalize our previous
model to a more powerful and interpretable model for both
the encoder and decoder. The encoder incorporates feedback
from multiple time steps. Based on this, we develop a two-
stage decoder to effectively utilize the information embedded
in the noisy received codewords. This new (enc 3, dec 4)
two-stage interpretable model can handle longer noise events,
thereby improving error correction capabilities. Additionally,
we introduce an error analysis method to trace noise events,
which helps identify limitations of existing methods and
provides insights for further improvements.

Notation: Subscripts ¢ are used to denote time indices. Any
interval [a : b] (where a and b are positive integers, with
a < b) represents a sequence of integers [a,a + 1,...,D].
Vectors are in bold, with superscripts indicating their lengths.
SNR; and SNRy;, denote the Signal-to-Noise Ratios for the
forward and feedback channels, respectively. R™ represents n-
dimensional real vectors, while [F5 denotes the finite field with
elements 0 and 1. The function I(z) = 1 if the argument z is
true (non-negative), and O otherwise. The symbol ++ denotes
excessively large positive, while —— denotes excessively large
negative. 1 means increase, while | means decrease. ||
denotes the absolute value.

2«enc z”” means the encoder uses z-order error correction components, and

“dec y” means the decoder takes y — 1 future steps into account. We expand
on this notation and nomenclature in Section [[I]



II. BACKGROUND
This section provides a brief overview of the system model
and the original Deepcode [8] that we will be interpreting.
A. System model

This study focuses on the AWGN channel with passive
noisy feedback, as shown in Fig. [l| The transmitter sends K
message bits b € Ff through N channel uses, where the code

rate is 7 = £. At time i € {1,..., N}, the receiver receives
the noisy outputs y; = x; + n;, where ; € R are the sent

symbols (of the codewords x) and n; ~ N (O,J?) are inde-
pendent and identically distributed (i.i.d.) Gaussian noises. We
consider the average power constraint +E [|[x]|3] < 1. The
receiver sends the received symbols to the transmitter through
a noisy channel with one unit delay: ¢;—1 = y;—1 + Nj—1,
where 7; 1 ~ N(0,0%,).

For each transmission, the encoding function f maps
the message bits and past noisy feedback to the symbol
z; = fp(b,y*"1). After N transmissions, the decoder g, :
RN — FK estimates the message bits from the received noisy
codewords, ie. b = g4(y") € Fi. One metric for com-
munication reliability is the BER = ZzK:1 P(b; # b;). In
general, the encoding and decoding functions can be anything.
In Deepcode, they are neural networks that are jointly trained
to minimize the binary cross-entropy (BCE), which acts as a
surrogate metric for BER. See, for example, how BCE may
be sandwiched by BER in [14, Proposition 3].

n; NN(O,O’?)

Transmitter | Receiver
T ;
Ao 7.
Yi—1 Q Yi—1

N1~ N(Oa O-J%b)

Fig. 1: Learned parameters 6 and ¢ in the encoding fy and decoding
ge functions for transmission over the AWGN channel with passive
noisy feedback. Forward noise is i.i.d. Gaussian N (O,a;) while
feedback noise is also i.i.d. Gaussian N (0, U?b).

B. Deepcode structure

Deepcode [8]], one of the first learned nonlinear feedback
codes, uses an architectural structure and two-phase commu-
nication structure as shown in Fig. 2]

Deepcode is a rate r = % code which takes K = 50 input
message bits b and produces a sequence of N = 150 output
codewords x over two encoding phases. The first phase is
uncoded transmission of these 50 bits, simply applying BPSK

modulation ¢ = 2b — 1 € {£1}¥ to the message bits, for

3In general this may depend on i, hence fo,i: Ff x R*=1 — R but we
simplify the notation and simply refer to this as fy, where the dependence
on 4 is understood.
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Fig. 2: Deepcode encoder (above) and decoder (below). Here,
i€{1,..., K+ 1} because of zero padding. We omit power
allocation and normalization for simplicity.

transmission over the AWGN channel. The noisy received
symbols are directly sent back over the (noisy) feedback
channel generating noisy feedback symbols 9, ..., yx at the
transmitter, which are used in the second phase. The second
phase uses an RNN with tanh activation, containing Np, = 50
hidden states, and a linear combination layer to sequentially
generate 2K = 100 parity symbols, c¢; 1 and c; 2, where
i € {1,..., K}. For the i-th bit, the RNN accepts the message
bit b;, the feedback noise from the first phase y; — ¢;, and
the delayed feedback noise from previous second phase sent
symbols ;1,1 —c;—1,1 and y;_1 2 — ¢;—1,2 and then spits out
two coded parity symbols ¢; ;1 and ¢; 2 for transmission over
the AWGN channel. Based on the received noisy channel out-
puts yV = [y1, - YK, Y11, Y1.2, Y21, Y2,2, 5 YKL, UK 2)»
the decoder uses a two-layered bidirectional GRU to estimate
the message bits b. It does this by forming a soft output
(probability that bit ¢ is 1) and using the sigmoid function
(a threshold of 0.5) to produce the estimate. If the soft output
is greater than the threshold, the estimated bit is 1; otherwise,
it is 0.

Deepcode applies zero padding to reduce the error of the last
bit and employs power allocation to balance the error, followed
by a normalization layer to ensure the codewords satisfy the
power constraint. To simplify our interpretation, we first focus
on the noiseless feedback case (7, = n;—1,1 = Nj—1,2 = 0)
and then generalize to noisy feedback case.

III. HIGHER-ORDER INTERPRETABLE MODEL

In our prior work [1] we presented the (enc 2, dec 2) single-
stage interpretable model based on Deepcode with N, = 5
hidden states, i.e. we re-trained Deepcode using 5 hidden states
in both the encoder RNN and decoder GRU rather than 50,
significantly reducing the number of learned parameters. We
then obtained an interpretable model by finding a simpler and
more understandable nonlinear expression (through influence,
pruning and outlier analysis) for both the encoder and the
decoder that yields comparable BER performance to the
original learned Deepcode.

We build on the approach of [1], which introduced outlier
analysis to understand how the encoder performs error correc-
tion using feedback. Additionally, we identify the noise pattern



leading to decoding errors by conducting a correlation analysis
to find relevant features, followed by K-means clustering to
classify them.

Definition 1. An (enc x, dec y) interpretable model is defined
as follows, for x € {1,2,3}:
o The encoder applies x-order error correction, which
follows a hierarchical error-correction method:

1) x = 1 or first-order correction addresses large
errors in n;;

2) x = 2 or second-order correction extends to cor-
recting large errors in n; along with combinations
of large ranges of n; 1, and n; 2;

3) x = 3 or third-order correction extends to correct-
ing large errors in n;, the same specific combina-
tions of large errors in n; 1, n; 2 and finally specific
large ranges of n;41,1, and N1 2.

Notice that higher-order error correction addresses noise
events that are subsets of those addressed by lower-order
error correction.

o The decoder uses y — 1 time-step parity bit sums
(City—1,1FCity—1,2) for decoding b;. “Two-stage decod-
ing” involves both forward and backward passes, while
“single-stage decoding” does not.

This definition can be extended beyond = € {1,2,3} but
is left for future work. We envision higher orders would be
able to handle longer and longer sequences of large noise
events. Here we extend our previous interpretations to a re-
trained (enc 3, dec 4) two-stage interpretable model based
on Deepcode with N; = 7 hidden states, which offers
better performance while still remaining more manageable to
interpret than the original Deepcode with N; = 50 hidden
states. Compared to enc 2 (considered in [[1]] but not with that
nomenclature), enc 3 enables more refined error correction.

A. Encoder Interpretation

We first discussed the enc 3 in Appendix D of [15]], but
did not consider the decoder. Here, we provide a more detailed
analysis of both the encoder and decoder. In the following, we
assume without loss of generality that the learned parameters
(in red) are positive, except for the bias. If these learned
parameters are negative we can create equivalent codes by
corresponding sign changes, see Appendix F of [[15].

In summary, our enc 3 interpretable analytical encoder looks
as follows. For each i € {1,2,---,50}, the coded symbols
output by the encoding function fy are:

Phase 1: ¢; =2b; — 1 first-order second-order
————
Phase 2: Ci,1 = elni]I (—(2[71 — 1)711) — 62hi’4 — 62hi75

—ezh; 6 + esh; 7

= — 617741[ (—(le = ].)'ILZ) e 62hi74 o 62h7;75

—ezh; 6 + esh; 7

where e1, e; and e3 are learned coefficients. We next show
how this may enable what we term as three “orders” of error
correction. Lower orders correct shorter strings of noise events;
higher orders enable longer sequences of noise events to be
corrected, enabling lower BERs.

1) First-order Error Correction: When forming the parity
bits, the linear combination of the first three hidden states
in the encoder RNN (aih;1 + ashis + ash;3) may be
approximated by the first-order component which sends a
scaled version of phase 1 noise, if needed. If b; = 0 and phase
1 noise is negative (or b; = 1 and phase 1 noise is positive),
binary detection would accurately estimate the bit without
requiring additional information to be transmitted. Otherwise,
subtracting the two parity bits ¢; 1 — ¢; 2 isolates the “purple”
part, which contains the scaled version of the phase 1 noises
for first-order error correction i.e. if the receiver could do this,
it could cancel out n; experienced by the uncoded bit and
correctly decode it. However, during transmission, the receiver
only has access to a noisy version of the subtraction result, i.e.
can only create y; 1 — Yi 2 = Ci,1 — Ci,2 +1;,1 — Ny 2. Thus, the
receiver’s estimate of n; may be corrupted by phase 2 noises.
If these are small, first order error correction is achieved, but
if ny,n; 1,12 are large, this would require additional error
correction to address the phase 2 noises.

2) Second-order Error Correction: The “cyan” part h;
and h; 5 (which are RNN hidden states that we are interpret-
ing) enable second-order error correction, are defined as:

If b1 =0, then h; 5 = —1 and

hi 4 = tanh (_klnifl + komi—1,1 — k3ng_12 + /<4)
If b1 =1, then h;4 =1 and

hi 5 = tanh (_klnifl + kong_1,1 — ksng_12 — M)

where k1, ko, k3, and k4 are learned coefficients. As discussed
in [1]l, hjt1,4 and h;1q 5 eliminate phase 2 noises at time i,
or enable second-order error correction, by summing the one-
time-step parity bits ¢;411 + ¢;41,2, which cancels out the
first-order term. In most cases, h;41.4 are mostly 1 and h;41 5
are mostly -1. Their values cancel out when forming the parity
bits. However, if phase 2 noises (n;,1 —n;,2) are large enough to
perturb the estimate of n; and affect the decoding result, either
hit1,4 or hitq 5 will exhibit outliers to aid in error correction.
Briefly, h;y1,4 corrects noise when the message bit b; is 0 by
increasing the one-time-step parity bits, while h;;; 5 targets
the message bit 1 by decreasing the one-time-step parity bits,
as shown in Table [L

Based on these two error correction orders, the correspond-
ing dec 2 single-stage decoding (where 2 indicates considering
one-time-step parity bit sum) [1]] is formulated as follows:

0;,; =tanh (dj;lyi —dj2 (Yig — Yi2)

—dj3 (Y11 + Yit1,2) + d14) 1

0 N;=5
b Di =0 Z ljoi,j
j=1

i

if D; < 0.5,
1 if D; > 0.5.



Here, o represents the sigmoid function. o; ; estimates the
input bit by removing phase 1 and phase 2 noises from the
uncoded received y; using different combinations (subtracting
or summing) of noisy parity bits. We generate the soft output
D; by applying the sigmoid to a linear combination of o; ;
with N; = 5, then threshold D; to obtain the estimated
bit. If the message bit b; is 0, second-order error correction
(outlier in h;4q.4) increases the one-time-step (noisy) parity
sum (41,1 +Yi+1,2), leading to a negative o; ; and a smaller
probability D,. Conversely, for message bit 1, an outlier in
hit+1,5 causes o; ; to become positive for correct decoding.

3) Third-order Error Correction: Up until now, we have re-
capped the (enc 2, dec 2) single-stage interpretable model
with N}, = b hidden states. Although it is simple and achieves
good BER performance, it is still an order of magnitude worse
than Deepcode with 7 hidden states at low forward SNR, as
shown in Fig. [§| We now interpret this more sophisticated
encoder and decoder, which has a similar structure to the
Np = 5 one, but intuitively, with the ability to conduct higher-
order error correction (i.e. longer sequences of noise events)

Interpretable tools to understand the noise events: We
collect error instances where the (enc 2, dec 2) single-stage
interpretable model decodes incorrectly, but Deepcode with 7
hidden states decodes correctly using the same input message
bits and noises (at forward SNR; = 0dB and noiseless
feedback). Specifically, we gather data around the error lo-
cation ¢ (excluding the boundary bits), including message
bits b;_4:;4+4, phase 1 noises n;_4.;4+4, and phase 2 noises
N _4:i44,1, Mi—4:i44,2. We then compute the pairwise corre-
lation of true message bits b; with other features. The five
features with the largest absolute correlation coefficients are
Poinicra = 0.956, py, iy, = 0.952, py, n,, = 0.849 and
Poini. = —0.840, py, ., = —0.799. Other features have
absolute values less than 0.1, indicating they are less relevant.

To identify the error patterns, we applied K-means cluster-
ing to the relevant features (n;, 1; 1, 132, Niy1,1, and n;12)
that cause errors in the (enc 2, dec 2) single-stage interpretable
model but are corrected by the 7 hidden states Deepcode. After
testing different numbers of clusters, we found that dividing
the data into two groups best describes its distribution (one for
b; = 0 and one for b; = 1). From Fig. E} we observed that the
features leading to errors follow a pattern: one cluster exhibits
n; ++, n;1 — —, n; 2 + + (which may cause an outlier in
Rit1,4 from Table. E), while n; 1,1 and n;1 2 are excessively
negative. The other cluster shows the opposite pattern: n; — —,
N1+, ng2—— (resulting in an outlier of h;41 5), with n; 41 1
and n;11 2 being excessively positive.

The clustering results indicate that decoding issues arise
from large same-sign phase 2 noises at time ¢ + 1. At the
receiver, we only have access to the noisy one-time-step parity
bit sum: ;11,1 + Yit1,2 = Cit1,1 + Cip1,2 + Nig1,1 + Nt 2.
For message bit b; = 0, we expect o;; in to be as
negative as possible for correct decoding. If phase 2 noises
at time ¢+ 1 have the same sign and are significantly negative
(Cj+1,1 + CLLQ +1n;{11 + N 2). these noises prevent the
increase of the parity bit sum, pushing o; ; towards the pos-

itive direction, thus blocking error correction and potentially
causing decoding errors. A similar case occurs for message
bit 1 When the phase 2 noises are significantly positive
(cH_1 1+ cl+1 9+ nH_l 1+ nl+1 5), blocking the decrease of
the parity bit sum necessary for error correction.

oo dmst Cluster
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. . 5 e bi=0
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Fig. 3: Clustering error features leading to decoding errors in
the (enc 2, dec 2) single-stage interpretable model corrected
by Deepcode with 7 hidden states.

113 EL)

Therefore, we introduce the new component,
which represents the third-order error correction. h;42 ¢ and
hi42,7 improve performance by addressing large same-sign
phase 2 noises in n;41,1 and n;11 2. Additionally, they form
entanglements, becoming mutually dependent on each other’s
previous values, which prevents over-correction for subsequent
bits. Our interpretable approximations of h;¢ and h; 7 are
defined as follows:

hig = tanh (min;—1,1 + moni—1,2 + mshi—1.4
—O—m,lhi_lj + 777,5)
hij = tanh (—mlni,m — maoni—12 — ’ITLghi,L5

+myhi_1,6 + ms)

where my to my are learned parameters.
Without “entanglement” (which we will use later as a
comparison point), the hidden states are defined as:

’
hi,ﬁ = tanh (mlni,U +moni—1,2 + mahi—14 + m;,)

/
h@7 = tanh (fm,lni_m — Moni—1,2 — m3hi_15 + m5)

The values for ;g (h;ﬁ) and h; 7 (h;j) are predominantly
1. If the noise levels are small enough not to affect decoding
results, there will be no outliers, and the values will offset in
the parity bits. When they have outliers, they affect the parity
bits as shown in the Table || We sum the two-time-step parity
bits ¢jy2,1 + ciy2,2 to mitigate same-sign phase 2 noises at
time 7+ 1. This adjustment is expected to counteract the effect
of same-sign phase 2 noises and steer o; ; towards negative
values for message bit 0 or positive values for message bit 1,
respectively.

Cij outlier noise combination
hia <1(}) | bici=0,n_1++,n,-11 ——,ni—12++
T hi14 <1(}),mi—110 — = Mi—12 — —
hie < 1(} : p izt 7 7, Risd,
6 W) hi—17 <1(1),ni—10 — —,ni—12 — —
his >—=1(1) | bici =1,n-1 — —,ni—11 ++,Ni—12 — —
1 hi1s>—1(1),ni—11++,mi_12++
hin <1 i—1, s Thi—1, s Thi—1,
o7 ) hi—16 <1(]),ni—11 ++,ni—12 ++

TABLE I: The effect of outliers on parity bits c; ;, where
j € {1,2}. Meeting two or three conditions may lead to an
outlier, even if the noise condition is not fully satisfied, as
long as the trend is followed.
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Fig. 4: An example of extended noise events occurring for b; = 0. The solid line represents noise events that will cause outliers
and alter the future parity bits for error correction, whereas the dashed line indicates that no further error correction is needed.

We omit the coefficients in the decoding for simplicity.

In conclusion, the first-order correction removes phase 1
noise n; from the uncoded signal y; when b; = 0, n; + + (or
b; = 1,n; — —). However, the estimate of n; is corrupted by
phase 2 noise at the receiver. When b; = 0,n; + +,n;1 —
— N2 + + (or b; = 1,n; — —ni1 + +,N50 — —), the
second-order correction adjusts the one-time-step parity bit
sum ¢;y1,1 + ¢j41,2 to eliminate phase 2 noise at time z. For
longer noise events, if phase 2 noise at time ¢ + 1 prevents
the adjustment of the one-time-step parity bit sum, the third-
order correction adjusts the two-time-step parity bit sum for
additional correction.

We conducted an ablation study on the encoder components.
Table [lI| presents the BER performance using the Deepcode
decoder with 5 hidden states across various encoder configura-
tions. Interpretable enc 3 without entanglement improves BER
by half-order-of-magnitude compared to interpretable enc 2,
while adding entanglement enhances performance further by
building longer dependencies between codewords.

Encoder Decoder | BER SNR; 0dB
deep (5) deep (5) | 6.375e — 05
interpret. enc 2 deep (5) | 7.616e — 05
interpret. enc 3 w/o eg. | deep (5) | 1.367e — 05
interpret. enc 3 deep (5) | 6.416e — 06
deep (7) deep (5) | 5.419¢ — 06

TABLE II: BER performance of different encoders (noise-
less feedback). The number of hidden states is indicated in
parentheses. “interpret. enc 3 w/o eg.” refers to enc 3 without
entanglement.

B. Decoder Interpretation

Given this, an intuitive decoding approach for enc 3 is to
extend single-stage dec 2 in (1) by one more time step, which
we refer to as “single-stage dec 3”. Additionally, instead of
using N; = 5, we will use N; = 7.

0ij =tanh (dj 1y; — djo(yin — yi2) — dj3(Wir1,1 + Yis1,2)
—dja (Yixo1 + Yiyo2) + dj.a) 2

Fig. [] illustrates three orders of error correction, demon-
strating how parity bits adjust under different noise scenarios
for b; = 0. To correctly decode, o; ; for message bit b; = 0
should be negative. When decoding b;, we initially estimate
phase 1 noise by subtracting the current parity bit ¢; 1 — ¢; 2.
However, if current parity bits carry phase 2 noises like
n;1 — —,N;2 + +, this increases o; ;, corrected by second-
order adjustment ¢, 1 + ¢, 1 2. Excessively negative phase
2 noises at ¢ + 1 can undermine this, necessitating third-order
correction, which increases . If phase 2 noise at
1+ 2 continues to be extremely negative (in rare cases where
we have long noise event sequences), fourth-order or higher
correction is required to achieve an even lower BER.

Entanglement: In the (enc 2, dec 2) single-stage inter-
pretable model, decoding only involves two orders of error cor-
rection: “first-order” and “second-order”. Separating these two
orders is straightforward, achieved through subtraction or sum-
ming. However, in the (enc 3, dec 3) single-stage interpretable
model, decoding requires incorporating information from three
orders. At the receiver, it is difficult to distinguish whether the
change in the sum of parity bits arises from “second-order”
or ” corrections. In Fig. 4} the third-order for b;
(Cit2,1 + Ciyo,2) increases to correctly decode b;. However, if
b;+1 is message bit 1, the increase in (c;42.1 + ¢it2,2), Which
is also considered as second-order correction for b;y;, can
push 0,41 ; towards the negative direction, potentially leading
to an decoding error. This situation worsens with significantly
positive phase 2 noises at time 7 + 2, prompting entanglement
(outliers in h; 3 7) to counteract over-correction. Thus, the enc
3 with entanglement performs better.

Although dec 3 single-stage decoder in improves the
BER performance by half an order of magnitude compared
to dec 2 (see Table [IV), it is not sufficient to fully exploit
the information contained in the enc 3 encoder. The longer
dependency between codewords makes decoding much more
difficult because changes in the parity bits involve more cases.
When comparing instances where single-stage dec 3 decodes
incorrectly but the deep learned decoder with 5 hidden states



decodes correctly using the same encoder (interpretable enc
3), we identified the following issue: because the decoding
window spans three time steps, an error in one bit causes
over-correction in the surrounding bits. There are mainly four
types of errors in Table [III] that need to be considered.

Type | b; noises 1% noises 7 + 1 Citl,j | Cit2,j
N | M1 | M2 | Mit1,1 | Mit1,2
L Jo]++][—[++ 1
2 1| — | ++ | — 1
3 0| +4+ | — | ++ —— —— T T
4 1| — | ++ | — | ++ ++ 4 |

TABLE III: Four types of noise events in b; affect surrounding
bits. Here, j € {1,2}.

For short noise events, large noises at time ¢ cause an
increase (type 1) or decrease (type 2) in the sum of one-time-
step parity bit y; 11 +¥i+1,2 (second-order for b;, third-order
for b;_1). This results in over-correction when decoding the
previous bit b;_; with minimal noises, as shown in Fig.

+|Bpri|/
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LSRR =(vienq" + szA)H* [Bpii] 1 Typel
<yie1 = (ic1a ~ Vie1,2) = ia + ¥i2) ( g ]

backward adjustment
Fig. 5: Effect of problematic bit b; on the previous bit

For long noise events (type 3 or type 4), changes in the
two-time-step parity bit sum (c; 421 + ¢it2,2) aid in correctly
decoding b; but can lead to unnecessary correction for b, 1,
as illustrated in Fig. [6] Although entanglement alleviates this
issue to some extent, it is insufficient. We need to address these
problems with more care, including forward and backward
adjustments, which will be discussed later.
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Fig. 6: Effect of problematic bit b; on the subsequent bit

Two-stage decoding for interpretable enc 3: To solve
the over-correction issue, we present a two-stage, interpretable
decoder inspired by the two-layered bi-directional GRU in the
original Deepcode structure. This design cleverly separates the
“second-order” or ¢ ” components for different bits,
identifying the problematic bit and signaling surrounding bits.

1) First-stage: In the first stage of decoding, the decoder
performs first-order error correction at each time step i:

gip = tanh (o, 1yi — apo(yin — i), pe{1,2,3}

where o, 1 and ¢ o are learned parameters. The decoding
process removes phase 1 noise (estimated by subtracting
the current parity bits) from the uncoded noisy y;, yielding
a preliminary decoding result for further refinement in the
second stage. This typically results in correct decoding unless
the phase 2 noise is excessive.

2) Second-stage: In the second stage, the decoder performs
a bi-directional decoding process, adding higher-order error
correction terms to decode the message bit. Similar to single-
stage decoding, the idea is that the sum of one-time-step
parity bits (y;4+1.1 + ¥i+1,2) corrects large phase 2 noises with
different signs at time ¢, while the sum of two-time-step parity
bits (yi4+2,1 + Yit+2,2) prevents perturbations from same-sign
phase 2 noises at 7 4+ 1. Additionally, we consider the sum
of three-time-step parity bits (y;43,1 + ¥;+3,2) to account for
potential entanglement. As shown in Fig. [6] the forward pass
adjusts the decoding of subsequent bits, which incorporates
information from time 7 + 3. However, as shown in Table
V] extending the single-stage decoding from dec 3 to dec
4 yields negligible performance improvement. This highlights
the necessity of the forward and backward pass to adjust the
over-correction. We denote the forward direction state as ““fw”
and the backward direction state as “bk” using subscripts 7 for
each time step and ¢ for different states. In the following, we
do not require the positivity of the learned parameters.

In the forward direction, we assess whether prolonged
noise events induce type 3 or type 4 error corrections. This
assessment involves comparing forward decoding outcomes by
adjusting the sum of two-time-step parity bits: either adding
or subtracting this sum (y;1+21 + Yi+2,2), and evaluating the
resulting differences to determine their effects.

3
fwiq = tanh (Z Bawip — Baa(Wivr1 + Yit1,2)
p=1

—Bq.5Wit2,1 + Yiv2,2) — Bg.6(Yirs1 + yi+3,2)>
We compare the decoding results using the formula:

Afwig = Va1 fwit1 +vg2fwi2 + 743 w3

where ¢ € {1,2,3}. If no type 3 or type 4 errors occur,
adding or subtracting the sum of two-time-step parity bits
(third-order error correction of b;) will yield nearly identical
decoding results for b;. Therefore, Ay, ; 4, Which denotes the
difference in the outcome of forward states, will be negligible,
approximately 0. If b; exhibits type 3 (or type 4) noise
events, the decoding results will differ significantly with or
without third-order error correction. Therefore, A t,, ; > 0 (or
Atyw,i < 0) will have an extreme positive (or negative) outlier,
which will be passed to the subsequent bit to prevent over-
correction, as depicted in Fig. [f] This leads to the formation
of new forward “beliefs” regarding the subsequent bits:

fwl-H_’q = tanh (tanh—l(waLq) + A/-u,f,;_q)

In the backward direction, backward decoding results are
similarly compared by adjusting the sum of one-time-step



parity bits (y;41,1 + ¥i+1,2) to determine whether to signal
the previous bit:

3
bkiﬂ = tanh (Z “1/’))(1_’1)91‘7;0 — ‘3(1,/1(];1‘4_1,1 + yi+172)
p=1

—Ba5Wira1 + Yir22) — Be6(Yirs1 + y¢+3,2))
Apkig =Vq,10ki4 4 74,20k 5 + 74,3bki 6

where ¢ € {4,5,6}. If b; exhibits no type 1 or type 2
errors, adjusting (adding or subtracting) the sum of one-time-
step parity bits (second-order correction) has minimal effect
(Apk,i,q is small). However, with type 1 or type 2 errors, this
adjustment significantly alters the decoding results, resulting
in a large positive or negative Ay, ; that will be passed to the
previous bit for further refinement (see Fig. [5). The updated
backward “beliefs” on the previous bit are expressed as:

bk;;._l,q = tanh (tanh_l(bki_m) + Abk:,i,q)

Interestingly, the decoding process gathers information
from surrounding bits (through forward and backward
passes) to mitigate over-correction. Consequently, we com-
pute a linear combination of updated forward and backward
beliefs to obtain a soft output, which is subsequently thresh-
olded to derive our estimated bits:

13-—{0 if D; < 0.5,
ot

if D; > 0.5.
where 7, represents learned coefficients.

We evaluate various decoder architectures with a fixed
encoder, specifically interpretable enc 3, as shown in Table
The results show that the two-stage dec 4 mitigates
over-correction and achieves comparable BER performance
to the deep learned decoder with 5 hidden states, which is
significantly better than the single-stage decoder.

3 4 6 /
Di =0 (Zq:l 7.flfwi,q + Zq=4 7.flbki,q>

Encoder Decoder BER SNR; 0dB
interpret. enc 3 | interpret. dec 2 single-stage | 7.468e — 05
interpret. enc 3 | interpret. dec 3 single-stage | 3.292e — 05
interpret. enc 3 | interpret. dec 4 single-stage | 2.906e — 05
interpret. enc 3 | interpret. dec 4 two-stage 8.587¢ — 06

TABLE IV: BER performance of different decoders (noiseless
feedback).

In conclusion, the (enc 3, dec 4) two-stage interpretable
model establishes longer dependencies between codewords
and incorporates information from surrounding bits through
forward and backward passes.

C. Noisy Feedback

In this subsection, we extend our interpretable model
to the noisy feedback case. We begin by investigating
the pruning effect on the learned parameters of the en-
coder RNN in Deepcode, which has 7 hidden states, across
various feedback SNRs. The RNN is defined as h; =
tanh(WhpPi + Wunh, 1 + b), where Whp, Wy, are the

learned parameter matrices and b is the bias. The input P; is
of size four, containing message bit b;, phase 1 noises n; +7n;
and delayed phase 2 noises 7;_1,1+7n;—1,1 and n;_1 o+7;_1 2.
Pruning involves sequentially setting learned parameters with
smaller absolute values to 0.

As shown in Fig. [/] for all feedback SNRs, the maximum
acceptable pruning level for the input-to-hidden parameter
matrix Wy, is 50%; exceeding this limit significantly worsens
BER performance. However, as the feedback becomes noisier,
pruning the hidden-to-hidden parameter matrix Wy has
less impact on BER performance. This suggests that when
feedback is less reliable, the encoder incorporates it to a lesser
degree in the parity bits.

7 hidden states RNN: Whp . 7 hidden states RNN: Whp

BER
BER

—e— noiseless
- SNRy, 20dB
~®— SNRy 10dB

e —e—o—0
—e— SNRp, 3dB

—¥— /noiseless
SNR# 20dB

E ~~%— SNRg 10dB
—=— SNRg 3dB

108
0 10 20 30 40 50 60 70 80 90
Prunina Parameters Percent(%)

0 10 20 30 40 50 60 70 80 90
Prunina Parameters Percent(%)

Fig. 7: BER Performance of Pruning in Deepcode with 7
hidden states (SNR; = 0dB, noisy feedback)

Through pruning and outlier analysis, we observe that the
difference in the interpretable model between noiseless and
noisy feedback is in the first-order error correction component.
Unlike noiseless feedback with fixed knee points at the origin,
noisy feedback exhibits varying knee points based on the
message bit b;, as noted in [1]]. Therefore, in the case of noisy
feedback, the first-order error correction is:

If b7 = 0, (le + ’fl,‘, + )\1)]1(7(21)1 — 1)(717 + 7~'L1' + )\l))
Ifb, =1, (nl +n; — )\2)]1(—(21)1' — 1)(711 +n; — )\2))

where \; and A, are learned parameters. As the feedback
becomes noisier, outliers in second-order and third-order error
correction will increase due to more frequent noise events.

IV. EMPIRICAL RESULTS

In this section, we discuss the training and results of the
interpretable modelsE] with noiseless or noisy feedback. During
training, we optimize all model parameters by minimizing the
BCE across different forward or feedback SNRs. Our imple-
mentation is in PyTorch, while the original Deepcode with 50
hidden states is implemented in TensorFlow. Compared to the
original Deepcode with over 65,000 parameters, the (enc 3,
dec 4) two-stage model has 90 parameters with fixed knee
points (92 with varying knee points), including 12 for power
allocation. This makes the interpretable model significantly
more computationally efficient.

The BER performance with noiseless feedback is illustrated
in Fig. The results indicate that the (enc 3, dec 4) two-
stage interpretable model outperforms the (enc 2, dec 2)

4Our code: https://github.com/zyy-cc/Deepcode- Interpretable- higher


https://github.com/zyy-cc/Deepcode-Interpretable-higher

single-stage model at low forward SNRs. However, at SNR ¢
—1dB, it remains inefficient in handling significant noise levels
compared to Deepcode with 50 hidden states. Conversely, at
high SNR ; 2dB, the (enc 3, dec 4) two-stage model is inferior
to the (enc 2, dec 2) single-stage model, which we suspect is
due to either a) that training a model with more parameters
becomes challenging at high SNR when there are fewer errors,
b) long-dependency is not needed at high SNR, as lower-order
error correction adequately handles noise for correct decoding.

10~2
10—3 4
1074
1075
o
w 107° 4
m
10°7 4
—e— 5 hidden states, Pytorch Deepcode
1078 4 7 hidden states, Pytorch Deepcode
—e— 50 hidden states, TensorFlow Deepcode
10-? 1 —e— (enc 2, dec 2) single-stage fixed knee
—4— (enc 3, dec 4) two-stage fixed knee
10-10 T T T T

-1 0 1 2

SNRf= — 10log;, 07
Fig. 8: BER performance (noiseless feedback) as a function
of the forward SNR.

Fig.[9]shows the BER performance for AWGN channel with
noisy feedback. At high SNR;, the (enc 3, dec 4) two-stage
interpretable model outperforms the (enc 2, dec 2) single-stage
model. As the SNR y;, decreases, all models converge to similar
BER performance due to less reliable feedback. Interpretable
models with varying knee points slightly outperform those
with fixed knee points due to their increased flexibility in
transmitting phase 1 noise based on the condition of the
feedback channel.

102

BER

1073 § 5 hidden states, Pytorch Deepcode
(enc 2, dec 2) single-stage fixed knee
(enc 2, dec 2) single-stage varying knee
7 hidden states, Pytorch Deepcode

(enc 3, dec 4) two-stage fixed knee
(enc 3, dec 4) two-stage varying knee
50 hidden states, TensorFlow Deepcode

REREX
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Fig. 9: BER performance (SNR; = 0dB, noisy feedback) as
a function of the feedback SNR

V. CONCLUSIONS

We present an (enc 3, dec 4) two-stage interpretable model,
which improves BER performance over our previous (enc 2,

dec 2) single-stage model. The encoder uses higher-order error
correction for longer noise events, while the decoder employs
bidirectional passes to reduce over-correction. One key take-
away from our interpretable model of Deepcode is that it
cleverly performs error correction within the structure enforced
by Deepcode’s architecture (two-phases, rate 1/3, feedback
encoder RNN and bidirectional GRU decoder structures). The
decoder essentially works by trying to subtract off the noise
of the first uncoded transmission phase; the encoder codes
information in order to help it do so. The decoder adds or
subtracts parity bit pairs, but in doing so additional noise terms
may be added, and those are corrected by subsequent parity
bits. The challenge lies in cleverly combining the decoding
and error correction of bit b; with those of bit b;_; and bit
b;+1 (and so on) for longer and longer sequences of noises and
memory indicated by the encoder — this is enabled through a
two-stage decoder where forward and backward adjustments
identify error types and prevent over-correction. In short, more
hidden RNN states appear to equate with longer memory
lengths and longer sequences of error correction, or higher
order error correction.
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