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Abstract: Edge computing has much lower elasticity than cloud computing because cloudlets have
much smaller physical and electrical footprints than a data center. This hurts the scalability of
applications that involve low-latency edge offload. We show how this problem can be addressed
by leveraging the growing sophistication and compute capability of recent wearable devices. We
investigate four Wearable Cognitive Assistance applications on three wearable devices, and show
that the technique of offload shaping can significantly reduce network utilization and cloudlet load
without compromising accuracy or performance. Our investigation considers the offload shaping
strategies of mapping processes to different computing tiers, gating, and decluttering. We find that
all three strategies offer a significant bandwidth savings compared to transmitting full camera images
to a cloudlet. Two out of the three devices we test are capable of running all offload shaping strategies
within a reasonable latency bound.

Keywords: computer vision; machine learning; offloading; cyber foraging; wearable computing;
mobile computing; edge computing; IoT; cloudlet; augmented reality

1. Introduction

Offloading compute-intensive operations at low latency from underpowered wearable
devices over a wireless network to a nearby cloudlet was one of the original motivations
for edge computing [1]. Today, it continues to be an important driver of edge computing,
but faces the challenge of limited elasticity. A cloudlet is designed for a much smaller
physical and electrical footprint than a cloud data center. Hence, modest load spikes
can overwhelm a cloudlet and its wireless network. Since low end-to-end latency is non-
negotiable for many edge-native applications [2], shifting load to the cloud is not feasible.
Techniques that reduce the average utilization of shared resources for edge offload are
therefore valuable.

These techniques, known as offload shaping, were proposed by Hu et al. [3] in 2015.
That work presented empirical evidence that many instances of offloading are wasted
work because of imperfect real-time sensing (e.g., blurry image capture or near-duplicate
frames). Offload shaping eliminates resource consumption by useless work via early
discard in the processing pipeline that starts at the wearable device. Hu et al. showed that
offload shaping was possible, even with the limited capability of wearable devices, and it
significantly reduced the utilization of shared resources.

We extend the concept of offload shaping by leveraging the growing compute ca-
pability of recent wearable devices. We observe that on-device hardware accelerators
for tasks such as deep learning inference [4], super-resolution [5], and scene analysis [6]
have emerged. The Magic Leap 2 is advertised as having a “14 core computer vision
processing engine”. Google states that its Glass® Enterprise Edition 2 uses a Qualcomm®

SnapdragonTM XR1, which includes an artificial intelligence engine (Qualcomm is based
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in Santa Clara, CA, USA). At the same time, we observe that the complexity and resource
demand of the end-to-end processing pipelines have also grown (e.g., because of larger
deep neural networks (DNNs)).

We explore offload shaping in the context of Wearable Cognitive Assistance (WCA) ap-
plications for assembly tasks. Originally described in 2014 [7], this genre of applications
has emerged as a “killer app” for edge computing because (a) they transmit large volumes
of video data from device to cloudlet; (b) they have stringent end-to-end latency require-
ments; and (c) they make substantial compute demands of the cloudlet, often requiring a
GPU. A WCA application runs on a wearable device such as Google Glass® or Microsoft®

Hololens®, leaving the user’s hands free for task performance (Google is based in Moun-
tain View, CA, USA. Microsoft is based in Redmond, WA, USA). It provides visual and
verbal guidance and error detection for a user who is performing an unfamiliar task. We
investigate four WCA applications on three wearable devices: Google Glass® Enterprise
Edition 2, Vuzix Blade® 2, and Magic Leap 2 (Vuzix is based in Rochester, NY, USA. Magic
Leap is based in Plantation, FL, USA).

The main contribution of this work is a study of the different aspects and metrics of
offload shaping. First, we show that pipelines of DNNs, rather than standalone DNNs,
are required for accurate computer vision for WCA. Next, we examine three techniques
for offload shaping; split computing, gating, and decluttering. For each, we measure the
change in inference time, accuracy, network utilization, and power consumption across a
diverse set of wearable devices. Some of these metrics show clear wins for offload shaping,
while others do not. The savings that are achievable varies across devices, but the concept
of offload shaping is robust. We argue that offload shaping is thus a valuable technique
for reconciling the conflicting demands of scalability and end-to-end performance for
WCA tasks.

The rest of the paper is organized as follows. Section 2 provides the Background and
Related Work. Section 3 describes the four WCA applications studied in this work, and the
computer vision pipelines associated with them. Sections 4–6 describe the three strategies
for offload shaping we examined, and they present the main experimental results of this
paper. Section 7 concludes the paper.

An earlier version of this work was published in a conference paper [8] that lacked
much of the data analysis presented here. The conference paper also did not contain any of
the work on offload shaping or decluttering.

2. Background and Related Work
2.1. Computing Tiers

The modern computing landscape has been described as a tiered model [9]. Tier-1 is
the cloud, which consolidates large numbers of servers into single data centers. The cloud
benefits from economies of scale. Electrical infrastructure, cooling facilities, and main-
tenance staff are leveraged efficiently because there are many servers in a data center.
In addition, individual applications can scale to run on different numbers of servers as
demand for these applications changes. Data centers also offer large amounts of storage.

Cloud data centers take up a lot of space, and they are often located far away from
sensors, mobile devices, and end users. Tier-2 servers, also called cloudlets, are distributed
so that there is likely to be a tier-2 device in close network proximity to end users and
sensors that are producing large volumes of data. The tier-2 devices are less powerful than
the devices in tier-1. The lack of consolidation makes it more expensive to maintain, cool,
and power tier-2 devices. However, the close network proximity enables low latency and
high bandwidth network connections between tier-2 devices, sensors, and end users.

Tier-3 devices include mobile phones, smart glasses, and internet-connected cameras.
These devices are typically capable of modest computations, but they are often limited by
size, weight, and power constraints. Tier-3 devices often have to transmit data to tier-1 or
tier-2, and computationally intensive operations must be run there.
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2.2. Partitioning Offloaded Computation

How to partition a processing pipeline so that its lightweight head executes on a
mobile device, and its heavyweight tail executes in the cloud or on an edge computing
node (cloudlet), is a hot topic today [10–16]. The partitioning is called split computing (SC)
in the current literature.

The essence of SC, partitioning a processing pipeline, has deep roots that reach back
to the very first use of offloading to amplify the capabilities of a mobile device [17]. This
work described how a speech recognition application was modified to operate in one of
three modes. In one of the modes, a prelimary phase of speech processing was done locally
(i.e., the “head”), and the extracted information was shipped to a remote server for the
completion of the recognition process (i.e., the “tail”). For certain combinations of network
bandwidth and device/server capabilities, this split offered lower end-to-end latency than
fully local or fully remote execution.

In 1999, Flinn et al. [18] showed how SC could extend battery life. Abstracting and
generalizing from these efforts, the concept of “cyber foraging” was introduced in 2001 [19].
Today, we use the term “offloading” instead of “cyber foraging”. Building on this foun-
dational work, the period from 2001–2008 saw vigorous research activity [20–28]. Flinn’s
survey [29] provides a detailed account of these efforts. Between 2009 and 2015, MAUI [30],
Odessa [31], CloneCloud [32], and COMET [33] explored programming language and
virtual machine support for offloading.

In 2015, Hu et al. [3] introduced offload shaping:

“. . . we show that it is sometimes valuable to perform additional cheap
computation, not part of the original pipeline, on the mobile device in order to
modify the offloading workload. We call this offload shaping. We show that
offload shaping can be applied at many different levels of abstraction using a
variety of techniques, and that it can produce significant reduction in resource
demand with little loss of application-level fidelity or responsiveness”.

The “cheap computation” mentioned above can take many forms, including blur
detection using vision algorithms [34,35], IMU-based blur detection, and perceptual hash-
ing [36–38] to detect nearly similar frames for deduplication. Although the head algorithms
explored by Hu et al. did not include DNNs, the 2018 extensions of this concept by Wang
et al. [39] used DNNs at the head to implement the early discard of video frames. The head
DNN is cheap but not very accurate; the DNN at the cloudlet (tail) is far more accurate.
Together, the cascaded pair of DNNs achieve good precision and recall.

The DNN-centric focus of SC for mobile devices began in 2017, with Kang et al. [40].
Couper, a 2019 system by Hsu et al [12], showed how production DNNs could be optimally
sliced for SC in different hardware settings. MARVEL [41] is a latency-sensitive mobile
augmented reality (MAR) system that computes optical flow on a mobile device and
offloads more computationally intensive tasks to the cloud. Liu et al. [42] developed a
system that runs object detection on a server, but runs tracking and rendering on the
mobile device to compensate for the latency added by network communications. A 2022
survey [16] highlights recent work in this space since 2019.

2.3. Wearable Cognitive Assistance

Wearable Cognitive Assistance (WCA) refers to a class of cyber-human systems that
have the “look and feel” of AR, but use compute-intensive AI algorithms such as computer
vision based on machine learning (ML) in their time-critical execution paths. An application
of this genre combines a wearable device such as Microsoft Hololens or Google Glass (tier-3)
with edge computing (tier-2) to offer real-time task-specific guidance. The tasks can span a
wide range, from assistive guidance for a visually-impaired user to the assembly or repair
of a complex mechanical artifact. The role of the AI algorithms is to track progress through
the task, verify the correct execution of steps, and offer the timely detection and correction
of errors as they occur [7,43,44]. Table 1 shows three example WCA applications.
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Table 1. Examples of WCA applications. The Lamp is closest to the applications considered in this
paper.

App Example Input Description

Face Whispers name of a familiar person whose name you can-
not recall. Detects and extracts a tightly-cropped image
of face, and then applies a face recognizer.

Pingpong Tells novice to hit ball to the left or right, depending on
which is more likely to beat opponent.

Lamp Guides a user in assembling a table lamp from an IKEA
kit. Gives video and verbal guidance for next step.

2.4. WCA Latency Bounds

Chen et al. [43] conducted user studies to determine acceptable latency bounds for
WCA applications. They found tight and loose latency bounds, which they describe as
follows:

“The tight bound represents an ideal target, below which the user is insen-
sitive to improvements, as measured, for example, by impact on performance
or ratings of satisfaction. Above the loose bound, the user becomes aware of
slowness, and user experience and performance is significantly impacted”.

The tight latency bound for an assembly application was 600 ms, and the loose bound
was 2700 ms.

3. Image Processing in WCA

We developed four WCA applications, that each assist users with a different assembly
task. Table 2 lists these application and describes the tasks they assist with. Each application
determines progress on the task using DNN computer vision models, fine-tuned for the
specific task. We collect separate training images for each application, that depict every step
of the assembly task. We label each image to indicate the step of the task that is displayed,
and draw a bounding box around the section of the image that contains the object being
assembled. We also collect and label separate sets of test data to evaluate the accuracy of
the DNN models.

Table 2. The four WCA applications we developed.

Name Description

Stirling Assemble a heat engine from metal parts
Meccano Build a model bike from metal parts
Toyplane Build a model helicopter from 3D printed plastic parts
Sanitizer Assemble a sanitizer for a smartphone from metal and plastic parts

For each task, we had one class for each step of the task. A class in our dataset
represents a step of the assembly process, rather than a different type of object.

DNNs with low accuracy will result in a poor user experience. When a frame is mis-
classified, an application either fails to recognize that the user has successfully completed a
step, or it detects that a step has been completed when it has not and gives the user a new
instruction prematurely.
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3.1. Standalone DNN

We train and test standalone DNNs on the data that we collected for each application.
These include both image classifiers and object detectors. Image classifiers are given an
image, and we assign a label indicating the type of object that is shown in the whole image.
When training our image classifiers, we ignore bounding box labels and just train the
models using class labels. The image classifiers we tried were Resnet 50 [45] and Fast
MPN-COV [46]. Object detectors can find multiple objects present in an image, as opposed
to just one. They return bounding box coordinates and class labels for each object present
in an image. We evaluate the Faster R-CNN [47] and EfficientDet [48] object detectors.
Our evaluation looks at three different versions of EfficientDet. EfficientDet-Lite0 has the
smallest number of learned parameters, and EfficientDet-Lite2 has the largest number of
learned parameters. Table 3 lists the two image classifiers and the two object detectors that
we tested.

Table 3. The DNN models used and the types of devices they can be run on.

Name Type Supported Hardware Type

Resnet 50 Image Classifier Server and Mobile
Fast MPN-COV Image Classifier Server
EfficientDet Object Detector Server and Mobile
Faster R-CNN Object Detector Server

We train and test DNNs on data specific to each application. Each image contains
exactly one instance of the object being assembled. We compute Top-1 accuracy for the
image classifiers by comparing the highest confidence label from the model with the ground
truth label assigned for the image. Top-1 accuracy is computed for the object detector by
comparing the class label of the object that the model detected with the highest confidence
score and the ground truth class label. The bounding box coordinates returned by the object
detector are ignored, because the applications do not need to know the location of the object
being assembled. They just need to know the step of the assembly task that is shown in an
image. Figure 1 shows the accuracy of standalone DNN models for all four applications.
For each application, a single accuracy score is computed across all test data. The test data
for a given application will include images of every step of the task. All models achieve
under 80% for three out of four WCA applications. This suggests that a standalone DNN
is insufficient.

Meccano Stirling Sanitizer Toyplane
0

20

40

60

80

100

Ac
cu

ra
cy

 (%
)

Resnet 50
EL0

EL1
EL2

Fast MPN-COV
Faster R-CNN

Figure 1. Top-1 classification accuracy for standalone DNN models. This is the percentage of images
that the model classified correctly. EL means EfficientDet-Lite.
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3.2. Pipeline

In an attempt to increase accuracy, we use a two stage process inspired by Gebru
et al [49]. An object detector first finds the region of an image that contains the section
of the object that the user is currently assembling. The application then crops the image
around this region, and then determines the step of the task that is shown, using an image
classifier. As with the standalone DNN implementations of our applications, the image
classifier has one class for each step of the task. This process is depicted in Figure 2.

Find object location

Determine 
step

Figure 2. The two stage process our applications use to determine the step of an assembly task that is
shown in an image.

In order to train the object detectors to find the region of an image containing the
assembly object, without identifying the step of the task that is being displayed, we modified
our labels such that every bounding box gets assigned to the same class. Rather than
determining bounding box coordinates, and the step of the task, the object detectors in our
pipeline found bounding box coordinates and assigned every bounding box to the same
class label.

The image classifiers in our pipeline were trained on cropped images with class labels.
We generated training data for our image classifiers by cropping the original images in our
dataset using the labeled bounding boxes. Only the part of the image inside the bounding
box remained after this process. However, the original class labels for each step of the task
were left alone. They were not merged into a single class, as they were in the training set
for the object detectors. This allows the image classifiers to classify cropped images, rather
than the original full images that also contained part of the empty table around the object
that was being assembled.

In this way, we were able to train object detectors that found the region of an image
containing an assembly object, and image classifiers that determined the step of an assembly
task that is shown in a crop. We trained the object detectors Faster R-CNN [47] and
EfficientDet [48] and the image classifiers Resnet 50 [45] and Fast MPN-COV [46].

We test the pipelines of models trained for each application on the test set for that
application; the results are shown in Figure 3. The pipeline consisting of Faster R-CNN and
Fast MPN-COV achieves the highest accuracy for all applications except Stirling. The best
pipeline outperforms the best standalone DNN for all four applications.
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Figure 3. Top-1 classification accuracy for pipelines. EL means EfficientDet-Lite. R means Resnet.
FMC means Fast MPN-COV. FRC means Faster R-CNN.

4. Mapping Processing to Computing Tiers

All of the models and pipelines described in Section 3 can be run on a cloudlet, with the
applications implemented as thin clients. However, cloudlets are a limited resource [50].
Heavy cloudlet load limits the number of other users that can share the cloudlet. We
thus examined how wearable devices can reduce the amount of processing on cloudlets.
Network bandwidth is also a shared limited resource. Our experiments examine how
running some computations locally, instead of offloading them to a cloudlet, can reduce the
amount of bandwidth used by WCA applications. Figure 4 shows the three partitioning
strategies we explore.

Fully Local

Mobile Device

Object Detector

Image Classifier

Split 
Computing

Mobile Device

Object Detector

Cloudlet

Image Classifier

Images Cropped 
around subassembly

Thin Client

Mobile Device Cloudlet

Image ClassifierUncropped Images

Object Detector

Figure 4. Implementation options for WCA.

4.1. Fully Local Computation

Carrying out all computations locally avoids consuming any cloudlet resources or
network bandwidth. Unfortunately, fully local computation limits an application’s image
processing capabilities to what the wearable devices are capable of running. In addition,
the battery in the devices must power all of these computations. We run experiments to
find the accuracy, inference time, and power consumption for models running directly on
wearable devices. This indicates whether or not it is practical to run all computations for
WCA applications locally on the wearable device.
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EfficientDet and Resnet 50 can be run on Android devices using PyTorch Mobile and
TensorFlow Lite. However, Fast MPN-COV and Faster R-CNN cannot currently run on
mobile devices [51,52]. All of our pipelines that run locally on the wearable devices were
thus limited to using EfficientDet and Resnet 50.

4.2. Thin Client

Offloading all computations to a cloudlet allows us to process images using Faster
R-CNN and Fast MPN-COV, which enables us to use the most accurate pipelines graphed
in Figure 3. We measured the inference time and power consumption of a thin client that
offloads all computations to a cloudlet. We implemented a flow control mechanism in the
thin client that only allows the client to send one image to the cloudlet at a time. After the
client sends an image to the cloudlet, the client waits to receive the result of processing that
image before the client sends the next image. This prevents a buffer of stale frames from
building up on the cloudlet while the cloudlet is busy processing a frame. Figure 5 shows
this topology.

In a real application capturing live data, frames captured by the camera, while the
server is busy processing data, will be dropped. This approach is used by Ha et al. [7].
However, our applications process existing sets of images, so they do not drop any frames.
They simply wait until the server finishes processing a frame and then transmit the next one.

The wearable devices were Internet-connected via Wi-Fi, while the cloudlet was
Internet-connected via 1 Gbps Ethernet. Figure 5 shows this topology. The ping time
between the wearable device and the cloudlet was under 5 ms. The cloudlet had an Intel®

Xeon® Processor E5-2699 CPU and an Nvidia® GeForce® GTX 1080 Ti GPU (Both Intel and
Nvidia are based in Santa Clara, CA, USA).

Mobile 
device Internet Cloudlet

Wi-Fi
Access
Point

Figure 5. The network connecting wearable devices to the cloudlet. Solid lines represent a wired
connection. The wearable device and cloudlet are in close network proximity to each other.

The thin client experiments represent the best case scenario: a user with a high
bandwidth and low latency connection to a server with a GPU. The wearable device can
offload all expensive computations to this server. This saves power on the wearable device,
and supports compute-intensive DNNs. Our thin client experiments achieve the highest
accuracy and the lowest possible execution time and device power consumption.

4.3. Split Computing

Split computing is a form of offload shaping to reduce network bandwidth and/or
cloudlet resource usage. Preprocessing on the wearable device can reduce the amount of
data that must be sent to the cloudlet, and/or replace some work that would have been
done on the cloudlet.

As we showed in Section 3, a standalone object detector or image classifier is not suffi-
cient for our applications. In addition, implementing the pipeline described in Section 3.2
using an object detector that is split across a client and a cloudlet is impractical. A split
object detector has a head DNN which outputs an embedding that is sent to the cloudlet.
The cloudlet feeds this embedding to the split object detector’s tail, and the tail’s output just
contains the bounding box coordinates and class labels for the detected objects. There is no
way for the cloudlet to obtain a cropped image from the original embedding that was sent
to the cloudlet. Our application would either have to send the entire image to the cloudlet
along with the embedding, or it would have to send the bounding box coordinates back to
the wearable device and have the wearable device send the cropped image in some form
to run the classifier on the cloudlet. The former approach eliminates all of the bandwidth
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savings that split computing offers, while the latter approach requires a second round trip
to the wearable device, which increases latency.

One possibility is running an object detector on the wearable device, cropping the
image there, and then feeding the cropped image to a split image classifier. However, this
requires running both the object detector and the head of the split image classifier on the
wearable device. We instead opt to run just the object detector on the wearable device,
transmit the cropped image to the cloudlet, and run the full image classifier there. This
allows us to use the Fast MPN-COV image classifier, which cannot be run on a wearable
device. In addition, it saves the wearable device from having to run the head of a split
image classifier. This relatively simple implementation of split computing does not require
ML expertise in DNN splitting. Can such a simple implementation still offer a significant
bandwidth savings without unreasonably harming battery life or classification accuracy?

4.4. Results

Classification accuracy, inference time, and power consumption all impact a user’s
experience with a WCA application. A model with low accuracy might result in the
application failing to recognize a completed step, or prematurely giving the user a new
instruction. High inference time results in a large delay between a user completing a step
and the application providing the next instruction. High power consumption will drain the
wearable device’s battery quickly. The experiments in this section measure these quantities
for fully local execution, thin clients, and split computing.

4.4.1. Classification Accuracy

Figure 6 presents the highest accuracy possible for each implementation type, based
on the data from Sections 3 and 4.4.3. The best performance for three out of our four
applications is achieved by the thin client, which requires offloading all computations to
a cloudlet.

4.4.2. Bandwidth Savings

The bandwidth savings percentages we achieved by transmitting cropped images
instead of uncropped images are presented in Figure 7. These values were calculated using
the formula in Figure 8.

The bandwidth savings achieved is content-dependent. The distance between the
camera and the object being assembled will change how large an object appears in the
image, and this will directly impact the number of bytes required to transmit the cropped
image. The bandwidth savings of techniques such as image compression or DNN-based
split computing vary less based on the specific content in an image.
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Fully Local Split Computing Thin Client

Figure 6. Classification accuracy for the best performing pipeline in each setting.
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Figure 7. The bandwidth saved by transmitting cropped images compared to sending uncropped
images. Images were cropped around the bounding boxes returned by EfficientDet-Lite0. Higher
values represent more bandwidth savings.

Bytes for full images − Bytes for cropped images
Bytes for full images

Figure 8. The formula for bandwidth savings. Higher values represent more bandwidth savings.

Transmitting cropped images requires less than 50% of the bandwidth that the un-
cropped images require, for all of our datasets. The savings are over 90% for the Sanitizer
dataset. In many cases, these significant bandwidth savings are worth the reduction in ac-
curacy that comes along with using split computing instead of offloading all computations.

4.4.3. Inference Time

We measured image processing times for pipelines running directly on the wearable
devices. We carried this out by storing our test set on the devices and running code that
looped through each image. Inside the loop, our code ran the pipeline of models that was
being timed. The code logged the elapsed time every 20 frames, based on Android’s uptime
counter. The elapsed times were divided by 20, to obtain the per-frame inference time. Each
pipeline was run for five minutes. Figure 9 shows our results.

Google Glass Magic Leap Vuzix Blade
0
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Tight latency bound

Loose latency bound

EL0 and R50
EL1 and R50
EL2 and R50

Figure 9. Single-frame inference time for fully local computation. EL means EfficientDet-lite. R50
means Resnet 50. The dashed lines represent the latency bounds from Section 2.4.

Table 4 lists the largest pipeline that meets the latency bounds from Chen et al. [43]
on each device. The accuracies of each pipeline, for all applications, are graphed in
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Figure 3. There is a large gap between the accuracy of the pipeline that can meet the latency
bounds and the accuracy of the most accurate pipeline for most device and application
combinations. This indicates that fully local computation is not an acceptable strategy in
most of our cases.

Table 4. The largest pipeline that meets tight and loose latency bounds. “Largest” refers to the
number of parameters used for the pipeline’s version of EfficientDet.

Tight Bound Loose Bound

Google Glass® EfficientDet-Lite0 and Resnet 50 EfficientDet-Lite2 and Resnet 50
Magic Leap EfficientDet-Lite2 and Resnet 50 EfficientDet-Lite2 and Resnet 50
Vuzix Blade® None EfficientDet-Lite1 and Resnet 50

Inference time measurements for thin clients are shown in Figure 10. These measure-
ments include the time to transmit images to the cloudlet, process them there, and then
transmit the results back to the wearable device. As with our other time measurements,
the applications were run for five minutes, and elapsed time was recorded every 20 frames.
These values were well below the tight latency bounds on all three devices. The thin client
offers the highest possible accuracy and the lowest inference time. However, it consumes
the largest amount of bandwidth and cloudlet resources.

Google Glass Magic Leap Vuzix Blade
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Figure 10. Single-frame inference time for the thin client on each device.

Figure 11 graphs the per-frame inference times of our split computing pipelines, across
all three devices. As with accuracy, the inference time for split computing is in between
fully local computations and the thin clients. The pipeline that uses EfficientDet-Lite0 runs
on the Google Glass within the tight latency bound from Chen et al. [43]. The pipeline that
uses EfficientDet-Lite1 is almost under the tight latency bound when run on Google Glass.
All three pipelines run within the tight latency bound on Magic Leap. However, none of
the pipelines run within the latency bound on Vuzix Blade.

4.4.4. Power Consumption

We measure how much power each device uses while running the pipelines fully
locally in a loop. As with our previous experiments, we run each pipeline for five minutes.
None of these devices have user serviceable batteries, so we cannot measure power con-
sumption based on the current and voltage supplied to the device by its charger. Instead,
we run our code with the devices unplugged, and query for current and voltage readings
from Android, using the BatteryManager class. We multiply the voltage and current to
compute power. Our code contains a background thread which logs the current and voltage
every 100 ms.
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Figure 12 shows the power values for each pipeline, running on all three devices.
The baseline measurements were recorded for an application that shows empty Android
activity, but do not carry anything out aside from recording current and voltage values in a
background thread.
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Figure 11. Single-frame inference time for split computing pipelines.
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Figure 12. Average power consumption for fully local execution. These measurements are recorded
while the wearable device is running the full pipeline. The baseline application does not carry out
any computation.

The Magic Leap 2 consumes over 15 watts running the baseline application. The
device’s depth sensors or spatial mapping code might have been responsible for a lot of
this. None of the pipelines increase the Magic Leap 2’s power usage by more than 25%
of the power consumed by the baseline. The most dramatic increase over baseline power
usage is for EfficientDet-Lite0 and Resnet 50 on Google Glass, with an average power usage
of 1.43 Watts. However, this still implies a reasonable battery life. A 3.2 Wh battery can
supply 1.43 Watts for over two hours.

The power consumption experiments for thin clients measure the power consumed on
the wearable device, but they do not measure the power consumed on the cloudlet. These
results are presented in Figure 13. Running the thin client on the Vuzix Blade 2 consumes
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more power than running the baseline application, but less power than running any of the
on-device pipelines. The Google Glass consumes slightly more power running the thin
client as it does when running the on-device pipelines. However, all three of these clients
consume significantly more power than the baseline. The thin client on the Magic Leap
consumes slightly less power than the baseline application. There is not a clear explanation
for this, but the difference is fairly small.
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Figure 13. Average power consumption for wearable devices running thin clients. The thin clients
were only run with a server that processed images using Faster R-CNN and Fast MPN-COV. Thus,
this figure does not contain multiple measurements for different DNNs.

The split computing power consumption measurements are shown in Figure 14. As
with our other power measurements, these measurements were made on the wearable de-
vices and do not include the power consumed by the cloudlet. These power measurements
are similar to our measurements for fully local execution from Figure 12. The increase in
power consumption, above the baseline, is reasonable for all of the three devices running
all of the pipelines we tested.
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Figure 14. Average power consumption of wearable devices running split computing pipelines. An
EfficientDet-lite object detector is run on the wearable device. Then, a cropped image is sent to a
cloudlet, which runs a Fast MPN-COV fine-grained images classifier.
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5. Gating

While running a WCA application, most of a user’s time is spent completing assembly
steps. Applications only need to check if a step has been completed after a user thinks the
step is done. A step cannot possibly be complete while a user is in the middle of working
on it. This section considers modifying applications so that users have a way to indicate
when they believe they have completed a step. This prevents the applications from having
to process any images in between when an instruction is given, and when the user indicates
that they believe that a step is complete. We will henceforth refer to this strategy as gating.
During the periods that applications do not have to process frames, they are not consuming
cloudlet resources or network bandwidth. Gating is thus a form of offload shaping.

When a user indicates they believe a step is complete, the application begins processing
camera images to verify if this is true. If the application determines that the step is in fact
complete, it will give the user the next instruction and then stop processing frames until
the user indicates that the next step has also been completed. If the application determines
that a user was mistaken, and a step has not actually been completed, it will alert the user
of this discrepancy.

The simplest form of gating requires the user to press a button on the wearable device
to indicate that they think a step has been completed. This is trivial to implement. However,
it requires the user to move one hand all the way from the object they are assembling
to the side of their wearable device. An alternative form of gating we implement uses
MediaPipe [53] to determine when a user shows a thumbs up gesture to the camera. The
thumbs up gesture is the user’s way of indicating that they think a step has been completed.
Our last form of gating uses automated speech recognition. The user speaks the words
“ready for detection”, when they believe that a step is complete. This does not require the
user to move their hands away from the object that they are assembling. But it is unlikely
to work well in a noisy environment.

5.1. Experiments

A practical gating method will not significantly increase the amount of time it takes
for a user to complete a task or the amount of power that a wearable device consumes.
In addition, a good gating method will reduce network bandwidth substantially. We
therefore measure the power consumption, task completion time, and bandwidth usage.

We implement four versions of our Toyplane application. The baseline version does
not use gating. The button version has the user press a button to suggest step completion.
The thumbs up version has the user make a thumbs up gesture. The speech version has the
user say “ready for detection”.

We implement speech gating using the PocketSphinx continuous speech recognition
engine [54]. As the Sphinx developers note, their engine does not use state of the art
methods for speech recognition. However, Android does not natively include a continuous
speech recognition engine that third party developers can access. The Azure Cognitive
Services Speech container has to be run on a server [55]. We note that there may exist a
better continuous speech recognition engine that can be run entirely on an Android-based
wearable device.

Three users assemble the toy plane using all four implementations of the Toyplane
application. All implementations are run using a Vuzix Blade 2 headset. The headset
records traces of the user completing the task with each of the applications. We then play
back these traces on all three headsets to measure power consumption, task completion
time, and bandwidth usage. Our playback application processes frames at the rate they
were recorded at. For example, if another wearable device can process a frame with
MediaPipe faster than the Vuzix Blade did when the trace was recorded, the playback app
will pause until it reaches the timestamp when the frame had been processed in the original
trace. This allows us to play back traces in a reproducible way on the Vuzix Blade itself,
as well as other headsets that have faster hardware. Computations for gating (such as



Electronics 2024, 13, 4083 15 of 22

detecting a thumbs up gesture or recognizing speech) were run on the wearable device.
Determining the task step shown in an image was done on the cloudlet.

5.2. Results

Figure 15 presents average power consumption. None of the gating strategies result in
significantly more power being consumed. The button gating consumed less power than
the baseline on all devices. This was likely a result of the large amount of data that was sent
between the cloudlet and the wearable device while the baseline application was running.
The button-based gating application does not require any expensive computations to be
run on the wearable device.
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Figure 15. Average power consumption of wearable devices using different gating options.

Figure 16 shows the average task completion time for each gating strategy. The button
gating adds almost no time to the task. The thumbs up and speech gating lead to a
noticeable increases in average completion time. Thumbs up gating increased average
completion time by over 40%.

Baseline Button Thumbs Up Speech
0

10

20

30

40

50

60

70

80

90

Co
m

pl
et

io
n 

Ti
m

e 
(s

)

Figure 16. Average task completion time for each gating strategy.

Figure 17 graphs average bandwidth savings across our three traces for each gating
strategy. All three gating strategies significantly reduce the bandwidth usage.
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Figure 17. Average bandwidth savings over the baseline for each gating strategy. We computed the
average bandwidth consumed for each gating strategy across all three traces. We next computed
the average bandwidth consumed in the baseline traces, in which no gating was used. We then
computed the savings percentages by plugging these values into the formula in Figure 8. Higher
values represent more bandwidth savings.

5.3. Discussion

The number of users in our study is extremely limited. Although our results are
encouraging, a larger user study must be run to evaluate gating as a strategy for offload
shaping. In particular, the latency bounds from Chen et al. [43] might not apply. Having
to press a button, make a thumbs up gesture, or speak a phrase might change a user’s
tolerance for processing delays. A user study examining how cumbersome users find
different forms of gating would also be of interest. Some users might find it annoying to
have to push a button or say a phrase.

Two of our three users had difficulty getting the application to recognize the phrase
“ready for detection”, unless they spoke in a particularly deep voice. A more advanced
speech recognition engine might not have this problem.

6. Decluttering

Decluttering is an offload shaping technique that finds and removes objects from the
camera image that are not part of the item being assembled. A black box is drawn over
these objects, and then the image is compressed by a JPEG encoder. For a given resolution,
a JPEG encoding of an image with parts blacked out will consume fewer bytes than an
encoding of the original image without parts removed.

The applications detect known objects to filter by running an EfficientDet-Lite0 object
detector [48] that has been trained on the COCO dataset [56]. Our assembly tasks do not
involve any objects that are classes in COCO, so we are able to simply fill in the bounding
boxes with black pixels for all objects that were detected with high confidence. Figure 18b
shows an example of this. After this step, images are compressed using a JPEG encoder,
and then sent to the cloudlet. The cloudlet then runs the Faster R-CNN and Fast MPN-COV
pipeline introduced in Section 3.2.

Our original test sets were uncluttered, so we collect new test sets that contain the
object being assembled along with other objects from the COCO dataset in the background
of the scene. The bandwidth saved using decluttering for this test data is presented in
Figure 19. Decluttering saves over 10% of bandwidth for all four applications, and the
savings on the Sanitizer data was almost 20%. As with split computing, the bandwidth
saved by decluttering is content dependent. The number of objects that are filtered, and the
size they appear in the image, both affect the number of pixels that become colored black.
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(a) Without decluttering (b) With decluttering

Figure 18. The Toyplane being assembled.
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Figure 19. Bandwidth saved by decluttering. Higher values represent more bandwidth savings.

We compare the accuracy for our applications on the new test data, with and without
decluttering. These results are shown in Figure 20. The accuracy is higher when using
decluttering, for three out of four applications. We suspect that this is due to the fact
that our training data did not contain any cluttered images. Decluttering results in lower
accuracy for Stirling, but the difference is only around 1%.
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Figure 20. Top-1 classification accuracy for pipelines with and without decluttering.
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We compare the average latency and power consumption with and without declut-
tering, for all three devices. Average per-frame latency is shown in Figure 21 and average
power consumption is shown in Figure 22. Latency measurements include time for declut-
tering (if applicable), JPEG encoding, network transmission, and processing on the cloudlet.

The per-frame latency when using decluttering on Google Glass was almost under
the tight bound from [43]. It was well under the tight bound on Magic Leap. Decluttering
is thus reasonable on these devices. However, the latency was well above this bound on
Vuzix Blade. Decluttering did not cause a significant change in power consumption on any
device. Power consumption should thus not be a concern when a developer is deciding
whether or not to use decluttering in a WCA application.
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Figure 21. Average per-frame latency with and without decluttering.
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Figure 22. Average power consumption with and without decluttering.

7. Conclusions

We explore the concept of offload shaping for WCA. Our results show that a two stage
pipeline consisting of an object detector and an image classifier is effective in four WCA
applications. A thin client strategy offers the highest accuracy and lowest latency. However,
split computing offers significant bandwidth savings compared to full offloading. Gating
also offers a sizeable bandwidth savings if a developer is willing to have users indicate
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when they believe that a step is complete. Lastly, image decluttering offers bandwidth
savings when there is clutter in the space around the object that a user is assembling.

None of the mobile devices we tested were specifically designed for WCA. All of them
ran the thin clients well. However, once local compute was needed in the critical path of
execution, the result varied dramatically. The Google Glass Enterprise Edition 2 and the
Magic Leap 2 are both capable of running some version of each offload shaping technique
with reasonable latency. Offload shaping thus enables a significant reduction in bandwidth
usage for WCA while the increases in device power consumption and decreases in accuracy
and end-to-end latency are minimal.

Looking to the future, mobile device hardware is likely to improve. More compute-
intensive DNNs for object detection and image classification may also emerge. The accuracy
of DNNs that can be run on future mobile devices within the tight latency bound may
also improve. While it is hard to predict the net effect of all these changes, it is clear that
offload shaping will continue to be valuable. Quantitative comparisons of fully local, split,
and thin client approaches should therefore inform the optimal partitioning strategy at
each point in time.
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