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Abstract—In this work, we propose a distributed time series
forecasting framework for scenarios where multiple computing
nodes collaboratively make predictions using only locally available
data streams. Our proposed framework utilizes a hierarchical
architecture, consisting of multiple /ocal models and a global
model, and provides an efficient training algorithm to achieve high
prediction accuracy. Key features of the framework are: (i) Simple
collaboration, where a carefully designed global model enables the
system to leverage the correlations among different local streams;
(ii) Flexibility, where each node can choose its local model from
a wide variety of prediction models (e.g., RNNs or Transformers)
suitable to its compute resources; (iii) Privacy and communication
efficiency, where messages communicated between the nodes
are low-dimensional embeddings. The proposed approach’s
effectiveness is demonstrated theoretically and numerically using
a number of time series forecasting tasks, with the (surprising)
observation that the proposed distributed models can match or
even outperform centralized ones.

Index terms— Time series forecasting, Vertical Learning,

Distributed Optimization

I. INTRODUCTION

Time series forecasting finds applications in many scientific
fields, including healthcare [1], finance [2], meteorology [3],
and traffic engineering [4], etc. Traditionally, regression-based
approaches have been popular for time series forecasting [5],
[6]. However, the recent success of deep learning architectures
has shown to outperform simple regression methods [7]-[12].
These recent developments along with large-scale and dis-
tributed collection of data demand the development of efficient
distributed time series prediction algorithms. However, there
is a lack of distributed forecasting modules at scale, especially
for the class of problems where each node observes only a
subset of the entire collection of data streams. In this work,
we consider a time series forecasting problem, where multiple
distributed nodes collaborate using their local data streams, to
make both local (e.g., predict street-level traffic volume) and
global predictions (e.g., predict city-level traffic volume).
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Only a handful of works have addressed the problem, and
the proposed learning algorithms are simple extensions of
centralized ones [13], [14]. The existing distributed time
series forecasting algorithms are unsuitable for meeting data
privacy and model flexibility requirements. Key challenges in
developing a distributed time series forecasting system are:
e Each node observes only a subset (i.e., partial dimensions)
of the time series, making learning challenging since the key
to accurate predictions is to utilize correlation among different
local data streams [8]-[10].
e In applications such as healthcare [1], data collected at each
node (e.g., hospital) may contain sensitive information, so
it cannot be directly shared among the collaborating nodes.
Therefore, it is highly desirable that a distributed learning
algorithm can avoid raw data sharing.
e Finally, the existing time series forecasting models lack
theoretically grounded foundations even in centralized settings.
A major obstacle in the analysis of distributed time series
forecasting models arises from the fact that the training does
not follow the standard independent and identically distributed
(i.i.d.) gradient assumptions, thereby leading to biased updates.
In this work, we develop a new framework, diStributed
HierARchical dEcomposition (SHARE) that addresses the
above-mentioned challenges while providing theoretical conver-
gence guarantees. Key to the SHARE is a unique hierarchical
architecture, where a number of local models are built to
process locally observed data streams, while a global model
is designed to fuse the embeddings of the local models.
Specifically, SHARE has the following major benefits:
Flexibility: It endows the local computing nodes the flexibility
of picking their own model architectures so that each local node
can choose from a variety of time series models (e.g., RNN,
CNN), depending on their computing resources as well as the
complexity of the local task. Effective information sharing: A
global model is designed to help fuse the information generated
from the local models, so as to best leverage the correlations
among the data streams. Theoretical guarantees: We model
the sampling of the time series as a Markov chain and show that
the proposed algorithms, when used to train the hierarchical
time series forecasting model, converge to the set of stationary
solutions of the corresponding training problem.
Finally, we note that the applicability of SHARE is much
beyond time series prediction tasks and can be, in fact, used
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to solve general distributed learning problems. Specifically,
SHARE subsumes a number of popular modern distributed
learning systems wherein the feature space of a single
data sample is distributed among the distributed nodes, the
so-called vertical federated learning [15]. Note that SHARE is
substantially different from the standard distributed learning,
or the so-called horizontal federated learning, where each node
observes data samples that share the same feature space.

A. Preliminaries

We consider a distributed learning problem with K nodes.
Each node k € [K] observes a time series x! € R% where
n € N indicates the time index. We represent the global time
series (observed across all the nodes) as x"* € RY, where
d = ZkK:l dp and x" := [(x})T,...,(x%)"]T. Denote a
sequence of multidimensional time series samples as:

x"+2 .,xn+D] eR™P forneN €))

5 P

}—(n o [Xn+1

where D > 0 is time window. Note that each node only
observes a partial time series; we define the next 7 samples as:

yro= X" xR e R form e N, 2)

where 7 is the time horizon of the prediction. The global
task is to use X" to predict a function of y”, denoted as
g(+) : R™™ — Re, which transforms a vector of data points
at a given time to a summary statistics. For example, when
predicting the total traffic across all agents, we have:

K dg

TERES D95 B auen VR fixzwm]

k=11i=1 k=11i=1

Note here that we have utilized the notation (x™,y") ~ II for
n € N to denote the feature label pairs and where II denotes

the underlying distribution that generates the time series data.

Observe that two samples X™ and x¢ for n # ¢ may not be
i.i.d. since consecutive training samples are generated using a
sliding window. This contrasts the traditional training regimes
that assume access to i.i.d. samples for training.

Next, let us move to the distributed setting, where each node
has access to only a subset of the dimensions of the global
time series xj € R% . In this case, following (1) — (2) we
define the tuple (X}, ¥7) as:

SN n+1 n+D dp. XD
Xy = [xp ', xp ] € R
—n ,_ n+D+1 n+D+T1 dp XT
Yk = [xk y o X ] € R (3)

for n € N. Moreover, the local task at each node k € [K] is
to forecast the local time series up to the time horizon of 7
utilizing a time window D. Since ¥;’s are the local forecasting
targets, throughout the paper, we will refer to them as labels
available at node k.

II. THE PROPOSED FRAMEWORK

In this section, we begin by describing the hierarchical model
adopted by the proposed SHARE framework, as well as its
associated training problem.

Local models. Each node k € [K] maintains a local model
(like a neural network, e.g., LSTM or RNN) parameterized by

0 € © C RPx that helps with the local prediction task. The
input to the local models is the locally observed data streams
while their output is referred to as the local embedding and
is denoted for all k € [K] by fi(6k; X)) for all n € N, where
X} is defined in (3). We note that these embeddings are often
low-dimensional and usually have dimensions much smaller
than dj, x 7 for each k € [K]. For brevity of notation, in the
following we denote fi(6x;X}) as fi(6k).

Global model. In addition to the local models, the server
maintains a global model parameterized by 6, € Oy C R,
whose goal is to capture the correlations among different
time series in order to improve the prediction accuracy. The
input to the global model is the local embeddings while its
output (referred to as the global embedding) is denoted by
fo(6o; f1,- .. fx). This global embedding will have the same
dimension as the label to be predicted, e.g., for time series
forecasting, the dimension of the global embedding will be
d x T since it is designed to predict the d dimensional global
time series for time horizon 7 (see (1) and (2)).

Problem. The goal of the forecasting problem is to learn
the optimal local parameters at each node while jointly
optimizing the global parameters. Defining § € © with 6 ==
04,07 ,...,05]7, © = UK ©; CR” and P = 3K P,
The goal of the forecasting algorithm is to learn the parameters
6 € © jointly in a distributed fashion such that a given loss
function £ : R — R is minimized as

ggg {ﬁ(a) = Exg)~ulL(fo(fo; f1(01),..., fr(0K)); (X, 5’))]}7
4

A popular choice of L(+) for time series forecasting problems is
the /5 and ¢; loss [10]. In particular, we assume the following.

Assumption 1. We assume that the loss function £(6) satisfies
L£(+(%,5)) = X5 £ 3 (%,90)).

We note that /5 and /7 losses popular for time-series forecasting
satisfy Assumption 1. Problem (4) is in general non-convex
since £(+) is non-convex in the parameters § € © for many
problems of practical interest, e.g., when the local and global
models are neural networks [16]. Next, we develop an efficient
algorithm to solve problem (4).

A. Algorithm Development

Note that the overall goal is to develop a joint optimization
and communication strategy such that the global loss as defined
in (4) is minimized. Specifically, each node aims to learn a
local model 6y, while at the same time learning a global model
0o that is shared among all nodes. To begin with, let us first
compute the stochastic gradients with respect to the local and
global models. First, let us sample (X,y) ~ II and evaluate
the stochastic gradients (SG) as

Local SG: Vg, L(0; (X,¥)) = Vo, L(00,01,...,0k; (X,¥))
= Vo, fu(0k) Vi, fo(bo, f1(01), ..., [x(0K))
Vi L(fo(f1(61), -, fx(0K);00);¥), &)

which follows from the application of the chain rule. Similar
to Local SG, we can evaluate the Global SG as
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Global SG: Vi, L(0; (X,¥)) = Vo, L(00,01,...,0k;(X,¥))
= Voo fo(f1(01),..., fr(0K);00)

To implement an efficient algorithm, one would sample (X,y)
during training and implement (vertical) SG-type algorithm
using the SG estimates (5) and (6). However, a major challenge
in developing such an algorithm requires the sharing of raw
data among nodes since the computation of Local SG and
Global SG depends on the time series collected from all the
nodes, i.e., (X,y), as can be seen from (5)-(6). In the following,
we develop an efficient training algorithm that solves the above
problem without any raw data sharing.

The detailed steps to solve (4) are listed in Algorithm 1. We
note that after the initial sharing of the local embeddings across
nodes (Step 5), the local nodes compute the partial gradient
VL(-;¥}) using their locally observed data in Step 6. These
local partial gradients are then shared among nodes to construct
the full partial gradient V.L(-; ¥") using Assumption 1 in Step 7.
In Step 8, the rest of the partial gradients are evaluated using
the shared local embeddings to construct the Local SG and
Global SG in (5) and (6), respectively. Finally, the global and
local models are updated simultaneously using the computed
stochastic gradients in Steps 9 and 10, respectively.

We note that the SHARE framework provides flexibility to
choose the global model as well as the local models. The
local models extract the local time series information, while
the global models learn the correlations between the different
locally observed time series. Next, we provide the convergence
performance of the proposed framework.

B. Convergence Guarantees

Next, we provide the convergence guarantee achieved by
Algorithm 1 under the assumption that the training samples
(x™,y™) for n € N utilized for solving (4) are non i.i.d. (see
(1) and (2)). To model the non-i.i.d samples, we make the
following assumption about the data-generating process.

Assumption 2. Data-generating process {X",y" },,>o follows
a Markov chain trajectory with M states. The Markov chain

Algorithm 1 The SHARE Framework

1: Input: Rounds » = {0, 1, ..., R — 1}, local learning rates:
{nr}E |, server learning rate: 1
Initialize: Parameters, {6], 69, ..., 6%}
for r=0to R—1do
Sample (X}, y7) ~ II (see (3)) Vk € [K]
Share f3(0}) Vk € [K] with all nodes via the server
Compute VLy, (fo(05; f1,., [K);¥,) at each node
and share with all nodes via the server
7. Compute VL (4¥") = >, VLs (fo;¥}) at each
node using Assumption 1
8: Compute Vg, fx(60}), Vi, fo(05, fi,..., frx), and
Voo fo(f1,--., fx;0}) at each node (see (5) and (6)).
9: Global Update 05" =05—niVe, L(O7; (X", 5"))
10: Local Update 0; "' =07 — iV, L(07; (X", ¥"))
11: end for

AR AN

is time-homogeneous, irreducible, and aperiodic and has a
transition matrix 7' € RM*M with stationary distribution IT*.

Note that Assumption 2 assumes that the samples are generated
from a finite state space. This assumption can easily be relaxed
with an additional set of assumptions when the data samples
{X™,¥" }n>0 are generated from a Markov series rather than
a Markov chain [17]. Next, we make some assumptions about
the loss function L£(; (X,y)).

Assumption 3. Local SG and Global SG derived in (5) and (6)
are bounded, i.e., |Vy,L(0; (X,¥))]| < G fori € {0,1,.., K}.
Also, the loss function is L-Lipschitz smooth.

Assumption 3 is a standard assumption in first-order algorithm
analyses and has also been made in earlier works [17]. Next,
we state the convergence performance of SHARE.

Theorem 1. If we choose the step-sizes n) = c;/r? with
qg € (1/2,1) and ¢; > 0 for i € {0,1,--- ,K}, then
SHARE achieves: E[min; <,<r{||VeL(67)]2}] :o(ﬁ).

Note that the above result allows each node to tune its learning
rate independently, which is particularly useful since each node
can train a different ML model. It also matches the guarantees
of a centralized Markov Chain Gradient Descent for K = 1
[17]. The distributed Markov chain gradient descent under
different settings has been considered in the past. Specifically,
[18], [19] assume that each node has access to a complete
data sample; however, in the SHARE framework, each node
only observes a partial time series. Additionally, in [18], [19],
each node learns the same model and has the same local step
sizes across the network. In contrast, in SHARE framework,
each node can flexibly choose the local model. Consequently,
each node can perform local learning utilizing different step
sizes. Also, the SHARE framework allows each node to
maintain a global model to learn the correlations among
different time series. These key distinctions make the analysis
of SHARE significantly challenging compared to prior works.

III. NUMERICAL EXPERIMENTS

We now evaluate the proposed distributed multivariant
time-series framework on three real-world datasets with widely
used neural network architectures to showcase its advantages
in achieving competitive performance with centralized models
while offering flexibility in local model selection.

A. Experiment setup

Datasets: We evaluate the proposed SHAREframework on
three real-world datasets, each containing data streams with
specific physical meaning and inherent semantic correlations.
[D1] Wiki data (WIKI) [20] extracts hourly user requests of four
particular Wiki pages, and each is represented as a time series.
[D2] Traffic data (TRAC) [21] reports hourly road occupancy
rates of San Francisco Bay area freeways. The dataset contains
2-year-length records of 861 sensors. [D3] Electricity data
(ELEC) [22] contains hourly electricity consumption of 321
customers from 2012 to 2014.
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TABLE I: Comparison between the performance of SHARE with other baselines for mid- and long-term forecasting. The experiments are
conducted in both centralized (LSTM, TCN, and LSTNet) and distributed settings (SHARE(LSTM), SHARE(TCN), SHARE(LSTNet)),
using MLP as the global model. These models use D=36 hours historical window to predict 7={24, 36, 48, 72, 168} hours future horizons.
Performance is assessed using RMSE and DTW, where smaller values denote superior performance. The scaling factor for the values is
%1072, The best-performing model for each dataset is highlighted in bold.

Models Prophet LSTM SHARE(LSTM) TCN SHARE(TCN) LSTNet SHARE(LSTNet)
Metrics | RMSE DTW | RMSE DTW RMSE DTW | RMSE DTW RMSE DTW | RMSE DTW RMSE DTW
24h 1212 4658 | 1.209 4510 1209  4.495 1319 4914 1218 4618 | 1.245 4719 1.273 4.738
) 36h 1522 10.18 | 1.330 5.983  1.359 6.004 1389  6.277 1341 6.112 | 1418 6456 1.375 6.170
= 48h 1.596 1575 | 1415 7.178 1429  7.260 1.660  8.407 1.504 7.588 | 1.468 7.567 1.415 7.176
= 72h 1.819 2525 | 1.617 9.748 1.557  9.579 1.664 10.12  1.575 9.654 | 1.612 10.11  1.620 9.691
168h | 2.124 4470 | 1.724 15.67 1.726 15.67 1.808 16.60 1.747 16.01 | 1.723 16.04 1.721 15.56
24h | 8401 4355 | 6374 2443  6.555 24.89 6.618 2511 6.796 2621 | 6.741 2594  6.696 25.56
O 36h | 8145 6101 | 6.616 30.39 6.828 30.88 6972 3139 6932 3168 | 6980 3191 6918 31.43
E 48h | 8803 87.13 | 6.862 36.05 6990  35.97 7.026  36.16 7.104 36.87 | 7.357 3825 7.131 36.83
M 72n | 8871 1139 | 7.048 4436  7.365 45.36 7.584  46.17 7448 46.82 | 7.614 48.04 7.407 45.35
168h | 9.207 1764 | 7.549 68.84 8.113 72.32 7530 67.78 7.835 71.16 | 7.782 7195 7.864 70.84
24h | 6384 19.33 | 5288 2040 5.250 20.34 6.272 23.86 5382 21.08 | 5368 21.00 5.159 20.08
O 36h | 6670 4235 | 5568 2594 5.739 26.32 6.042 2821 5.695 2671 | 5528 26.12 5.419 25.38
§ 48h | 6.891 67.66 | 5869 31.63 6.003 31.61 6.634 3493 5976 3193 | 5742 3122 5819 31.21
B 72h | 6984 9584 | 6514 4243 6770  43.18 8.623 5356 6341 4179 | 6103 4053 6.265 41.07
168h | 7.160 1440 | 7.098 71.12 6915 68.08 7816 79.16 6905 7037 | 6.807 69.11 6.768 67.82
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Fig. 1: Forecasting results for SHARE (LSTNet) for mid-term (168 hours) forecasting using the 36-hour window.

Baselines: We consider three widely used neural network
architectures: LSTM [7], TCN [11], and LSTNet [10]. We
implement them in two ways: (1) as a centralized model and
(2) as local models within the SHARE framework. When
incorporating them as local models, we use notation like
SHARE(LSTNet) to indicate that local nodes employ the LST-
Net architecture. Additionally, we also consider Prophet [23],
a popular statistics-based time-series forecasting method.

Training schema: The learning-based approach adopts the
moving window schema defined in Sec I-A; for each time
sequence sample, we predict the future 7 timestamps based on
the historical D timestamps. In contrast, the Prophet uses the
cross-validation schema [24], where we continuously update the
training set by incorporating past data samples as time moves
forward and keep re-fitting the Prophet model for prediction.

Implementation: For all experiments, we use the following
setups unless specified otherwise. We first split the datasets into
the training, validation, and test sets with the ratio of 0.4 : 0.1 :
0.5 and apply the min-max scaler for the data normalization.
The TCN and LSTNet adhere to default implementations [10],
[11], while other modules are configured with 2 hidden layers
and 64 hidden units. For the proposed distributed learning
framework SHARE, we emulate 4 local nodes with MLP as
the global model. We distribute all data streams to these nodes
based on the physical similarity of the data source. For instance,
data streams collected at the same or similar geo-location are
grouped into one local node. Note that each node contains at

least one stream, and the number of streams in each local node
may vary. We utilize the Adam optimizer [25] with a batch
size of 128 and learning rates of 0.03 for both local and global
model training. Lastly, each experiment is run three times with
sufficient epochs, and the average performance is reported.
Metrics: We evaluate the performance using two metrics: Root
Mean Square Error (RMSE) and Dynamic Time Warping
distance (DTW). RMSE calculates the distance between
predictions and ground truth in Euclidean space, while DTW
further considers trends. For both metrics, the lower the values,
the better the prediction performance.

B. Multivariate time series forecasting

Following the above setup, we evaluate the effectiveness
of SHARE by comparing its performance to Prophet and
other centralized models. Table I summarizes the numerical
experiment results, and Fig. 1 visualizes representative results.
SHARE vs. Prophet: The reported results show that
SHARE outperforms the Prophet, despite the Prophet benefiting
from more samples through continuous expansion of the
training set. This could be attributed to the following two
reasons: (1) SHARE has stronger learning capabilities than the
statistical-based method due to the use of neural networks; (2)
The Prophet models each data stream independently, which
prevents the local client from leveraging the information from
other data streams. In contrast, SHARE is able to utilize the
correlation among all the streams.
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TABLE 1II: The performance of SHARE with mixed local models.
We use D = 36 hours historical window to predict future horizons
of 7 = {24, 36,72} hours, evaluated using the RMSE metric. The
value scaling factor is x 1072,

Dataset WIKI ELEC TRAC
SHARE | 24h | 36h | 72h | 24h | 36h | 72h | 24h | 36h | 72h
(mix) 1.32 1 140 | 1.63 | 691 | 7.14 | 7.26 | 540 | 5.82 | 6.31
TABLE III: The performance of SHARE(TCN) on the WIKI dataset

with different global and local learning rates. We use D = 36 hours
historical window to predict future horizons of 7 = 24 hours, evaluated
using the RMSE metric. The value scaling factor is x 107 2.

n Lo.001 | Lo.oos | Lo.o1 | Loos | Loa

Go.oo1 | 1.218 | 1.188 | 1.193 | 1.195 | 1.228

Gooos | 1.239 | 1.216 | 1.193 | 1.212 | 1.190

Go.o1 1.226 | 1.249 | 1.256 | 1.324 | 1.215

Goos | 1.386 | 1.333 | 1.264 | 1.269 | 1.270

Goa 2.516 | 1.686 | 1.679 | 2.232 | 1.893
SHARE vs. Centralized models: We also compare

SHARE with the centralized baselines, which have access to
all input data streams. As shown in Table I, SHARE delivers
competitive performance compared to the centralized baselines
even without local access to all data streams. Interestingly,
in certain cases, SHARE even outperforms the centralized
baselines. This may be attributed to its enhanced modeling
capabilities, stemming from the composition of multiple local
models and its effective learning of correlations among them.
Flexibility of local model selection: As noted earlier,
SHARE is not only compatible with different local models
but also allows individual nodes to choose it independently.
Table I reports the performance of SHARE using one of three
different types of neural network models in all local nodes.
We see that LSTNet is superior on the traffic dataset, while
LSTM is better on the electricity dataset. We conjecture that
this is due to the higher correlation among the traffic data
streams, leading to better performance when utilizing LSTNet.
It’s important to emphasize that the number of data streams
allocated to each node is heterogeneous, implying that local
models at each node will differ, although they may share
a similar architecture. Moreover, we also tried a mixed local
models configuration, labeled as DIVIDE(mix), where one-third
of the local nodes utilize the LSTM model, another third
use TCN, and the remaining nodes employ LSTNet. Table II
presents results evaluated via the RMSE. We observe that
even with the mixed local model, SHARE can still converge,
highlighting the flexibility of DIVIDE in local model selection.
Asynchronous learning rate: Table III evaluates the perfor-
mance of SHARE(TCN) on the WIKI dataset with different
learning rates for the local model and global model. Here, 7
in Gy, represents the learning rate of the global model, while
Mk in Ly, denotes the local learning rate of the clients. The
result implies our framework’s adaptability to different global
and local learning rates, confirming its robust performance with
a small learning rate.
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