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There are various applications of Cyber-Physical systems (CPSs) that are life-critical where failure or malfunc-

tion can result in significant harm to human life, the environment, or substantial economic loss. Therefore,

it is important to ensure their reliability, security, and robustness to the attacks. However, there is no widely

used toolbox to simulate CPS and target security problems, especially the simulation of sensor attacks and

defense strategies against them. In this work, we introduce our toolbox CPSim, a user-friendly simulation

toolbox for security problems in CPS. CPSim aims to simulate common sensor attacks and countermeasures

to these sensor attacks. We have implemented bias attacks, delay attacks, and replay attacks. Additionally, we

have implemented various recovery-based methods against sensor attacks. The sensor attacks and recovery

methods configurations can be customized with the given APIs. CPSim has built-in numerical simulators and

various implemented benchmarks. Moreover, CPSim is compatible with other external simulators and can be

deployed on a real testbed for control purposes.1
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1 Introduction

Cyber-physical systems (CPSs) seamlessly integrate computational resources, physical ele-

ments, sensing, and actuation, enhancing the functionality of critical components and services

1This toolbox has been presented and published at the 29th IEEE Real-Time and Embedded Technology and Applications

Symposium (RTAS’23) Demo session.
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across domains such as healthcare, aviation, transportation, and manufacturing [19, 23]. CPSs

bridge the gap between physical processes and computational systems, allowing for more efficient,

automated, and intelligent interaction with the physical environment. CPSs play a critical role in

emergency management and disaster response, providing essential data for informed decision-

making and automated response mechanisms, thereby enhancing resilience and mitigating the

impact of crisis [1, 12, 17]. However, malicious attacks on CPSs can have severe consequences,

including economic harm, compromised personal safety, and societal disruptions. For instance, an

attack on industrial control systems could lead to machinery malfunction, causing property dam-

age or even catastrophic industrial accidents. Upon its discovery in 2010, the Stuxnet cyber worm,

which specifically targeted programmable logical controllers used in industrial settings, had al-

ready spread to an estimated 60,000 computers globally. This sophisticated malware represented a

significant escalation in cyber threats, demonstrating an unprecedented level of complexity and an

ability to disrupt critical industrial processes [8]. Recently, there have been multiple cases reported

by media about the vulnerability of CPSs [20, 21, 28]. These cases also motivate the development

of new safety and security solutions.

To tackle the above security problem, researchers have developed several algorithms to enhance

the safety of the CPSs [15, 16, 33, 34], but there is no widely used simulation toolbox targeting

security problems in CPSs [26, 27, 30]. CPSs often operate in complex, real-world environments

where physical testing can be costly, dangerous, or impractical. Simulation allows for extensive

testing and validation of the system’s performance under a wide range of conditions without the

risks associated with physical trials. Through simulation, designers can experiment with different

configurations and scenarios to optimize system performance. This is particularly important in

CPS, where the interplay between physical and computational components can lead to unexpected

behaviors. Furthermore, developing and deploying physical prototypes for complex systems can be

extremely expensive. Simulation provides a more cost-effective way to explore design alternatives,

identify problems, and refine system behaviors before investing in physical prototypes.

Compared to existing simulators, most CPS-related simulators [11, 24] focus on enhancing fi-

delity and information accuracy, often neglecting issues related to safety. Among the few that do

address safety [26], they typically concentrate only on the impacts of attacks without considering

aspects of recovery.

However, it is difficult to develop a CPS simulation toolbox for security problems due to two

main challenges:

— The implementation complexity of CPS system security components. Attack detectors aim

to identify attacks early on, while attack recovery methods mitigate their impact and guide

the system’s physical states toward predetermined targets. Yet, assessing the effectiveness

and efficiency of these security measures presents challenges. Gathering benchmark plants,

designing controllers, customizing attacks, constructing defense approaches, and evaluating

performance requires substantial efforts.

— The coupling of each component in CPS. Integrating new features or incorporating solutions

into existing simulators is also difficult using existing methods. Additionally, the simulation

of physical system behaviors in tandem with cyber states is crucial [13]. This dual-layered

approach is imperative for understanding the intricate interactions between the physical

components and their digital counterparts within CPSs. By accurately modeling both the

physical and cyber aspects, users can gain a comprehensive insight into the system’s overall

behavior, enabling them to anticipate potential vulnerabilities, optimize performance, and

devise effective countermeasures against cyber threats. Such simulations are particularly

vital in complex environments where the physical and digital realms are deeply intertwined

and where the consequences of system failures or cyber attacks can be far-reaching[14].
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To address the above challenges, we propose CPSim, a simulation and security toolbox with

high extensibility and adaptability. CPSim aims to simulate common sensor attacks and counter-

measures to these sensor attacks. The design of CPSim has two main features:

— Users can easily toggle between different experiment parameters and deploy defense proto-

types in response to various attacks.

— CPSim is compatible with existing simulators for CPSs under different scenarios.

The source code of CPSim can be found at https://github.com/lion-zhang/CPSim. The CPSim doc-

umentation can be found at https://sim.cpsec.org/en/latest/.

2 Related Works

Compared to other existing simulators, most CPS-related simulators [11, 18, 24] focus on enhanc-

ing fidelity and information accuracy, often neglecting issues related to safety. Researchers in Ref-

erence [24] proposed a novel high-fidelity simulation framework that provides both Software-in-

the-Loop (SITL) and Hardware-in-the-Loop (HITL) testing. Researchers in Reference [11] de-

veloped the 3D simulator Gazebo, which is the foundation for many simulators. However, Gazebo

does not specifically target security problems in CPS. Ma et al. [18] have developed a wireless CPS

simulator for edge computing that enhances the high-fidelity simulation.

Some of the CPS simulators focus on simulating specific systems such as power sys-

tems [3–5, 29]. In Reference [5], the authors introduced an event-driven co-simulation scheme

employing the network simulator NS2 andOpenDSS for simulatingCyber-Physical Power Systems.

In Reference [3], the researchers developed a co-simulation framework by integrating OpenDSS

and OMNeT++ to perform power system simulations and communication network analyses, aim-

ing to evaluate wide-area monitoring and control applications. In Reference [4], a co-simulation

framework has been developed to simulate power routing algorithms for microgrid applications

by merging OMNeT++ with the Real-Time Digital Simulator (RTDS). While these works offer

significant insights and contributions, they overlook the simulation of attacks and security issues

within these systems. This omission limits their applicability in real-world scenarios, where secu-

rity vulnerabilities and malicious attacks are common. Consequently, further research is needed

to incorporate comprehensive simulation models that evaluate and mitigate potential security

threats.

Among the few that do address security [2, 6, 26], they typically concentrate on the im-

pacts of attacks without considering defending strategies. In Reference [26], the researchers pro-

pose a simulation MATLAB toolbox, epanetCPA. The toolbox provides both demand-driven and

pressure-driven simulations, allowing users to realistically analyze cyber-physical attacks and

their impacts under various conditions. In Reference [2], researchers propose MiniCPS, which

enhances Mininet to offer lightweight real-time network emulation and extends it by incorpo-

rating tools to simulate typical CPS components, such as programmable logic controllers. How-

ever, they only provide a single method to mitigate the attacks by analyzing the traffic of the

network systems. In Reference [6], researchers simulate and observe the effects of a common net-

work attack on the availability of the system. Unfortunately, no defense strategy is included and

discussed.

Some researchers have targeted sensor attacks and defense strategies against them [7, 12, 31, 33,

34]. In Reference [12], researchers systematically introduce how to apply recovery-based methods

to against sensor attacks. In Reference [7], researchers propose a novel framework to create a

software sensor that estimates the system states under sensor attacks. In References [31, 33, 34],

the researchers propose a series of recovery algorithms against sensor attacks under different

scenarios. We have implemented all of them in CPSim.
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Fig. 1. Design overview of simulation and security toolbox.

3 Architecture

The proposed toolkit consists of three components: a simulator engine, security analysis elements,

and supporting components. Illustrated in Figure 1, the simulator replicates the operations of a

CPS where sensors capture the system’s conditions and transmit measurements to observers. Al-

ternatively, the simulator can be replaced by external simulators for high-fidelity simulation. In

practice, sensor measurements can be affected by external uncertainties and intentional attacks,

depending on the settings and requirements. The observers utilize these measurements to estimate

the current state of the system for the controllers. The controllers, in turn, generate control inputs

that are implemented in physical plants. The plant simulators then update the system states based

on the system dynamics and applied control inputs.

To enhance the security of the CPS, various attack detectors and real-time attack recovery con-

trollers are integrated to identify and respond to potential attacks. Additionally, there are some

reachability analysis tools implemented to help estimate the safety status and deadlines [32]. Fur-

thermore, these reachability analysis tools serve a dual purpose by aiding in the enforcement of

operational deadlines. They provide a temporal analysis to ensure that the system’s responses oc-

cur within acceptable time frames, which is critical for time-sensitive operations where delays

could lead to unsafe conditions or system failures. The integration of these advanced security and

analytical capabilities is imperative for maintaining the integrity, reliability, and safety of the CPS.

By offering both detection and response mechanisms, as well as predictive capabilities, the system

aims to shield itself from the dire consequences of cyberattacks while ensuring that it operates

within safe parameters and adheres to strict temporal constraints.

The supporting components are responsible for the data streaming and timing-related sched-

uling. The timer device within the simulation framework plays a pivotal role, as it emulates

the system clock, a central piece in the coordination and synchronization of the CPS’s opera-

tions. It meticulously triggers control steps at predefined intervals, ensuring that the sequence

ACM Trans. Des. Autom. Electron. Syst., Vol. 29, No. 5, Article 90. Publication date: September 2024.
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Fig. 2. An example code of a simulation using CPSim.

of actions within the CPS adheres to the designated schedule. This precise timing is critical for

maintaining the fidelity of the simulation, mirroring real-world operations where timing is of-

ten as crucial as the control actions themselves. The logger records the system’s historical data

from other components. It captures a comprehensive log of key operational data points, includ-

ing state estimates, sensor measurements, and control inputs. By chronicling this data, the logger

provides a valuable archive that can be used for retrospective analysis, troubleshooting, and sys-

tem optimization. It plays a forensic role in the event of system anomalies or failures, allowing

engineers and system analysts to trace back through the event sequence and identify the root

causes.

Figure 2 displays a Python code script example of the simulation of aContinuous Stirred Tank

Reactor (CSTR) system. In each simulation of CPSim, there are three main steps to produce the

simulation results: initialize the simulation, build the main control loop, and output the simulation

results.

Lines 1–3 are responsible for importing necessary Python modules and classes. A CSTR class

is imported from a cyber-physical system modeling package for simulating a continuously stirred

tank reactor. Lines 5–9 set up the parameters for the simulation. The number of simulation steps,

the sampling time, the reference or target state, and the noise settings are defined here. Notably,

noise is set to None, indicating that noise is not currently factored into the simulation. Lines 12–16

represent the main loop where the simulation is executed. For each iteration, it asserts the current

simulation index, updates the reference state, and evolves the system to the next state. Lines 18–27

are responsible for handling the results. Matplotlib is imported for plotting, and arrays for time,

the reference state, system output, and control input are created. The block concludes with the

setup for a plot that would display the system’s response overtime against the reference state.

ACM Trans. Des. Autom. Electron. Syst., Vol. 29, No. 5, Article 90. Publication date: September 2024.
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Fig. 3. The OOP layout diagram of CPSim.

4 Features

(i) User-centric Interface: CPSim distinguishes itself with its user-centric design, setting it apart

from many toolboxes that rely on C or C++—languages that can pose a challenge for less experi-

enced researchers. The choice of Python 3 for its development underscores its commitment to sim-

plicity and readability, key factors that enhance its accessibility for a broader range of researchers.

Python’s widespread popularity further augments this aspect.

The design of CPSim using Object-Oriented Programming (OOP) principles represents a

significant stride in developing robust, scalable, and maintainable systems. OOP, characterized by

its use of classes and objects, offers a modular approach that aligns perfectly with the multifaceted

nature of CPS. In these systems, various physical processes and computational elements interact

closely, and OOP allows for each of these components to be encapsulated within individual

objects. This encapsulation not only promotes a clear separation of concerns but also enhances

the reusability of code. Figure 3 is a layout of CPSim design from a lower level. This circular

layout provides a clearer and more consolidated view of the classes and their relationships,

including inheritance and associations. The arrangement should help in visualizing the structure

and connections within CPSim.

By adopting OOP, developers can create models for each physical process and computational

function as distinct objects, each with its own properties and methods. This method greatly simpli-

fies complex system designs, making themmoremanageable and comprehensible. It also facilitates

the simulation and testing of individual components in isolation, as well as in integrated settings,

enhancing the reliability and effectiveness of the entire CPS.
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Furthermore, OOP’s inheritance feature enables developers to create hierarchical relationships

between objects, which is invaluable in representing real-world systemswhere certain components

naturally share attributes and behaviors. This hierarchical modeling can significantly streamline

the development process, reduce redundancy, and allow for more intuitive system expansions or

updates.

(ii) Customizability and Modularity: One of CPSim’s standout features is its high extensibility.

The simulator engine is designed to function independently from the toolbox’s other components,

a design choice that greatly simplifies the process of adding new elements. This modular approach

allows users to easily integrate additional modules or components into the toolbox, tailoring it to

meet their specific simulation and analysis needs. Such customizability is invaluable in a research

setting, where specific requirements can vary greatly from one project to another. This feature

empowers users to adapt the toolbox to their particular research objectives, enhancing its utility

and effectiveness.

One of the key areas where CPSim allows for user-driven extension is in the creation of cus-

tomized benchmarks. Benchmarks are essential for evaluating the performance and resilience of

CPS under different conditions. Users can design these benchmarks to reflect specific real-world

scenarios or theoretical models, enabling them to conduct more relevant and targeted research.

This capability is particularly valuable for testing systems under a variety of controlled conditions

to understand their behavior and limitations. The user can define the system dynamics in state-

space format for linear models and in ODE format for non-linear models. The new benchmark’s

dynamics and controller must be specified and integrated into the simulation class.

Additionally, CPSim’s architecture supports the integration of custom controllers. Controllers

are at the heart of CPS, dictating the system’s response to input data and environmental condi-

tions. By allowing users to implement their own controllers, CPSim provides a versatile platform

for experimenting with various control strategies. This flexibility is vital for exploring innovative

control algorithms, including those based on emerging technologies such as artificial intelligence

and machine learning. Users can define their own controller class by inheriting the controller

class.

Furthermore, the ability to simulate different types of attacks is an indispensable feature of

CPSim, especially considering the growing importance of cybersecurity in CPS. Users can create

and integrate custom attack scenarios to evaluate the robustness and security of systems. This

feature is critical for identifying vulnerabilities, developing mitigation strategies, and ensuring the

resilience of CPS against malicious cyber threats. The details can be found at the documentation

site under custom components.

(iii) Versatility and Integration Capabilities: CPSim’s flexibility extends beyond mere numerical

simulations. The toolbox is designed for easy deployment in well-regarded high-fidelity simulators

such as AirSim and CARLA, making it a versatile choice for a wide array of simulation environ-

ments. Additionally, its compatibility with the Robot Operating System (ROS)—a collection of

open-source software libraries and tools for robot development—broadens its applicability. This

integration demonstrates CPSim’s adaptability in diverse simulation contexts, ranging from au-

tonomous vehicle research to robotic system development.

Additionally, users can replace the simulator engine with a real testbed. CPSim’s capability to

be deployed on testbeds adds another layer of versatility and practicality to its already robust set

of features. Testbeds are essential in the field of CPS, as they provide a controlled yet realistic en-

vironment for validating the performance, reliability, and security of these systems under various

conditions.

Deploying CPSim on a testbed allows for real-time, hands-on testing and experimentation

with actual hardware and software configurations. This is crucial for bridging the gap between

ACM Trans. Des. Autom. Electron. Syst., Vol. 29, No. 5, Article 90. Publication date: September 2024.
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theoretical simulations and real-world applications. In a testbed setting, researchers and devel-

opers can observe how CPS behaves in scenarios that closely mimic their intended operational

environments. This includes testing under various physical conditions, network configurations,

and different types of hardware.

The use of a testbed also enables comprehensive stress testing of CPS under extreme or unex-

pected conditions, which might be difficult to replicate in a purely simulated environment. This

includes testing the resilience of systems against physical disruptions, cyber attacks, and network

failures. Such real-world testing is vital for identifying and rectifying potential issues that might

not be evident in a simulation-only environment.

5 Attacks and Noises

It is important to simulate the noises in the system and potential attacks injected by malicious at-

tackers for security problems in CPS. Simulating attacks helps identify potential vulnerabilities in

CPS. These systems often integrate physical devices with digital networks, making them suscepti-

ble to various attack vectors. By simulating attacks, weaknesses can be discovered and addressed

before they can be exploited by malicious actors. Moreover, simulating attacks enables organiza-

tions to develop effective response strategies. This includes not only technical responses but also

procedural and human responses, ensuring that all aspects of the system can react appropriately

to mitigate damage from a real attack. Many industries have regulatory requirements for cyber-

security. Simulating attacks can help ensure that CPS meets these standards, reducing legal and

financial risks associated with non-compliance.

Simulating noises helps in testing the system’s reliability and its ability to operate correctly in

the presence of such interferences, which are common in real-world environments. Furthermore,

by introducing noise into the system during testing, engineers can evaluate the error and fault

tolerance capabilities of CPS. This helps in designing systems that can continue to operate correctly

or fail safely in the presence of unexpected disturbances. In the CPSim toolbox, we simulate attacks

that compromise the integrity or availability of sensor measurements.

5.1 Attack Types

We have implemented three common attacks in this toolbox: bias attack, delay attack, and replay

attack. A bias attack usually refers to the intentional introduction of systematic errors or biases

into the system. This type of attack is particularly relevant in systems that rely on sensor data

or algorithmic decision-making. For example, in a navigation system using GPS data, an attacker

might introduce a small, consistent error in the GPS readings, causing the system to slowly drift

off course. A delay attack targets the timeliness of information in CPS. The attacker deliberately

delays the transmission of critical data or commands, disrupting the normal operation of the sys-

tem. In an industrial control system, delaying the communication between sensors and controllers

could result in machinery operating on outdated information, potentially causing safety hazards

or production issues. A replay attack involves capturing valid data transmissions and retransmit-

ting them later. The key aspect of this attack is that the data itself is legitimate but is reused or

replayed at an inappropriate time or in an incorrect context. The details of these three attacks can

be found in Reference [31].

In all these attacks, the integrity and reliability of the CPS are compromised. The subtlety of bias

and delay attacks makes them particularly insidious, as they may not be immediately detectable.

Replay attacks exploit the lack of temporal validation in communication protocols. These attacks

highlight the importance of robust security measures, including encryption, authentication, and

real-time monitoring, to protect against various forms of cyber threats.
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We have implemented Gaussian noises in the toolbox and will implement more noises in the

future. Since the noises can vary depending on the scenario, we make the noise distribution as an

argument when initializing the simulation class.

It should be noted that our system is not specifically designed to counter cyber attacks; instead,

it focuses on sensor attacks. More specifically, these attacks involve adversaries manipulating the

values entered into the system by sensors, either through physical means or via the network. We

do not have a network layer in our toolbox; instead, we try to simulate attacks from the software

level.

6 Recovery Controllers

Recovery in CPS is vital due to the deeply interconnected nature of these systems, which blend com-

putational elements with physical processes. In environments where CPSs are integral—ranging

from automotive systems and medical devices to industrial controls—recovery mechanisms are

essential to ensure safety, preventing malfunctions or anomalies from leading to unsafe condi-

tions. Moreover, the reliability of these systems is paramount; they must operate without fail even

amidst hardware failures, software glitches, or unexpected environmental changes. This reliability

is further challenged by the growing threat of cyber attacks, making robust recovery processes a

shield against potential security breaches that could compromise the integrity and confidentiality

of operations. It is important to react to the attacks to maintain the safety of the CPSs. Therefore,

we have implemented several recovery controllers to recover the system from a risky status to a

safe state.

Software-sensor-based recovery refers to the process of restoring the normal operation of a

system using software sensors after a disruption, such as a cyber attack or a fault [7, 12]. After

the detection of sensor attacks, the baseline replaces the corrupted physical sensor data with the

software sensor data predicted by the linear system model.

Linear programming (LP)-based recovery is a mathematical approach used to restore the op-

timal operation of a system following a disruption, such as equipment failure, resource depletion,

or a cyber attack[31]. This baseline approach constructs the issue of system recovery as an op-

timization problem that can be solved using linear programming. The objective of solving this

optimization problem is to determine a sequence of control actions that will guide the system’s

state back to a predefined acceptable range, ensuring that this is achieved within a specified time

frame that is considered safe.

Linear-Quadratic Regulator (LQR)-based recovery is a control strategy used in systems engi-

neering to bring a system that has experienced disturbances or deviations back to its desired state

or trajectory [34]. This approach is grounded in control theory and uses state feedback to ensure

the system’s performance optimally meets a set of criteria.

MPC-based recovery controller using MPC methods to bring the system back to a safe state

after the attacks have been detected [33]. This approach uses data-driven methods to identify a

local linear model for the MPC problem and generate a control sequence for the recovery. The

MPC’s ability to adhere to various constraints, such as operational limits and safety requirements,

is also a critical feature, especially during recovery phases. The entire system operates within

a closed-loop feedback mechanism, enabling continuous monitoring and real-time adjustments,

ensuring that control actions are consistently effective and relevant. This data-driven approach

to developing an MPC-based recovery controller provides a sophisticated solution for managing

systems with complex dynamics. It offers enhanced predictive accuracy, flexibility in handling

nonlinear behaviors, and adaptability to changing operational conditions, making it an invaluable

tool in maintaining system stability and efficiency, especially in environments that demand rapid

responses to disturbances.
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Fig. 4. Recovery examples of three non-linear benchmarks in CPSim. The systems are under sensor attacks.
The red vertical line indicates the start time of the sensor attack sequence, the green vertical line represents
when the detector triggers an alarm and the system initiates recovery, and the blue vertical line signifies
the deadline for recovery. The green regions are safe sets. “none” refers to no recovery, “lp” refers to linear
programming recovery, “lqr” refers to linear quadratic regulator recovery, “ssr” refers to software sensor
recovery, and “MPC” refers to model predictive control recovery.

7 Experiments

In this section, we will show the results of the algorithms described in Section 6 on various bench-

marks in the toolbox. Additionally, we will show some results that integrate this toolbox with

high-fidelity simulators and a real four-wheel testbed. We have implemented several common lin-

ear benchmarks in CPSim. In the real world, most systems are non-linear, therefore, to demonstrate

the capabilities of CPSim (Cyber-Physical System Simulator) for non-linear systems, it is es-

sential to provide example codes that users can refer to as a starting point. These example codes

cover a range of non-linear system characteristics to showcase the versatility and robustness of

CPSim in handling complex dynamics.

The Continuous Stirred Tank Reactor (CSTR) [10] is a common benchmark problem in the

field of process control and chemical engineering. It serves as an important example for testing

and demonstrating the capabilities of control systems, including those used in CPS. The CSTR

benchmark typically involves controlling the concentration and temperature within the reactor.

Maintaining the desired temperature is crucial for the efficiency and safety of the reaction. The

heat generated or absorbed by the reaction, along with the heat exchange with the environment,

contributes to the system’s non-linearity.

The quadrotor benchmark [22] is a significant and challenging problem in the field of robotics

and control systems, particularly relevant to computer science and real-time systems. Quadrotors,

also known as quadcopters, are a type of unmanned aerial vehicle (UAV)with four rotors. They

are widely used for various applications, including aerial photography, surveillance, and research.

The dynamics of quadrotors are complex and highly non-linear, making them an ideal benchmark

for testing control algorithms and real-time system performance. In this benchmark, the task is

to control the altitude of the quadrotor. Altitude control is directly related to the thrust generated

by the quadrotor’s rotors. Adjusting the rotor speeds precisely to achieve the desired altitude is

challenging and important to real-world applications.

The vessel benchmark [9, 25] is designed to simulate the dynamics of naval vessels and control

them for autonomous surveys. Designing CPS that can operate autonomously for extended peri-

ods without human intervention is critical. This involves ensuring not just operational endurance

but also the ability to make decisions and adapt to new situations over time. Implementing control

systems to manage the vessel’s propulsion and maintain stability in varying sea conditions is

challenging. This involves controlling rudders, thrusters, and other propulsion systems. Figure 4

provides an example of recovering non-linear systems from sensor attacks. The settings can be

found in Table 1. It is convenient to set the attack state, reference, time frequency, and other
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Table 1. Settings Used in Each Benchmark

CSTR Quadrotor Naval Vessel

attack state Temperature Altitude Speed

reference 300 K 4 m 1.03 m/s

dt 0.1 s 0.01 s 1 s

noise
uniform distribution

[0, 0.1]

uniform distribution

[0, 5e-6]

uniform distribution

[0, .015]

detection delay 1 s 0.2 s 10 s

bias −30 K −1.5 m −0.3 m/s

safe set (250, 360) K (0, 200) m (0, 150) m/s

target set (299, 301) K (4.8, 5.2) m (0.8, 1.2) m/s

control limits (200, 300) K (−50, 200) N [(0, 4), (−2, 2)]

MPC frequency 10 Hz 10 Hz 1 Hz

Orig Controller

P = 0.50

I = 1.33

D = −0.05

P = 100

I = 0

D = −19

P = 0.45, 0.1

I = 0.05, 0

D = 0, −3.5

Fig. 5. Sensitivity analysis of recovery for CSTR in CPSim. The systems are under bias sensor attacks. The
bias values are {−25,−30,−35}.

parameters using the built-in API of CPSim. This provides a user-friendly interface to simulate

and test customized security algorithms on CPS benchmarks. The recovery control algorithms

introduced in Section 6 have been tested on these systems to show the capabilities of CPSim.

CPSim can simulate the dynamics of non-linear CPSs under attack and during the recovery, it is

efficient to design security experiments and implement them using CPSim.

To be noticed, sometimes, the recovery algorithms may not find any feasible solutions from

the optimization. From Figure 4(c), we can see linear programming does not provide any solu-

tion for the vessel benchmark. Real-time systems often have stringent constraints related to time,

resources, and performance. If these constraints are too rigid or conflicting, then it may render

the optimization problem infeasible. For example, if the time constraints for a task are tighter than

what the system can physically achieve, then the optimization algorithmmay fail to find a solution

that satisfies all constraints. Moreover, CPSs can have a large and complex problem space, espe-

cially in systems with a high degree of concurrency or those requiring intricate synchronization.

In such cases, the sheer complexity of the problem can make it difficult for recovery algorithms to

find a feasible solution, particularly within the time limits imposed by real-time requirements.

Figure 5 shows the recovery performance on the CSTR benchmark under different levels of at-

tacks. The values of the bias attacks are set to {−25,−30,−35}. The image shows that as the bias

values increase, the deviation of the system state at the time of the detector’s alarm (indicated

by the green vertical line) becomes larger, making recovery more challenging and the deadline

for recovery (indicated by the blue vertical line) closer. It is important to test the robustness of
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Fig. 6. Sensitivity analysis of recovery for CSTR in CPSim. The systems are under bias sensor attacks. The
noise upper bounds are {0.05, 0.1, 0.15}.

Fig. 7. Sensitivity analysis of recovery for quadrotor in CPSim. The systems are under bias sensor attacks.
The noise upper bounds are {0.01, 0.05, 0.2} × 10−4.

the algorithms under attacks to identify and mitigate potential vulnerabilities. Additionally, un-

der real-time scenarios, testing the algorithms under various attacks can evaluate the temporal

performance of the algorithms such as deadlines and recovery delay. Under attack conditions, the

ability of these systems to maintain deadline adherence is a crucial measure of their robustness

and reliability. Testing how algorithms perform under attack can reveal their ability to prioritize

critical tasks and maintain functionality even when under attack. Figure 6 shows the recovery

performance on the CSTR benchmark under different levels of noise. The upper bounds of the

uniform noises are set to {0.05, 0.1, 0.15}. We visualize how the recovery algorithms from CPSim

work on the CSTR benchmark when the system is in a more and more noisy environment. The

image shows that as the noise upper bounds increase, the deadline for recovery (indicated by the

blue vertical line) becomes closer. Different recovery algorithms have different levels of resistance

to noise. For example, we can see the MPC recovery algorithm has a more robust performance

under noises compared to SSR recovery.

CPSs are often deployed in critical applications where failure or incorrect operation can have se-

vere consequences. Testing these systems under different noise conditions ensures they can main-

tain their performance and reliability even in the presence of disturbances. This is especially impor-

tant for systems that operate in unpredictable or harsh environments. Exposure to different noise

conditions during testing allows developers to evaluate and enhance the system’s error detection,

handling, and recovery mechanisms. This is critical for ensuring system stability and continuity of

operation under adverse conditions. Testing under various noise scenarios provides a more com-

prehensive understanding of the system’s performance limits. It helps in identifying performance

bottlenecks and areas where the system might fail or degrade under stress, leading to more in-

formed design and optimization decisions. Similarly, we have implemented sensitivity analysis on

the quadrotor as well. Figure 7 shows the recovery performance for the quadrotor benchmark;

the noise upper bounds are set to {0.01, 0.05, 0.2} × 10−4. Similar to Figure 6, the MPC algorithm

demonstrates robust performance across different noise upper bounds.
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Fig. 8. Simulation example of the connection between CPSim and SVL simulator. The car is under sensor
attack and being recovered.

The LG SVL Simulator is a powerful tool for the development and testing of autonomous vehicle

systems, particularly within the domain of CPS [24]. This simulator offers a comprehensive envi-

ronment for researchers, engineers, and developers to rigorously test and validate various aspects

of autonomous vehicle technology, from individual components to full system integration. SVL

Simulator provides a highly realistic and detailed simulation environment. This includes accurate

representations of urban and rural landscapes, diverse weather conditions, and varied traffic sce-

narios. Such a rich simulation environment is crucial for testing autonomous vehicles in a wide

range of realistic conditions, which they are likely to encounter in the real world. One of the

key strengths of the LG SVL Simulator is its ability to simulate a wide array of sensors used in

autonomous vehicles. This includes LiDAR, cameras, radar, GPS, and IMUs. The fidelity of these

sensor simulations is essential for developing effective sensor fusion algorithms, which are critical

for the perception systems in autonomous vehicles.

CPSim is compatible with external high-fidelity simulators such as SVL. SVL Simulator provides

a highly realistic environment, including detailed urban and rural scenarios, diverse traffic condi-

tions, and variable weather. Integrating this with CPSim can significantly improve the realism of

simulations for autonomous vehicle systems. By combining CPSim’s focus on CPS security with

SVL’s dynamic and richly detailed environments, developers can test autonomous systems in more

complex and realistic scenarios than what might be achievable with either tool alone.

Figure 8 shows the interface of STL while connecting to CPSim through ROS. In the left subfig-

ure, the car started to experience a bias sensor attack. In the middle figure, the car is recovering

using the LQR recovery algorithms. In the right figure, the car is recovered and stopped at the

shoulder of the road. For more details about this high-fidelity simulator experiment, please check

the demo video on the documentation website.

It is also possible to deploy CPSim on a real testbed. Autonomous vehicles sense states and

environments, make decisions, and control mobility. Our robotic vehicle testbeds, whose hardware

architecture is shown in Figure 10, simulate these functions through the following stages:

Our testbed is equippedwith an InertialMeasurement Unit (IMU),Ultra-wideband (UWB),

and encoder sensors that measure attitude, position, and velocity, respectively. We can also use

cameras and LiDAR to collect additional environmental data. However, these sensors are vulner-

able to sensor attacks. A Raspberry Pi 4B with Robot Operating System (ROS2) serves as the

main controller. It collects sensor data, estimates vehicle states, and generates control signals. The

system uses different controllers for longitudinal and lateral control. For cruise control, a PID

controller stabilizes the testbed’s velocity based on encoder feedback. For lane-keeping, a Stanley

Controller uses the front axle as its reference point, considering both heading error and cross-track

error. We can also deploy the proposed attack detection and recovery algorithms on this system.
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Fig. 9. Deploy CPSim on a real testbed.

Fig. 10. Deploy CPSim on a real testbed.

An STM32 microcontroller with a FreeRTOS system receives control signals from the Raspberry Pi

through a Universal Asynchronous Receiver/Transmitter (UART) protocol. Running a real-

time operating system, it performs time-sensitive tasks such as generating Pulse Width Modu-

lation (PWM) signals to drive actuators. The actuator stage includes components such as motors

and servos that execute vehicle movements according to control signals.

Figure 9 illustrates the process of our deployed algorithm recovering the testbed from a sen-

sor attack. Figure 9(a) shows the testbed operating normally on the track. Figure 9(b) depicts the

testbed beginning to deviate upwards due to a bias sensor attack. Figure 9(c) represents the testbed

during the recovery process. Figure 9(d) shows the testbed after it has been recovered to the target

set, which in this case is set to be the shoulder on the lower side of the road.

It is important to note that in Figures 8, 9, and 10, we merely demonstrate the functionality

of integrating CPSim with high-fidelity simulators such as SVL and real testbeds. For detailed

experimental procedures and parameters, please refer to Reference [32]. It should be noted that

there are some limitations in this version of CPSim, such as the recovery methods deployed being

based solely on reachability analysis [33]. Additionally, the number of benchmarks is relatively

small, with only three types available. However, the system does support users adding their own

benchmarks conveniently.

8 Conclusion

In conclusion, we proposed a user-friendly simulation toolbox, CPSim, for security problems

in CPS. Users can customize their benchmarks and controllers inheriting the built-in classes.
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Moreover, we provide comprehensive experiments and examples of how to use the built-in

recovery algorithms against sensor attacks. We believe this open-source toolbox can benefit

many researchers in CPS fields, especially junior students without expertise in implementing

experiments from scratch.
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