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Highlights

* Multiscale preconditioners formulated for Stokes flow in porous microstructures.

» Performance is superior to algebraic multigrid variants in complex 2D/3D geometries.
* Monolithic PLMM preconditioner algebraizes the pore-level multiscale method.

¢ Monolithic PNM preconditioner algebraizes the established pore network model.

« All preconditioners are scalable in parallel and can be implemented non-intrusively.
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Abstract

Fluid flow through porous media is central to many subsurface (e.g., CO, storage) and industrial (e.g., fuel cell)
applications. The optimization of design and operational protocols, and quantifying the associated uncertainties, re-
quires fluid-dynamics simulations inside the microscale void space of porous samples. This often results in large and
ill-conditioned linear(ized) systems that require iterative solvers, for which preconditioning is key to ensure rapid con-
vergence. We present robust and efficient preconditioners for the accelerated solution of saddle-point systems arising
from the discretization of the Stokes equation on geometrically complex porous microstructures. They are based on
the recently proposed pore-level multiscale method (PLMM) and the more established reduced-order method called
the pore network model (PNM). The four preconditioners presented are the monolithic PLMM, monolithic PNM,
block PLMM, and block PNM. Compared to existing block preconditioners, accelerated by the algebraic multigrid
method, we show our preconditioners are far more robust and efficient. The monolithic PLMM is an algebraic refor-
mulation of the original PLMM, which renders it portable and amenable to non-intrusive implementation in existing
software. Similarly, the monolithic PNM is an algebraization of PNM, allowing it to be used as an accelerator of direct
numerical simulations (DNS). This bestows PNM with the, heretofore absent, ability to estimate and control predic-
tion errors. The monolithic PLMM/PNM can also be used as approximate solvers that yield globally flux-conservative
solutions, usable in many practical settings. We systematically test all preconditioners on 2D/3D geometries and show
the monolithic PLMM outperforms all others. All preconditioners can be built and applied on parallel machines.

Keywords: Stokes equation, Porous media, Multiscale method, Preconditioning, Pore network, Krylov solver

1. Introduction

We concern ourselves with the flow of a single-phase, incompressible, Newtonian fluid governed by the Stokes
equation inside a porous microstructure. This is relevant to several subsurface and manufacturing applications includ-
ing the geologic sequestration of CO, [[1], seasonal storage of H, underground [2]], extraction of geothermal heat [3]],
and designing new porous transport layers for fuel cells and electrolyzers [4} |5]. To optimize design and operational
protocols in these applications, and to quantify their associated uncertainties, rapid simulations of fluid flow inside the
microscopic void space of porous samples is required. The latter is often captured in great detail by a pore-scale image
using, e.g., an X-ray uCT scanner [6]. The computational domains so obtained tend to be rather large, to represent
spatial and statistical variabilities, and they exhibit extreme geometric complexity. The images are then used as direct
inputs to pore-scale computations using various direct numerical simulation (DNS) methods (e.g., FVM, MFEM).

In DNS, the Stokes equation is discretized and solved over a fine grid that often coincides with an integer fraction
of the pixels in the pore-scale image. Because conservation of flux is a desired property for subsequent solute transport
(and two-phase flow) simulations [7]], the staggered finite volume (FVM) [8]], marker and cell (MAC) finite difference
[9], and mixed finite element (MFEM) [10, [11] methods are popular DNS approaches. Their disretization results in a
large, sparse, linear system in terms of pressure, p, and velocity, #, unknowns that exhibits a saddle-point structure;
wherein the (2,2)-block is zero (except when stabilization is used in MFEM). Solving such systems requires iterative
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(e.g., Krylov) solvers, for which preconditioning is a must to ensure rapid convergence. Our goal is to develop robust
and efficient preconditioners for the Stokes equation defined on geometrically complex porous domains.

Existing preconditioners for the (Navier-)Stokes equation are based on splitting the saddle-point system, Af=b
where 2£=[u, p]”, into two sub-systems: one in terms of # with a coefficient matrix F, and another in terms of p with
a coefficient matrix equal to the Schur complement S=—GF~!G" [12]]. Here, G is the discrete divergence operator.
Preconditioning involves solving each sub-system approximately. Since F is the velocity Laplacian, its approximate
solution is obtained efficiently via algebraic multigrid (AMG) methods [13]. However, S poses challenges because of
the F~! term sandwiched in between G and G™. Therefore, existing preconditioners differ primarily in the way S or
S~ is approximated [11} [14-18], for example by replacing F~! with its diagonal or commuting F~! and G [12]]. In
the well-known BFBt preconditioner [14]], the sub-system associated with S is replaced by two others that involve the
pressure Laplacian GG, hence allowing their efficient solution via AMG. Here, we refer to all such preconditioners
based on approximating S as block AMG, since they are often formulated as block-triangular matrices. Almost all are
tested exclusively on very simple geometries in the literature (e.g., lid-driven cavity flow, flow past an obstacle/step),
which are not representative of the complex porous domains, with poorly conditioned A, that interest us here. We note
ill-conditioning amplifies due to poorly connected void spaces and/or very fine grids to capture geometric details.

Our main contribution is the formulation of two monolithic preconditioners that outperform the block AMG vari-
ants above: monolithic PLMM and monolithic PNM. The term “monolithic” means that the # and p unknowns are
not split but solved together. This preserves certain coupling terms that leads to the faster convergence of iterative
solvers. The monolithic PLMM preconditioner is based on an algebraic reformulation of the pore-level multiscale
method (PLMM), originally proposed by the authors in [19]. PLMM yields highly accurate approximate solutions to
the Stokes equation by executing three steps: (1) Decompose the void space, Q, into primary grids, Q;" ; (2) Solve local
basis/correction problems on each Q{’ ; (3) Couple the local problems with a global, coarse-scale, interface problem.
The approximate, or first-pass, solution is obtained by interpolating the coarse-scale solution on the fine grid via the
basis/correction functions. Its errors tend to concentrate near the interfaces between adjacent primary grids, and can
be reduced by solving a second set of local problems over so-called dual grids, Qf.’ , which cover a thin region around
each interface. Despite its accuracy and parallel scalability, the geometric variant of PLMM in [19] suffers from two
drawbacks: (1) To implement it in existing codes requires significant development time and effort; (2) In high-porosity
domains, very large dual grids can form (due to the merger of overlapping dual grids), which makes the cost of local
problems solved on them prohibitive. The monolithic PLMM preconditioner herein removes both drawbacks.

The monolithic PNM preconditioner is based on an algebraic reformulation of a popular (and old) reduced-order
method in the porous-media literature known as the pore network model (PNM) [20]. In PNM, the complex void
space geometry is simplified by a computational graph, whose nodes approximate the pore shapes (via, e.g., sphere,
cubes) and edges approximate the throat shapes (via, e.g., cylinders, prisms). The terms “pore” and “throat” refer to
geometric enlargements and constrictions of the void, respectively. PNM is widely used due to its low computational
cost, but its major drawback lies in its inability to estimate and control prediction errors [21]. The latter renders
PNM unreliable when applied to new microstructures. This trade-off between cost and accuracy has served as a major
deciding factor when using PNM versus DNS in different applications [22] 23]]. Moreover, PNM requires the explicit
extraction of a network from a pore-scale image, which can be computationally costly [6l 24]. The monolithic PNM
preconditioner not only removes these drawbacks, but offers a different perspective altogether: instead of having to
choose between PNM and DNS, use PNM to accelerate DNS. Thereby, error estimation and control come for free.

Aside from faster convergence in Krylov solvers, the monolithic PLMM/PNM have two other advantages over the
block AMG preconditioners: (1) They can be used as approximate solvers if applied inside a Richardson-type loop.
Each iteration is globally flux-conservative, and can be made locally (or pointwise) so by solving a special (inexpen-
sive) dual-grid problem outlined in [7] (not pursued). The first iterate, in particular, is the first-pass solution given by
the geometric PLMM/PNM; (2) At no extra cost, the monolithic PLMM/PNM can be recast as block preconditioners
that perform much more robustly and efficiently within Krylov solvers than block AMG preconditioners. Concretely,
instead of using AMG to solve the sub-systems associated with F and S, we formulate prolongation matrices derived
directly from their monolithic counterparts. We call the resulting preconditioners block PLMM and block PNM.

We systematically test the monolithic/block PLMM/PNM preconditioners proposed herein against block AMG for
different 2D/3D porous microstructures. The Schur complement matrix S in all block preconditioners is approximated
with the scaled-BFBt method [15]], but other approaches are also possible and discussed. Our main findings are: (1)
Monolithic preconditioners perform better than block preconditioners in Krylov solvers; (2) Both as a monolithic and
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block preconditioner, PLMM is superior to PNM; (3) As approximate solvers, the first-pass solution of monolithic
PLMM is an order of magnitude more accurate than monolithic PNM, consistent with previous comparisons involving
the geometric formulations of PLMM and PNM in [[19]; (4) Block PLMM/PNM are superior preconditioners to block
AMG, as the latter diverges in over half of the domains tested; (5) The algebraic reformulations of PLMM and PNM
herein enable their non-intrusive use in existing codes; And (6) the monolithic/block PLMM/PNM preconditioners
can be built and applied on parallel machines. A rigorous parallel scalability analysis is not performed but discussed.

The algorithmic details of the monolithic PLMM and PNM, and by extension block PLMM and PNM, are almost
identical, implying the same code can be used to build both. The difference lies in the way PLMM and PNM de-
compose a given void geometry. In PLMM, primary grids coincide with physical pores and dual grids with physical
throats. The interfaces between the primary grids occur at geometric constrictions. By contrast, in PNM, primary
grids coincide with throats and dual grids with pores, and interfaces occur at geometric enlargements. The reason why
PLMM outperforms PNM both as a monolithic/block preconditioner and an approximate solver here, and geometric
model in [19], is because of this decomposition and associated local (closure) BCs used to build the basis/correction
functions. PNM assumes that the pressure field inside each pore is approximately constant, whereas PLMM makes
this assumption only along each interface. The optimality of the latter is analyzed in [19] and discussed later.

We conclude by noting that the first-pass solution from the monolithic PNM is more accurate than approximate
solutions produced by current PNM schemes in the literature [22]. This is because, unlike classical PNM, the first-pass
solution here: (1) does not simplify the geometry of the void space; and (2) allows reconstructing a pointwise velocity
field over the entire fine grid, instead of just yielding integrated flowrates through the throats. Finally, our monolithic
PLMM preconditioner extends the variants in [25} 26] for linear-elastic fracture mechanics to fluid dynamics.

The paper’s outline is as follows: Section [2] describes the governing equations and linear system to be solved.
Section 3] presents the monolithic PLMM/PNM preconditioners. We begin with PLMM and discuss its overall struc-
ture, its domain decomposition, followed by the formulations of its global preconditioner and local smoother. Since
the mathematics of the monolithic PNM are very similar, we only highlight substantive differences versus the mono-
lithic PLMM. Section 4] presents the block PLMM/PNM preconditioners including an existing block AMG used as a
benchmark. Section [5] describes the validation set considered for testing the proposed preconditioners in Section [6]
We discuss the implications of the results in Section[7]and conclude with a summary of our findings in Section §]

2. Problem statement
We consider the Stokes equation governed by:

uAu—-Vp =0 (1a)
V-u=0 (1b)

Eq[Talimposes momentum conservation, and Eq[Tb|mass conservation on a single-phase, incompressible, Newtonian
fluid. We are interested in solving Eq[T]on a complex, porous geometry, Q, like the white region shown in Fig[Th.
No-slip boundary conditions (BCs) are imposed on the fluid-solid interface, I',,, and inlet/outlet BCs are imposed on
the left/right sides of Q (i.e., flow is from left to right). The no-slip BCs involve setting # =0 and dp/dn=0on T,
where n is the unit normal on the fluid-solid interface. The inlet/outlet BCs involve imposing constant pressure and
zero normal gradient of velocity, du/0n=0, where n is again the unit normal on the inlet or outlet boundary.

Several approaches for discretizing Eq[T|on a fine grid exist. Among those that are flux-conservative up to machine
precision, the finite volume method (FVM), marker and cell (MAC) finite difference method, and mixed finite element
method (MFEM) are popular. Here, we adopt the MAC scheme [9] applied to a Cartesian fine grid, like the one shown
in Figlk. Pressure unknowns are defined at the cell centers, and velocity unknowns at the cell faces. We note the
proposed preconditioners are not limited to Cartesian grids or the MAC scheme. Any discretization of Eq[I| where the
p and u unknowns are arranged in a spatially staggered configuration [8} [10] will benefit from this work.

The MAC scheme yields the following linear, saddle-point system:

F G7|[x] _[bu Aot
o Sl - e
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Figure 1: (a) Schematic of a binary image with white representing void and black representing solid. (b, €) Primary grids (or subdomains) obtained
from the PLMM (b) and PNM (e) decompositions. (c, f) Corresponding dual grids that cover the interfaces between the primary grids. (d, g)
Distance maps used in marker-based watershed segmentation to obtain the primary grids in (b) and (e). (h, i) Each basis function is associated with
an interface (yellow). In PLMM, interfaces are shared between two primary grids only, but in PNM, they are shared among multiple primary grids.

where the blocks F, GT, G are the discretized forms of the Laplacian (uA), gradient (—V), and divergence (V-) op-
erators. The unknowns %, and %, cAorresp(;)nd to face velocities and cell pressures, respectively, as shown in Fig@.
The right-hand side (RHS) vectors b, and b, encode the inlet/outlet BCs mentioned above. When Q is large, so is the
discretized matrix A, and iterative or Krylov solvers become necessary. However, such solvers converge very slowly
without preconditioning. Our goal is to develop highly efficient preconditioners for solving Eq[2] In the following,
we present two such preconditioners: monolithic and block variants. We discuss these in that order.

3. Monolithic preconditioning

3.1. Overall structure

We present two monolithic preconditioners for Eq[2] One is based on an algebraic reformulation of the pore-
level multiscale method (PLMM) [19]], and the other based on the pore network model (PNM) used in the reduced-
order simulation of single-phase, creeping flow in porous media. For short, we shall refer to them as the monolithic
PLMM and monolithic PNM preconditioners. Their overall structures are identical and consists of two parts: a global
preconditioner, Mg, and a local smoother, My . The role of Mg is to find an approximate solution in a low-dimensional
coarse space, and thus attenuate low-frequency error modes. In contrast, the role of My is to seek approximations on
the fine grid and attenuate high-frequency errors. We combine Mg and My, into a monolithic preconditioner M via:

M =Mg + M (T - AMG) (3a)
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Cell & face partition  (b)

Cell & face unknowns

’ (c)

Figure 2: (a) Two primary grids, Qf and Q’Z’ , separated by a contact interface, I'1,. (b) Partitioning of the cells and faces of the fine grid among the
two primary grids and the contact interface. Light/dark blue cells/faces belong to Qll’ , light/dark green cells/faces belong to Q7 and light/dark red
cells/faces belong to I'13. (c) Cell unknowns correspond to pressure, p, and face unknowns correspond to velocity, u.

M = Z M (- AM; ! (3b)

i=1

where M is expressed as an n,-stage application of a base smoother, M;. The base smoother can either be a black-box
preconditioner, like block Gauss-Seidel, or a customized variant, like the additive-Schwarz smoothers presented later.
Applying the combined M to the linear system in Eq[2] attenuates low- and high-frequency errors simultaneously.

In the following, we first formulate Mg and My, for the monolithic PLMM. This involves discussing the specific
domain decomposition used, and various permutation, reduction, and coarsening operations performed. After these
details are established, the monolithic PNM preconditioner is presented, which follows an identical formulation as the
monolithic PLMM, except for a few key differences regarding the decomposition and permutation operations.

3.2. Preconditioner based on the pore-level multiscale method (PLMM)

3.2.1. Domain decomposition

The first step in formulating Mg and My, for the monolithic PLMM preconditioner is to partition  into a set of
non-overlapping subdomains, or primary grids, denoted by Q7. For the Q in Fig, the primary grids correspond to
the randomly colored regions in Fig. We refer to the interface shared between two adjacent primary grids QF and
QOF as a contact interface and denote it by T';;. This is shown by the thick yellow line in Fig{lh. The decomposition is
used later to build numerical basis functions, each associated with a single contact interface and whose support spans
the two neighboring primary grids that share the interface (see Fig[Th and Fig[3).

The decomposition of Q into QF is performed using the marker-based watershed segmentation algorithm 27, 28],
as discussed in [19] for PLMM. The idea is to first compute a distance map like the one in Fig[Id, where each white
pixel is assigned a real number inversely proportional to that pixel’s distance from the nearest solid surface (black
pixel). Hence, pixels furthest from the solid appear dark in Fig[Td (low value), and pixels closest to the solid appear
bright (high value). In watershed segmentation, this distance map is treated as a topographical surface that is gradually
flooded with water. Initially, isolated puddles form that eventually grow into the primary grids. The growth of a puddle
is terminated as soon as it comes into contact with another puddle. The interfaces that adjacent puddles share are the
contact interfaces defined above. The “marker-based” aspect of this segmentation means that the initial “seed” of each
puddle is provided as input, which here are the local minima of the distance map in Fig[Id (see[Appendix A). No new
puddles beyond these seeds are allowed to form. For more details on marker-based watershed transform see [28]].

In addition to primary grids, we also define so-called dual grids that are comprised of thin regions covering the
interfaces between the primary grids, as shown in Fig. We denote dual grids by Qf and note their union is much
smaller in size than Q. Dual grids are used later to formulate My , and they are key to eliminating high-frequency errors
that tend to accumulate near contact interfaces after each application of Mg. To create Qf’ , we perform successive
morphological dilations (an operation in image analysis) of the pixels that comprise each contact interface. Unlike
the geometric variant of PLMM in [19], here, we allow dual grids to overlap. In [19]], overlapping dual grids were
merged, which can lead to large sample-spanning regions in high-porosity domains. Local problems defined on such
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Figure 3: Schematic of a pressure basis and its corresponding velocity basis in the PLMM and PNM preconditioners. These bases correspond to
the primary grids shown in Figs[Th-i. The support of each basis is delineated by the thick red/gray lines. Red lines are shared interfaces with other
primary grids, where p =0 and du/0n =0 BCs are imposed. Yellow lines are where p=1 and du/dn=0 are imposed. Gray lines are the void-solid
interface where no-slip BCs are imposed. The pressure and velocity bases together form one column in the B matrix given by Eq@

regions are as costly to solve as the original system in Eq[2} This drawback is eliminated by the algebraic formulation
herein. Finally, we shall refer to primary and dual grids as coarse grids if the distinction is not important.

3.2.2. Global preconditioner

We now formulate Mg, which is equivalent to outlining a series of steps for solving Eq[2]approximately. We begin
with a permutation operation based on the decomposition described in Section [3.2.1] Consider the simple Q depicted
in Fig[2p, which is decomposed into two primary grids Q‘f and Qg , sharing the contact interface I'j;. With reference
to Fig , the fine-grid cells comprising ) can be partitioned into those that belong to: (1) Qll' (light blue); (2) Q’z’
(light green); and (3) I'1, (light red). Here, I'j, is defined by the thinnest 4-connected collection of pixels in 2D (and
6-connected in 3D) that topologically separate the two primary grids. Other definitions and/or assignments of cells
may be used without loss of generality. A similar partitioning of the fine-grid faces is performed as follows: (1) faces
flanked by at least one cell from Q’l’ belong to Qfl’ (dark blue); (2) faces flanked by at least one cell from Qg belong to
Q’; (dark green); and (3) faces flanked by cells neither in Q’l’ nor Qg belong to I'j; (dark red). Given this labeling of
cells and faces, we can construct a permutation matrix W such that when it is applied to Eq[2] yields:

WTAW W% = WTh = Ax=b (4a)
—— S~
A X b

with the following block structure for A, b, and x:

A, AL A} bP xP
A=|A; AL AS =|b° x=|x (4b)
A, Al A b x

Note the matrix W is unitary and satisfies WWT =1.
The super/subscript p in each block denotes that the corresponding cell and face unknowns/residuals (i.e., columns/
rows) belong to the primary grids. The super/subscript ¢ denotes the corresponding cell only unknowns/residuals be-
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long to the contact interfaces. And the super/subscript f denotes the corresponding face only unknowns/residuals
belong to the contact interfaces. Recall that cell unknowns correspond to pressure, and their residuals to the continu-
ity Eq[Ib] Similarly, face unknowns correspond to velocity, and their residuals to the momentum balance Eq[Ta]

The next step in formulating Mg is to introduce a number of closure or localization assumptions to simplify, and
effectively decouple, the permuted system in Eq[] We call this operation a reduction, and it imposes the following
BCs on each contact interface: p =const and du/0n =0. The physical justification for the optimality of these BCs in
PLMM was argued in [19]]. Briefly, contact interfaces coincide with geometric bottlenecks of 2 where streamlines
exhibit a converging-diverging pattern. The closure BCs follow from a local analysis of Eq[I]at such bottlenecks [19].
The reduction operation proceeds in three stages. The first is to approximate A as follows:

AP A O
A= A; A; of
A, Al Af

Aﬁ = A + diag (csum(A?))

B 5
A; = A¢ + diag (csum(A%)) )

where the operation csum(-) sums all the columns of its input matrix and yields a single column vector. The operation
diag(-) takes an input vector and creates a diagonal matrix whose diagonal entries coincide with those of the vector.
Later, we also use diag(-) in a different way: If the input is a matrix (instead of a vector here), then the output of diag(-)
is the diagonal of the matrix expressed as a column vector. Eql5|imposes du/dn =0 at contact interfaces, and thereby
decouples the x/ unknowns in Eq@ In other words, given Eq we can now focus on solving A%=b, where:

- [A? AP = lor R P
sly &Ll

after which x/ can be computed rapidly as follows (notice A; is a very small matrix):
1
x = (A-;.) (6" - Apx? — Alx°) (7

Let us denote the total number of primary grids by N”, and the number of contact interfaces by N¢. By construc-
tion, N¢ equals the number of dual grids N¢. The expanded form of the reduced system in Eq@ has the block structure:

APV L. AP At L. AY P Pi aLL. ‘1
A P1 A Pn Acl Ac,,, ACl AC m API APn
AP . . A€ . . . . . .
Ap=| 1 o Ac=| 0 0 A=l Ap =1 : (8a)
X P X Pn A Cm Cm P .. APn e ...  ACm
Apl e Ap,, Aq ) Cm ACl ACm API APn
bﬂ] bL'l xm xc'l
bP = . b¢ = . xP = . X = . (Sb)
Pn Cm -Pn Cm
X X

where n = N” and m = N¢. Each block corresponds to unknowns associated with either a primary grid, a contact
interface, or a coupling between the two. The second stage of the reduction involves approximating A} as follows:

N4
A, (0]
AP =~ AP = . Al = Al + diag [Z csum(Ai’/_)] 9
O AZ” Vj#i
which decouples the unknowns of each primary grid from those of all other primary grids. Similar to Eq[5] off-diagonal

blocks of each block-row are column-summed and added to the diagonal entries. This completes the enforcement of
the Ou/0n=0 BC at all contact interfaces. Given Eq@ we can now solve the even simpler system A%=b, where:

_ [A? AP
=% e
A= [A; A ] (10)

c



The third and final stage of the reduction aims to enforce p =const at all contact interfaces. This is done as follows:

Ai=b, #=Qxy = QAQxy=Q"0 = Awxy=by (11a)
N—— N——
AM bM
where

. o 1 ¢} 1
Q= | NP Q° = - 19 = | (11b)

o T )

0 16 M 1 N

In Eq[TTB] Np NC and NC’ denote the number of fine-scale unknowns belonging to all primary grids, all contact
interfaces, and the contact 1nterface ¢;, respectively. Recall N” includes both velocity and pressure unknowns, whereas
N‘f and N include only pressure unknowns. The reduction matrix, Q, is block-diagonal and consists of 0 and 1 entries.
Left-multiplying a matrix/vector by QT performs a row-sum of all fine-scale entries associated with each interface ;.
Because the rows belonging to ¢; in A correspond to the discretized continuity Eq. performing a row-sum is
equivalent to imposing an overall (or integrated) mass balance over the whole interface. This is a weak, as opposed to
a strong or pointwise, imposition of continuity. Conversely, right-multiplying A by Q performs a column-sum of all
fine-scale entries associated with ¢;. Because the columns belonging to c; in A correspond to the pressure unknowns,
the column-sum is equivalent to imposing the closure BC p =const over c;.

With the above three-stage reduction of Ax = b in Eq[4al complete, we can focus on solving the reduced system
Amxy=by in Eq instead. The latter has the following block structure:

(AL A b [
seli & el o] a

X

where x° contains the coarse-scale pressure unknowns associated with the contact interfaces (one per interface). Its
length is N“x 1. Our next step is to decouple x° from the fine-scale pressure/velocity unknowns in x” that belong
to the primary grids. We proceed by introducing a prolongation matrix, P, and a restriction matrix, R, whereby the
following coarse-scale problem can be formulated and solved for x°, and for the auxiliary coarse-scale unknown y’:

Ay = by, X = P[XU] = RAwP [x] = Rby (13)
y ——— y ——

be

The length of y° is NP x 1, one entry per primary grid. Before presenting P and R, we need the definition below:

Definition 1. Let Eg" and RZ’ denote the extension and contraction matrices of the primary grid p;, and e{ and
r’ the extension and contraction vectors of the contact interface c;, respectively. They are defined as follows:

EP: _ [Azll , AZ;’ .. Ag;]Np N”l Rﬁi = (Egi)'l' (14a)
T . s
e?‘ = [(51[,52[, e ’6mi]NL’><l rcc" = (ec‘)T (]4b)
where

Ly i 0= I oifi=j
Azlj — f f » . . . 611 = . X i (140)

Oynyyri fi# ) 0 ifi#]

f f

Similar to N¢ defined earlier, N;” is the number of fine-scale unknowns belonging to the primary grid p;. Multiplying
a Np ‘X 1 vector by E yields a N”x 1 vector defined over all primary grids (excluding the contact interfaces) with the
same entries inside Qp but zero outside. Similarly, multiplying a scalar defined on the interface c; by e extends it to a
N°x1 vector defined over all contact interfaces. Multiplication of a vector by R}’ or r¢' maps it in the opposite direction.



The prolongation matrix, P, in Eq[T3]can now be defined as follows:

pgll p;zl e p?}i Cpl O

2 2 . 2 P2

B C Dey D D, c

P:[I o] B=| . C= . (15a)
pf]” pfzn T pfrt N;XN" O Cpn N;XNP

where pc; and ' are referred to as shape and correction vectors, respectively, defined as follows:
_[-(Ap) T REALE, cjecm (i
P = pj e tieten e = (AN) b (15b)

0] P Cj ¢ CPi

In Eq[T5B] C”' is the index set of all contact interfaces intersecting the boundary of the primary grid p;. Eq[I5b]implies

that only two entries in each column of B are non-zero. Given p; is defined over the primary grid p; and associated

with the interface c;, the two non-zero entries are the only two shape vectors sharing c;. We call each column of B a

basis vector, an example of which is shown in Fig[3] Each basis vector consists of two shape vectors, and is comprised

of a velocity field and a pressure field defined over two adjacent primary grids. By contrast, ¢”' is defined on only p;.
To formulate the coarse system in Eq[I3] we also need a restriction matrix, R. We propose two options:

FEM restriction: R=P" (16a)
) I]

FVM restriction: R = ECcTH o

(16b)

where [ is an N°<N°¢ identity matrix, and II(C") is a matrix with 0 and 1 entries that reflects the sparsity pattern of C" in
Eq(i.e., its entries are 1 where C" is non-zero, and 0 elsewhere). Left-multiplying a vector by the FEM restriction
performs a Galerkin projection onto the subspace spanned by the columns of P. In contrast, left-multiplying by the
FVM restriction performs a row-sum over each primary grid, p;, while leaving the rows corresponding to each contact
interface, c¢;, unchanged. The latter is because a similar row-sum over each interface was already performed during
the reduction step that led to the system in Eq[ITa] upon which R acts in Eq[I3] Together, the two row-sums enforce
mass conservation on each interface and each primary grid in a weak (or integrated) sense. For brevity, we denote the
two restrictions matrices by Rpgyv and Rpyy hereafter. We note Rggy is popular in preconditioning solid mechanics
problems [23] 29], where A in Eq[2] is symmetric and positive definite. But in Stokes flow, A has a saddle-point
structure, for which Ry is more appropriate and exhibits superior performance as shown later in Section 6}

Given P and R from Eqs[T3}{I6] we can now formulate and solve Eq[I3] for the coarse-scale unknowns x° and
y°. To obtain the approximate solution X, which was our ultimate goal from the start, we must simply undo all of the
transformations introduced above. This is done by executing the following steps in order: (1) Compute x; =P [x?, y°]"
from Eq (2) Compute %¥=Qx,, from Eq (3) Use x=[x7, x°]" from Eq@to obtain x/ from Eq (4) Assemble
x=[x”, x°, x/17 from Eq@ and undo the permutation via x=Wx in Eq This completes the formulation of Mg.

In a Krylov solver, preconditioning means solving systems like Ay = for W approximately for a given RHS vector
. The above formulation of Mg defines a set of steps (or recipe) for computing this approximate solution rapidly and
with a parallel machine. The latter is because the most computationally expensive step is in computing the shape and
correction vectors in Eq[I5b] which is decoupled and parallelizable across all primary grids. While Mg is in principle
a matrix, its closed-form expression is difficult to write down given some of the special operators introduced above,
e.g., csum(-). We consider the “recipe” way of presenting Mg more clear and less prone to confusion. We remark the
formulation of Mg for PNM is almost identical to PLMM, save for a few modifications discussed in Section @

3.2.3. Local smoother

Here, we present a compatible smoother, My, for the global preconditioner, Mg, in the previous section. We follow
the idea in [26]] for linear-elastic deformation. Namely, we build My, from the combination of two additive-Schwarz
(or block-Jacobi) [30] smoothers: one that acts on primary grids denoted by M,,, and another that acts on dual grids
denoted by My. The former attenuates high-frequency errors on the primary grids, and the latter on the dual grids. We
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note that most of the errors that remain after applying Mg tend to concentrate at contact interfaces, which are covered
by the dual grids (FigEF). Hence, My specifically targets these errors. To formulate M, and My, we need a definition:

Definition 2. Let Ejﬁ" and R?f denote the extension and contraction matrices of the dual grid d;, defined as follows:

E?—[‘f,ug,n-,uﬂwxw Rd' [nlul,ngu;{,u-,n‘fuf] (17a)
where .
= [mI(1), m(2), -, mI (NI (17b)

We have denoted the total number of ﬁne scale unknowns by Ny (i.e., length of % in Eq[2)), and the number of fine-
scale unknowns in the dual grid d; by N ". In Eq[T74] we have used v= N for brevity. In Eq[T7b} m; % (k) is a function
that returns 1 if the global index k corresponds to the same unknown as the local index j contamed within the dual
grid d;. Otherwise, it returns 0. The length of u is Nyx1, and it contains only one entry that is equal to 1, with the rest
equal to 0. Multiplying a N 'x1 vector defined on d; by E‘ y: extends it to a Nyx1 vector defined over the entire domain.
Multiplication by R”f{ maps in the opposite direction, restricting a globally deﬁned vector to one defined on d;. The
scalars 77;{ serve as weights that ensure the following partition of unity: , E f f = Iﬂ These weights essentially
average the contributions from multiple overlapping dual grids. Wherever no overlap occurs, the weight is 1.
We can similarly define extension and contraction matrices for the primary grid p; as follows:

pi _ |, Pi ,Pi Pi pi _ pi\"
Ef [ b, e u ]foNj?" R = (Ef) (18a)
where
W = [l (1), mf(2), - m(ND]T (18b)

J

and u=N?”". Notice E” and R”' are different from the extension/contraction matrices in Definition 1, which act on the
permuted and reduced system Aypxy =by in Eq. In contrast, Ep " and R;‘ act on the original system A% = bin qu
Given that primary grids do not overlap, no weights are needed in deﬁnlng the contraction matrix in Eq[T84d]

We can now formulate M;, and My, through their inverses, as follows:

o e
-1 _ Pi (pPi A BPiN-1 pPi -1 _ di mdi A RdiN-1 pdi
_ZEf RPAE)TTRY M; _ZEf RYAES) R (19)
i=1 \_-\,--_/ l=l H,_——/
i, A,

i

which we combine into a single smoother in the following multiplicative fashion:
My =Mg'+ M (- AMy') (20)

Applying My !'to an Nyx1 vector 1nvolves solving N” decoupled local problems on the primary grids, whose coefficient
matrices are A . Similarly, applying M_! 5 involves solving N° decoupled problems on the dual grlds whose coefficient
matrices are Ad Both are amenable to parallelism. We note that in Eq[20 we first apply M , then M‘ This order
was found to perform better for the monolithic (but not block, as discussed later) precondmoners proposed. To arrive
at the final expression for the smoother My, we substitute M; =My, into Eq@ as the base smoother.

3.3. Preconditioner based on the pore network model (PNM)

The formulation of the monolithic PNM preconditioner is almost identical to that of the monolithic PLMM, except
for the very important distinction of what we mean by “primary grids” and “dual grids.” In other words, the domain
decomposition is very different, which has implications on some of the details outlined in Sections [3.2.2}3.2.3] for Mg
and My.. These are discussed below. The PNM preconditioner is the first repurposing of PNM to accelerate DNS.

'In [26], this criterion was stated incorrectly as R¢ Ei? =1, where the superscript {; was used instead of d; herein.

!
10



3.3.1. Domain decomposition

In PNM, the domain € is decomposed into primary grids Qf as shown in Fig. Notice the Qf correspond to the
local constrictions of Q, or throats as they are called in the PNM literature. This is very different from PLMM, where
primary grids correspond to the local enlargements of €, or pores. Moreover, contact interfaces here may be shared
by more than two primary grids, unlike PLMM. Fig[I} shows one such interface (yellow line) denoted by I'j234, which
is shared by the primary grids Q, QF, QF, and Qf. Notice I'1234 is located inside a pore, whereas in PLMM, a contact
interface is always located inside a throat. The above constitute the main differences between PNM and PLMM, and
below we detail how the Qf are obtained in PNM from decomposing Q. Note that the dual grids, Qf , here serve the
same purpose as in PLMM: cover the contact interfaces as shown in Fig[Tf. Constructing the dual grids follows the
exact same procedure as outlined in Section[3.2.1] i.e., by dilating the pixels belonging to each interface (e.g., T'1234).

To decompose € into non-overlapping le , we first compute a distance map like the one shown in Fig. However
this time, the distance map is computed with respect to the contact interfaces identified from PLMM. Concretely, two
steps are executed: (1) Perform the domain decomposition described in Section [3.2.1] for PLMM and identify the
pixels associated with the contact interfaces (yellow line in Fig[Th); (2) Assign a value to each pixel (white in Fig[Th)
that is proportional to its distance from the nearest contact-interface pixel identified in Step 1. This yields the distance
map in Fig[Tg. We then input this map into the same marker-based watershed segmentation algorithm described in

Section|3.2.1] The “seeds” (or markers) passed as inputs to this segmentation are the interface pixels from Step 1 (see
Appendix A). The result is the partitioning of Q into Qf as depicted by the randomly colored regions in Figme.

3.3.2. Global preconditioner

Given the domain decomposition of Section [3.3.1] we can now proceed to formulate Mg in exactly the same way
as we did for PLMM in Section[3.2.2] Namely, we label the cell/face unknowns to built the permutation matrix W in
Eqf] followed by the reduction steps performed in Eqs[SHTT] and lastly formulating and solving the coarse problem
in Eq@] Even the expressions for the prolongation matrix, P, and restriction matrix, R, remain the same. The only
difference to be noted here is with regards to the number of non-zero shape vectors, pf/’f, in each column of the matrix
B in Eq[T5a] Recall we referred to these columns as basis vectors. In PLMM, only two entries per column are non-
zero because each interface c; is shared by only two primary grids. This is seen from the contact interface in Figml
(yellow), whose corresponding basis vector is plotted in Fig[3|(top row). In PNM, more than two entries per column of
B can be non-zero, because each interface c; may be shared by more than two primary grids. For example, the contact
interface in Fig[T] (yellow) is shared by 4 primary grids, and corresponds to the basis vector in Fig[3] (bottom row);
consisting of a pressure and a velocity field. The expressions in Eq[T5a)for calculating B and p¢; remain unaltered.
3.3.3. Local smoother

The construction of the smoother My, for the monolithic PNM preconditioner follows the exact same steps as those
in Section [3.2.3] for PLMM. The only distinction is that the primary and dual grids correspond to the subdomains
obtained from the domain decomposition of Section[3.3.1] All equations in Section [3.2.3|remain unaltered.

4. Block preconditioning

Block preconditioners are one of the most popular for saddle-point systems like Eq[2]arising from discretizing the
Stokes Eq[T] The general structure, in block upper-triangular form Mg, and applied as a right-preconditioner is:

T -1 _p-lgTyx-1 R .
MB=[g c};(} = Mg' = FO F X(LX = AMp's =0 1)

We note that similar block lower-triangular or block diagonal preconditioners can be formulated. The preconditioned
matrix AM; will have an ideal condition number of 1 if the matrix X is equal to the Schur complement S=-GF~'G™.
However, forming S explicitly is not feasible because it requires inverting F. Hence, the crux of all block precondi-
tioners is to approximate S or S™! and substitute it for X in Eq[ZT} Multiple approximations have been proposed [12]],
among which X; = (h¢/u)1 and X, =-G Dgl GT are the simplest; where £ is the grid size, u is viscosity, d the problem
dimension, I the identity matrix, and Dg =diag(diag(F)) a diagonal matrix with the diagonal entries of F. Preliminary

11



tests found that neither performs well on the complex geometries considered in Section[5] We thus opted for the more
sophisticated “BFBt” approximation [[14] below, which performed better and whose construction is fully algebraic:

X !'= ~(GGT)'GFGT(GGT)™! (22)
To improve on Eq[22] further, we use the scaled-BFBt variant proposed by [15] in all our simulations:
X! =—(GD;'G")"'GD;'FD;'G™(GDE'GT) ™! (23)

Like Eq[22] Eq[23]involves only algebraic operations that require no knowledge of the problem parameters.

‘We can now summarize the main steps involved in applying the block preconditioner My to a system like w= Mgl Y
inside an iterative solver. Notice the solution vector w=[W,, w,]T and RHS vector ¥=[?,,,]" consist of pressure and
velocity components as specified by the subscripts p and u, respectively. These steps are:

Step 1. Solve i, = X~'9, using Eq[23]

Step 2. Compute ¥; = 9, —G"Ww,

Step 3. Solve w, = F~!97
Step 1 itself consists of three steps:

Step 1a. Solve W)’ = Y~'9, where Y=GD;'G"

Step 1b. Compute w7 = Zi!)” where Z=GD;'FD;'GT

Step 1c. Solve w, = ~Y~'%!”
The most costly steps are 1a, lc, and 3, since they require solving linear systems with respect to the coefficient ma-
trices Y and F. These correspond to the discretized weighted-pressure Laplacian and velocity Laplacian, respectively.
To ensure efficiency, it is crucial to develop preconditioners for Y and F and solve their corresponding systems ap-
proximately. The most attractive existing option, which we adopt here as a benchmark, is AMG. Following [18], we
apply a single multigrid V-cycle accompanied by one pre- and one post-smoothing operation with Gauss Seidel per
level. We found this to perform well with little to no improvement from increasing the number of cycles.

Our goal now is to formulate block PLMM and block PNM preconditioners for F and Y that surpass the AMG
benchmark discussed above in performance. Crucially, we get these for free (i.e., without any additional computations)
from the permutation, reduction, and prolongation matrices calculated in Sections [3.2.2] and [3.3.2] for the monolithic
PLMM and PNM preconditioners. Specifically, we proceed by defining the following global prolongation matrix:

D _ QP _ ISu
s[5

using W from EqMa] Q from Eq[TTB] and P from Eq[T5] The block P, can be used as a prolongation matrix for F,
and the block 13[, as a prolongation matrix for Y. The columns of P, and 13p are the velocity and pressure components,
respectively, of the same basis vectors as in the monolithic preconditioners shown in Fig[3] We use Eq[24]to formulate
the following global preconditioners for F and Y, which allow attenuating their low-frequency errors:

Mg = P (PTFR,) " B] Mgy = Py (B] Y B,) " B (25)

Smoothers that are compatible with Eq[25]|can be formulated in a similar fashion to Section [3.2.3] Namely:

Mk = Mg+ Mg (1- AM, ) Mp = Mo+ M (T- AMGL) (26a)
where
NP Ne
-l = i (RP FEP )" RV -1 _ & (pd pRd V-1 Rd
M= Y EY REEEV)TIRY Mgh= > EY RYFES)TRY, (26b)
i=1 T P N - ’
Pi 4;
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Figure 4: Schematic of the 2D and 3D porous geometries used to test the proposed preconditioners. In 2D, the void space is depicted in white and
the solid phase in black. In 3D, the void space and solid phase are shown separately. We solve the Stokes EqE]over the void space in each case.
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i=1 — i=1 ————
Y Ya,

Pi i

Notice M]:"F is the smoother for F, and M[,ly is the smoother for Y. Similar to Eq[20] each is made up of two
additive-Schwarz preconditioners: one acting on the primary grids (M;F and M;’IY) and another acting on the dual
grids (Mg,}: and ME’IY). Eqs[26b}26¢| parallel Eq[T9] except the extension/contraction matrices E’;.fu, R’;.!"u, E‘;."u, and R[:)f'iu
are understood to act only on the velocity unknowns of Eq[2} Similarly, the extension/contraction matrices Ejfp ffp,
Ej’,’;p, and R? , act upon the pressure unknowns. We remark that the order of applying the primary- versus dual-grid
additive-Schwarz preconditioners in Eq[26a]is opposite to that of Eq[20] for the monolithic preconditioners (i.e., here
primary is applied first, then dual). This was found to work best for the problems in Section 5] Finally, the global and
local preconditioners in Eqs[25][26] are combined in multiplicative fashion via Eq[3a] The resulting preconditioners

are called block PLMM and block PNM depending on the method used to obtain the above matrices (e.g., W, Q, P).

5. Validation set

To test the performance of the proposed monolithic and block PLMM and PNM preconditioners, we consider
the porous geometries depicted in Figl] They consist of: (1) a polydisperse but spatially ordered disk pack (P-D1);
(2) a polydisperse and spatially disordered disk pack (P-D4); (3) a monodisperse and spatially disordered disk pack
(GL-D4); (4) a 2D representation of a Berea sandstone taken from [31] (Berea); (5) a 3D fibrous foam generated
stochastically using the porous microstructure generator (PMG) software [|32]] (Fibrous)ﬂ and (6) a 3D dense packing

2Software settings were: bubble fraction = 0.65, max. particle radius = 0.1, fiber radius = 0.02, reduction factor = 0.25, smoothing factor = 3.
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of non-spherical grains generated using PMG (Granular)E] The P-D1, P-D4, GL-D4, and Berea domains were origi-
nally analyzed by [19] using the geometric formulation of PLMM. We have chosen them to allow comparison against
the algebraic formulation herein. Note the disk positions in P-D4 and GL-D4 are identical and only the disk sizes
differ. Also, the disk sizes in P-D1 and P-D4 are identical, and only the disk positions differ. For the 2D domains in
FigH] the void space is depicted in white and the solid phase in black. For the 3D domains, the void space and solid
phase are shown separately. We solve the Stokes Eq[T] over the void space in each case. In the 2D domains, p =1
and 0,u =0 are imposed on the left boundary and p =0 and 9,u =0 on the right boundary. All lateral boundaries are
sealed (no-slip). Similarly in the 3D domains, a unit pressure drop is imposed across two opposing boundaries while
all lateral boundaries are sealed. Table [I|summarizes the domain sizes, number of fine-scale unknowns N in Eq@,
the number of cell pressures 7., and the number of face velocities ny, for all the domains. Note Nyp=n, + ny.

Each domain is decomposed into primary grids and dual grids using the PLMM and PNM algorithms described in
Sections[3.2.T]and[3.3.1] These are depicted by the randomly colored regions in Figs[5}j6] Table[I|includes the number
of primary grids, N”, and dual grids, N¢, obtained from each decomposition. Recall N¢ equals the number of contact
interfaces N¢ by construction. In Table[I] notice the N” obtained from PLMM are roughly equal to the N° from PNM,
and the N¢ from PLMM are roughly equal to the N” from PNM. These are also consequences of the decomposition
algorithms in Sections [3.2.1] and [3.3.1] which guarantee that pores coincide with primary grids in PLMM but dual
grids (or contact interfaces) in PNM, and throats coincide with dual grids in PLMM but primary grids in PNM.

Table 1: Summary of domain size, number of fine-scale unknowns (Ny), number of cell pressures (n.), number of face velocities (ny) for the
domains in Fi g@ The number of primary (N?) and dual grids (N¢) obtained from the PLMM and PNM decompositions in Figsﬁ]-@ are included.

Domain size Ny ne ny N?,PLMM | N¢,PLMM | N?,PNM N¢, PNM
P-D1 1x2 6,682,606 | 2,211,787 | 4,470,819 202 351 370 201
P-D4 1x2 6,810,716 | 2,255,498 | 4,555,218 205 323 343 202
GL-D4 1x2 5,493,617 1,815,809 | 3,677,808 211 283 308 203
Berea 142 x 1.77 | 6,642,951 2,198,652 | 4,444,299 241 281 344 230
Fibrous Ix1x1 2,370,727 554,712 1,816,015 153 1150 891 152
Granular | 1x1x1 1,712,721 385,763 1,326,958 156 885 871 150

6. Results

Below, we probe the accuracy and performance of the monolithic and block preconditioners for PLMM and PNM.
In Section @ we use the global preconditioners, Mg, associated with the monolithic PLMM and PNM precondi-
tioners proposed in Sections [3.2.2] and [3.3.2) as approximate solvers and compare their accuracy. In Section 6.2} we
pair Mg with the smoothers, My, proposed in Sections [3.2.3]and [3.3.3]and compare their performance in accelerating
the convergence of Krylov solvers. Section [6.3] compares the monolithic PLMM/PNM preconditioners to the block
PLMM/PNM preconditioners proposed in Section4] Section [6.4] benchmarks the latter against block AMG.

6.1. Monolithic PLMM versus monolithic PNM as approximate solvers

Figs[7) and [§] show the pressure and velocity-magnitude fields, respectively, obtained from a single application of
the global preconditioner, Mg, associated with the monolithic PLMM and PNM preconditioners. These approximate
(or first-pass) solutions are compared against the exact solution of Eq[2 obtained from a direct solver, labeled here as
DNS. The pressure fields of PLMM and PNM are in excellent agreement with those of DNS. However, the velocity
magnitudes of PLMM are visibly much more accurate than those of PNM. Specifically, PNM’s velocity appears more
discontinuous at the pores, where multiple throats intersect. That said, PNM captures the global velocity field well.

Table 2] summarizes the L, errors of the pressure and velocity-magnitude fields in Figs[7}[8 for all domains. They
are calculated using the following formulae, to ensure consistency with and allow comparison against [19]ﬂ

£ Lf(E.fde P e bl @7
2N Jo V7 P supg) &s|

3Software settings were: porosity = 0.25, particle size = 0.05, particle rotation = [1,1,1], option = random isotropic, correlation weight = 1.
4The factor 1/]Q] in thad been mistakenly omitted from Eq.27 in [19]], but accounted for in the numerical results reported therein.

14



P-D4 P-D1

GL-D4

Berea

PLMM PNM

4 \ 4 \
Primary Primary

Figure 5: Decomposition of the 2D void-space geometries in Fig into primary grids and dual grids using the PLMM and PNM algorithms
described in Sections3:2.T]and[3.3.1] Each primary or dual grid is highlighted as a randomly colored region. Primary grids form a non-overlapping
partition of the void space. Dual grids cover the contact interfaces shared between the primary grids, but do not cover the entire void space.

¢ is a placeholder for either pressure, p, or velocity magnitude, |u|. The subscripts M and S refer to the approximate
solution obtained from the monolithic PLMM/PNM and the exact solution of Eq[2] respectively. Ei and Ei represent
the L, and pointwise errors of £ over Q, respectively. The values in Table 2] denote Ei Fig[9]shows the corresponding
pointwise errors for the P-D4 and Granular domains. All other domains exhibit similar spatial error distributions and
are thus omitted. Notice from Table 2]and Fig[J]that the errors from PLMM are nearly an order of magnitude smaller
than those from PNM. This is the result of the more accurate closure BCs imposed during the reduction step outlined
in Section[3.2.2] The physical justification of this was briefly stated there and detailed in [19]]. Fig[9]shows that errors
tend to concentrate near the contact interfaces, which coincide with throats in PLMM but with pores in PNM. The
latter is clearly the worse option. Hence, the Mg of the monolithic PLMM is a superior approximate solver than that
of PNM, which is consistent with the geometric analysis of [19]. Both yield approximate solutions that are globally
flux conservative (i.e., V - u =0 is honored pointwise inside primary grids and in integrated sense across interfaces),
thus usable in many practical settings due to their low absolute error: Eg < 1% for PLMM and Ei <5% for PNM.

In Figs[7}j9] and Table [2] the FVM restriction matrix, Rpym, in Eq[I6b] was used to build Mg. Figl[I0]shows the
pressure and velocity magnitudes for the P-D4 domain when the FEM restriction matrix, Rggm, in Eq[I6a) is used
instead. The approximations are very poor compared to those of Figs[7][§] The inaccuracy is mainly due to the fact
that Rpyy ensures (integrated) flux conservation across contact interfaces, whereas Rggy does not. Similar plots were
obtained for all other domains (not shown). Thus, we abandon Rpgym hereafter and use Rpyy in all later analyses.
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Figure 6: The caption here is the same as Figexcept that it applies to the 3D void-space geometries shown in FigE

6.2. Monolithic PLMM versus monolithic PNM in accelerating Krylov solvers

We next compare the performance of the monolithic PLMM preconditioner to that of the monolithic PNM pre-
conditioner in accelerating the convergence of a GMRES solver. As discussed, these preconditioners are obtained by
pairing the Mg from Section [3.2.2] (3:3:2) with the local smoother My, from Section [3.2.3] (3.33) for PLMM (PNM).
The pairing is done via Eq[3a] We note that applying the smoother in more than one stage, via Eq[3b| with n,,> 1 and
the base smoother M; set to Mg, in Eq did not improve the convergence rate enough to compensate for the added
cost. Hence, we set ny =1 herein. The monolithic PLMM and PNM preconditioners are used to solve the discretized
Stokes system in Eq[2] for all of the domains in Figl] via a right-preconditioned GMRES solver. The GMRES restart
value is set to 20 and a direct solver is used to solve all local problems on Q7 and Q¢. Table 3] summarizes the
wall-clock times (WCTs) required to construct the preconditioners, which are broken down into the costs of building
the global preconditioner, Mg, and the local smoother, M. The smoother’s cost is due to LU factorizing the local
matrices A p; and Ad,- in Eq to speedup its repeated application. TableEIlists the number of iterations and WCTs re-
quired by GMRES to converge to a normalized residual of A% = B|I/11bl < 1078. If this criterion could not be satisfied
in under 300 iterations, the solver is said to have “diverged.” All computations are performed in series.

Table 2: L, errors (%) of the pressure and velocity-magnitude fields shown in Figs obtained from a single application of the global precon-
ditioner, Mg, associated with the monolithic PLMM and PNM preconditioners. The FVM restriction matrix in Eq@is used to build Mg for
both.

PLMM PNM

Domain Pressure Velocity Pressure Velocity
P-D1 0.085 0.11 3.80 2.73
P-D4 0.31 0.58 5.01 3.58
GL-D4 0.14 0.39 1.79 1.76
Berea 0.24 0.56 0.55 4.12
Granular 0.72 1.70 4.35 5.66
Fibrous 0.89 1.48 3.31 5.31
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Figure 7: Comparison of pressure fields obtained from a single application of the global preconditioner, Mg, associated with the monolithic PLMM
and PNM preconditioners against DNS. The FVM restriction in Eq[T6B]is used to build Mg. The corresponding velocity fields are shown in Fig[8]
The pressure fields in each row have been normalized by the maximum DNS value so that they fall between 0 and 1.

Three observations can be made: (1) The build-times of PLMM and PNM are comparable. The only exception
is the Fibrous domain, where PLMM is more costly with its build-time dominated by the cost of M. This is due
to the presence of a few large pores (primary grids in PLMM; see Figl6)) combined with the use of a direct solver to
build shape functions (Eq[I5b). Refining the decomposition [33]] and/or using an iterative solver to build the shape
functions, would remove the discrepancy; (2) The GMRES run-times of PLMM are 1.5-2.3 times smaller than PNM
in all cases, except Fibrous for reasons similar to those just stated; (3) PLMM requires 1.3-2.2 times fewer iterations
to converge than PNM in all domains. This is made clearer by Fig[TT] where the normalized residual is plotted against
the number of GMRES iterations. In all domains, the monolithic PLMM preconditioner converges faster than the
monolithic PNM. These observations are not surprising in light of the more accurate approximate (first-pass) solutions
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Figure 8: This plot contains the velocity-magnitude fields associated with the pressure fields in Fig The caption is otherwise the same. The
velocity magnitudes in each row have been normalized by the maximum DNS value so that they fall between 0 and 1.

obtained in Section[6.1by the Mg of PLMM versus the Mg of PNM. Hence, the monolithic PLMM preconditioner is
the preferred choice in iterative solvers for the Stokes Eq[I]on large and geometrically complex, porous domains.

6.3. Monolithic versus block preconditioners in accelerating Krylov solvers

Table [3|also includes the WCTs associated with constructing the block PLMM and block PNM preconditioners of
Sectionf]for all the domains in Fig[d] The WCTs are broken down into the costs of building the global preconditioners
Mgrand Mgy in Eq@](denoted by Mg) and the local smoothers My g and My y in Eq@(denoted by My ). Similar to
the previous section, the My, costs are largely due to LU factorizing the local matrices in Eq26((i.e., F),, Fy, Y, Yg).
Table E] lists the number of GMRES iterations until convergence (i.e., ||Afc - 13|| / ||l3||< 107°) and the corresponding
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with the monolithic PLMM and PNM preconditioners with the FVM restriction (Eq@. Results shown only for the P-D4 and Granular domains.
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run-times accelerated by the block PLMM and block PNM . Fig[TT] shows the convergence patterns of the block
PLMM/PNM in terms of the normalized residual versus GMRES iterations. Tables [3}{4] and Fig[TT]also include the
results for the block AMG preconditioner, which we described in Section[d]and adopted as our benchmark.

The block AMG involves solving linear sub-systems associated with the matrices Y and F (i.e., in steps la, lc,
and 3 of Section ) approximately. To do this, a single multigrid V-cycle is accompanied by one pre- and one post-
smoothing operation per level using Gauss Seidel. To apply and build the data structures for the V-cycle, we adapted
the amg .m code from the iFEM GitHub repository [34]], wherein a modified Ruge-Stuben [13]] coarsening and a two-
point interpolation was used; other settings led to similar or inferior results. Given the algorithmic differences and
multilevel structure of the block AMG, we only report its total build-time in Table[3]

Focusing here on a comparison between the monolithic PLMM/PNM and block PLMM/PNM, we make the fol-
lowing observations: (1) The total build-times (Mg + My ) associated with the block and monolithic preconditioners
are comparable. The costs of Mg are nearly identical because the prolongation matrices of the block PLMM/PNM
are extracted directly from their monolithic counterparts via Eq[24] In other words, to build the block PLMM/PNM,
we must construct the monolithic PLMM/PNM first. The costs associated with M; are lower for the block than the
monolithic preconditioners by a factor of 2—3, because LU factorization scales nonlinearly with matrix size. In block
PLMM/PNM, local matrices are smaller because velocity and pressure unknowns are decoupled; (2) In all domains,
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Figure 10: Comparison of the pressure and velocity-magnitude fields obtained from a single application of the global preconditioner, Mg, associated
with the monolithic PLMM and PNM preconditioners against DNS. Here, the FEM restriction in Eq[T6alis used to build Mg, which results in poor
approximations compared to the same preconditioners built via the FVM restriction in Eq[T6b] (see Figsm-@. Plots correspond to the P-D4 domain.
The pressure and velocity-magnitude fields have been normalized by the maximum DNS values so that they fall between 0 and 1.

Table 3: Wall-clock times (WCTs; “min”) associated with constructing the monolithic (PLMM, PNM) and block (PLMM, PNM, AMG) precon-
ditioners in each domain. The WCTs of monolithic/block PLMM/PNM are broken down into the costs of building the global preconditioner, Mg,
and the local smoother, My. Building the smoother consists of performing LU factorization of the local systems (Ap; and Ad,. in Eq and F,,
Fa., Yp,, Yg; in Eq@. Because of its multilevel structure, only the total cost is reported for building the block AMG preconditioner.

Monolithic Block
Domain PLMM PNM PLMM PNM AMG
P-DI Mg: 2.28 Mg: 2.06 Mg: 1.93 Mg: 2.01 tot: 0.27
MLI 2.05 MLZ 1.71 MLZ 0.60 MLZ 0.65
P-DA4 Mg: 2.44 Mg: 2.29 Mg: 2.24 Mg: 2.09 tot: 0.25
M;: 2.07 M;: 1.99 M; : 0.65 M; : 0.66
GL-DA Mg: 1.74 Mg: 1.72 Mg: 1.71 Mg: 1.50 tot: 0.19
MLI 1.29 ML: 1.41 MLZ 0.50 MLZ 0.52
Berea Mg: 2.26 Mg: 1.98 Mg: 2.32 Mg: 2.14 tot: 0.29
MLI 1.83 ML: 1.75 MLZ 0.68 MLZ 0.70
Mg: 1.01 Mg: 0.38 Mg: 1.07 Mg: 0.42 tot: 0.03
Granular |\ 017 | Mz 0.9 | M:009 | M:o0.11
Fibrous Mg: 6.31 Mg: 0.79 Mg: 6.07 Mg: 0.74 tot: 0.05
M;: 0.82 M;: 0.82 M;: 0.27 M;: 0.26

the monolithic preconditioners converge in far fewer GMRES iterations, by a factor of 3.5-5.5, than the block pre-
conditioners; (3) The corresponding run-times of monolithic PLMM/PNM are also smaller than block PLMM/PNM.
Concretely, monolithic PLMM is faster than block PLMM by a factor of 2-3.3 in WCTs, with the exception of the
Fibrous domain where the block PLMM preconditioner outperforms by a factor of 2. Similarly, the monolithic PNM
is faster than the block PNM by a factor of 1.2-5.6 in WCTs for all the domains. Hence, the monolithic PLMM/PNM
preconditioners are clearly the preferred choice over the block PLMM/PNM preconditioners.

6.4. Block PLMM and block PNM versus block algebraic multigrid

Focusing next on an intercomparison between the block PLMM, block PNM, and block AMG preconditioners,
the following observations stand out from Tables [3}f4] and Fig[TT} (1) In nearly all cases, block PLMM converges in
the fewest number of GMRES iterations, followed by block PNM, then block AMG; (2) This order is preserved in the
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Table 4: The number of iterations (“iter”) and wall-clock times (“min”) required by the right-preconditioned GMRES to converge (i.e., satisfy
A% - b||/115]| < 10~8) in each domain. Results for the monolithic (PLMM, PNM) and block (PLMM, PNM, AMG) preconditioners are listed. “NA”
means the solver did not converge within 300 iterations. All simulations are run on a serial machine. Rgyy in Eq@]is used in PLMM and PNM.

Monolithic Block
Domain PLMM PNM PLMM PNM AMG
P-DI 19 iter 35 iter 93 iter 117 iter 206 iter
2.4 min 3.8 min 8.0 min 11.3 min 32.1 min
P-D4 31 iter 43 iter 111 iter 180 iter NA
) 3.8 min 5.0 min 10.9 min 21.6 min NA
22 iter 33 iter 92 iter 118 iter NA
GL-D4 1.8 min 2.7 min 6.0 min 8.5 min NA
Berea 25 iter 44 iter 138 iter 206 iter 181 iter
3.1 min 5.4 min 14.4 min 30.5 min 27.8 min
Granul 12 iter 27 iter 35 iter 113 iter NA
anwiart 0.6 min 1.4 min 1.2 min 6.2 min NA
Fibr 11 iter 13 iter 36 iter 55 iter NA
ous 2.5 min 1.5 min 1.3 min 1.8 min NA
P-D1 P-D4 GL-D4
1004- 100. 1004-
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Figure 11: Normalized residual versus the number of GMRES iterations for the monolithic PLMM, monolithic PNM, block PLMM, block PNM,
and block AMG preconditioners applied to all the domains in Fig[f] Monolithic PLMM/PNM use the FVM restriction matrix (Eq[T6b).

corresponding GMRES run-times, with the block PLMM preconditioner being 1.4-5 times faster than block PNM;
Moreover, (3) in four out of six of the domains (i.e., P-D4, GL-D4, Granular, and Fibrous), block AMG diverges,
whereas block PLMM and block PNM converge in all cases (and so do the monolithic PLMM/PNM preconditioners).
We think this is because the void space of these four domains is more poorly connected (with many choke points) than
P-D1 and Berea; Finally, (4) while block AMG is an order of magnitude cheaper to build than block PLMM/PNM, its
GMRES run-time is much larger. This is especially the case for the four divergent simulations that were terminated
after 300 iterations, or roughly 30 mins (see Fig[TT). Hence, the combined cost of building and applying the block
AMG preconditioner is much higher than that of the block PLMM or block PNM. The main implication of these ob-
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servations is that repurposing the monolithic PLMM/PNM to build the block PLMM/PNM preconditioners in Section
[] at no additional cost, results in more robust and efficient performance than simply using off-the-shelf block AMG
preconditioners to approximately solve the sub-systems involving matrices Y and F in Section[4]

7. Discussion

7.1. PLMM versus PNM as a model and a preconditioner

In [19], a geometric formulation of PLMM for the Stokes Eq [T was presented and compared to a geometric formu-
lation of PNM [35]]. The term “geometric” here means that both PLMM and PNM were formulated as computational
models, wherein a domain is explicitly decomposed, the governing equations are discretized, and geometric and ma-
terial parameters of the domain/grid are used explicitly as input. This work presents a first translation of these two
models into fully algebraic, monolithic preconditioners, in which no knowledge of the problem parameters is required.
Their starting point is the linear system in Eq[2] which can be assembled via any existing code. This renders the pre-
conditioner formulations of PLMM/PNM portable and amenable to non-intrusive implementation. When used as
approximate solvers (i.e., without smoothers as described in Section [6.1), monolithic PLMM/PNM are equivalent to
the PLMM/PNM modelsﬂ In [19], the authors found that the PLMM model yields more accurate approximate solu-
tions than the PNM model (i.e., permeability errors were five times lower). We see the same trend here: the monolithic
PLMM solver is more accurate than the monolithic PNM solver by nearly an order of magnitude in L, and pointwise
errors (Table[2]and Fig[9). The higher accuracy of the PLMM solver has led, in turn, to the faster convergence of GM-
RES when preconditioned by the monolithic PLMM preconditioner over the monolithic PNM preconditioner. Since
the block PLMM/PNM preconditioners are derived from their monolithic counterparts, a similarly better performance
of GMRES was observed for the block PLMM over the block PNM preconditioner. The superiority of PLMM over
PNM as a model, approximate algebraic solver, and monolithic/block preconditioners is no coincidence. The reason
lies in PLMM’s decomposition of the void space at geometric constrictions (not enlargements as in PNM), or throats
(not pores), and imposing the closure BCs p = const and d,u = 0. The optimality of this decomposition paird with
these BCs was detailed in [19]. Put differently, PLMM is simply better at decoupling Eq[I] spatially than PNM.

7.2. Algebraic versus geometric PLMM

Aside from increased portability and non-intrusive implementation in existing codes, the algebraic form of PLMM
as a monolithic preconditioner has one more advantage over its geometric counterpart in [19]. In high-porosity
domains (e.g., Fibrous in Fig[), the geometric PLMM model would result in sample-spanning dual grids due to the
requirement that overlapping dual grids be merged [19]]. Such large dual grids result in local problems that are very
expensive to solve, defeating the purpose of accelerating calculations via PLMM in the first place. The algebraic
formulation of PLMM removes this drawback because the dual grids are allowed to overlap, and their sub-problems
are commensurately smaller. Recall that dual grids here are used to apply the additive-Schwarz smoother Mg, in
Eq[20} In theory, it is possible to adapt the geometric PLMM of [19] so that overlapping dual grids are not merged,
and used much like subdomains in a geometric additive Schwarz method [30]. But for the (image-based) Cartesian
grids herein, we encountered significant challenges in [[19] to implement the various mappings involved.

7.3. PNM as an accelerator of DNS

In modeling fluid flow through porous media, the pore space is often captured by an X-ray uCT image that is rather
large. It is, thus, customary to make a choice about whether to use direct numerical simulation (DNS) or pore network
modeling (PNM) to solve the Stokes Eq[T} In DNS, the governing equations are discretized with a preferred method
(e.g., FVM, FEM) to yield a linear system like Eq[2] which is then solved exactly with an iterative or direct solver.
In existing PNM, the geometry of the void space is simplified by a computational graph, whose nodes approximate
the pore shapes (e.g., sphere, cubes) and edges approximate the throat shapes (e.g., cylinders, prisms). The arguments
used to justify either choice are often presented as a dichotomy [22] 23] [36]]: PNM is fast but less accurate and DNS is
slow but more accurate. The real drawback of PNM is that it lacks the ability to estimate and control approximation

SThe first-pass solution of monolithic PLMM is equivalent to the M approximation (no corrective iterations) of the geometric PLMM in [19].
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errors, unlike DNS, rendering its predictions unreliable [21]]. In this paper, we provided a different perspective that
removes this dichotomy, and associated drawbacks of PNM, altogether: use PNM as a preconditioner to accelerate
DNS. The monolithic PNM preconditioner herein can be used to yield approximate solutions (see Section [6.1), like
existing PNM models, or called from within DNS to accelerate its convergence. The latter bestows PNM with error
control and estimation capabilities that have thus far been lacking. The dichotomy is removed because a DNS method
equipped with this preconditioner can sfop at any point before convergence to yield an approximate solution (with
error bars) that is guaranteed to be globally flux-conservative. Concretely, this can be done by applying M in Eq[34]
within a Richardson loop [29} [37]. The solution can even be made locally (or pointwise) conservative by solving
a special (and inexpensive) dual-grid problem described in [7]. These statements apply equally to the monolithic
PLMM. We note the monolithic PNM’s first-pass solution is different from and more accurate than existing PNM.
Unlike classical PNM [20], the void geometry here is not approximated by simplified shapes, and a pointwise velocity
field can be reconstructed over the entire fine grid. Existing PNM only yields integrated flowrates through throats.
Moreover, unlike classical PNM, the need to extract an explicit network, a potentially costly task [24], is obviated
here. While watershed segmentation, an O(N) operation [33]], is still a key step in monolithic PNM, all downstream
operations (e.g., graph pruning, node merger, shape approximation) are made redundant (see Appendix A of [33l]).

7.4. Monolithic versus block preconditioning

In Section [6] we saw that the monolithic PLMM/PNM preconditioners significantly outperform all block precon-
ditioners in nearly all domains (except Fibrous, where block PLMM was faster than monolithic PLMM), both in terms
of number of GMRES iterations and wall-clock times (WCTs). Moreover, monolithic PLMM was 1.5-2.3 times faster
in WCTs than monolithic PNM, making it the most successful preconditioner in solving the Stokes Eq[I] We also saw
that the block PLMM/PNM preconditioners, derived from their monolithic counterparts, handily outperformed exist-
ing block AMG. The latter even diverged in four out of six domains. We note the build-times of the preconditioners
were not a factor in our takeaways because the costs of constructing all monolithic/block PLMM/PNM precondition-
ers are comparable, and the total cost of block AMG is dominated by its run-(not build-)-time. The block AMG here
was based on the scaled-BFBt approximation of the Schur complement matrix, S=—GF~'GT, via Eq23|[15]. As
discussed in Section ] other approximations of S were also tested but all performed worse than Eq[23] Even though
the BFBt approximation is considered more suitable for the Oseen equation in the literature, where the inertial term is
included in Eq[T] and that cheaper alternatives (e.g., the diagonal mass matrix X; in Section[d) are said to be preferred
for the Stokes Eq[I] we think the geometric complexity of the domains here offer the BFBt approximation a clear
advantage. Even so, any approximation of S, by definition, neglects some coupling terms between p and u in Eq[2]
which are largely preserved by the monolithic PLMM/PNM. This is likely why the latter performs more efficiently.

7.5. Parallel scalability

While all simulations in Section [§] were conducted on a serial machine, the building and application of the mono-
lithic PLMM/PNM and block PLMM/PNM preconditioners within iterative solvers is fully parallelizable. Hence, the
WCTs reported in Tables [B}4] would be even less if the simulations were run on a parallel machine. In building any
of the proposed preconditioners, the most computationally expensive step is constructing the prolongation matrix, P,
in Eq[T5] However, this involves computing a set of shape vectors, pfj’f, and correction vectors, c”, that are spatially
decoupled over the primary grids. Hence, if #C? denotes the average number of contact interfaces per primary grid,
and N7 is the total number of primary grids, then a maximum of #C?”N” parallel processors can be employed to re-
duce the cost of building P to that of solving a single linear sub-system on one primary grid. Notice, the prolongation
matrix P (Eq[T3), the restriction matrix R (Eq[T6), the reduction matrix Q (Eq[TTD), and the permutation matrix W
(EqHa) need to be computed only once. They are reused across all iterations of a Krylov solver. In applying any of
the proposed preconditioners, the most computationally costly step is applying the additive-Schwarz smoothers corre-
sponding to My, in Eq[20|for the monolithic PLMM/PNM, and My ¢ and My y in Eq[26a for the block PLMM/PNM
preconditioners. However, notice again that applying these smoothers entails solving a set of spatially decoupled
linear sub-systems on the primary and dual grids, which is an embarrassingly parallel task. While a rigorous parallel
scalability study falls outside the scope of this work, future work should quantify and demonstrate its magnitude.
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7.6. Future extensions

The proposed monolithic/block PLMM/PNM preconditioners are designed for Stokes flow, resulting in a sym-
metric saddle-point system with F=FT in Eq For the Navier-Stokes or Oseen equations where inertial forces are
present, F#FT and the system is non-symmetric. We expect our preconditioners to still perform well under these cir-
cumstances, as long as the non-symmetric F is used to build the prolongation matrix P in Eq[T3] For low to moderate
Reynolds numbers, even preconditioners built for Stokes flow (F=FT) may be adequate in accelerating solver conver-
gence, but performance is expected to degrade as Reynolds number grows. Another extension pertains to flow through
domains with unresolved porosity. Such problems are described by the Darcy-Brinkman-Stokes (DBS) equation [38]],
where an extra Darcy term (linear in velocity) is added to Eq[Ta] This term modifies the diagonal entries of F, thus
preserving symmetry. Again, our preconditioners are expected to apply to such problems, but the watershed-based
decompositions described in Sections[3.2.Tand[3:3.T|may need modification to prevent performance degradation [39].
In flow problems where the pore-space geometry evolves with time, for example due to dissolution or precipitation
of solids, the preconditioners may need to be periodically updated or rebuilt entirely. Since the latter can be costly,
adaptive strategies similar to [26] are likely required to update only select columns of P during each time step. Finally,
immiscible two-phase flow, or solute transport that significantly alters the fluid’s rheology, would likely benefit from
a similar treatment. These problems consist of a flow (mass plus momentum balance) and a transport (phase/solute-
indicator balance) equation that are often solved sequentially. The flow equation, which is generally more expensive,
could benefit from our preconditioners with periodic/adaptive update of P’s columns. Update criteria may be devised
based on the geometric PLMM for two-phase flow in [7]]. Future research should test the above hypotheses.

8. Conclusions

In this work, we have developed monolithic and block preconditioners to robustly and efficiently solve saddle-
point systems that arise from discretizing the Stokes Eq[] via iterative solvers. They include the monolithic PLMM,
monolithic PNM, block PLMM, and block PNM preconditioners. We compared their performances against each other
and benchmarked them against a standard block AMG preconditioner on multiple 2D/3D, geometrically complex,
porous domains. The following summarizes our key contributions and findings:

e The monolithic PLMM preconditioner is a fully algebraic reformulation of the geometric PLMM model in [19].
The preconditioner form renders PLMM portable and allows its non-intrusive implementation in existing codes.
It also removes certain drawbacks of the geometric variant regarding sample-spanning dual grids (Section[7.2).

e The monolithic PNM preconditioner is a first, fully algebraic reformulation of the widely used PNM model in
the literature [20]]. This enables using PNM as a means to accelerate DNS, instead of the commonly held view
that one must trade off accuracy for speed when using PNM over DNS to solve Eq[I} The preconditioner form
also allows estimating and controlling the errors of PNM, which has thus far proven to be elusive.

e The monolithic PLMM/PNM preconditioners can also be used as approximate solvers. This involves apply-
ing the global preconditioner Mg associated with the monolithic PLMM/PNM to the RHS vector of Eq[2} i.e.,
Rapre= Malﬁ. This is equivalent to the approximate solutions produced by existing geometric PNM and PLMM
models (without corrective iterations). Moreover, the accuracy of %, can be progressively improved by com-
bining Mg with the smoother M =My, in Eq@ and applying the combined M in Eq@within a Richardson-type
iteration. Each iteration would be globally flux-conservative, thus usable as an intermediate solution.

e The first-pass solution £, =M61f7 of the monolithic PNM is more accurate than classical PNM models in the
literature. This is because, here, the pore-space geometry is not simplified and a pointwise velocity field can be
constructed on the fine grid. There is also no need to extract an explicit network, which may be costly [24]].

e The monolithic PLMM/PNM can be repurposed to build the block PLMM/PNM preconditioners at no added
cost. The latter is more robust/efficient than existing block AMG, which can diverge in complex domains.

e Interms of WCTs, the performance of all preconditioners herein are ranked from best to worst as follows: mono-
lithic PLMM, monolithic PNM, block PLMM, block PNM, and block AMG. The monolithic/block PLMM/PNM
preconditioners are amenable to parallel computing in building and applying them within iterative solvers. The
monolithic preconditioners must utilize the FVM (not FEM) restriction matrix in Ec@ to be fast/accurate.
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Figure A.1: Markers (or “seeds”) used to perform the watershed transform in the PLMM and PNM domain decompositions.
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Appendix A. Markers used in the watershed decompositions of PLMM and PNM

To perform the marker-based watershed transforms described in Sections and @ “seeds” (or markers)
must be provided as input. Fig[A.T|shows these markers for the domain decompositions used in the PLMM and PNM
preconditioners for the pore space shown in Fig[Th. The PLMM markers correspond to the local minima of the distance
map in Fig[T{d, and the PNM markers to the minima of the distance map in Fig[Tlg. Notice from Fig[A.T|that the PNM
markers also correspond to the contact interfaces shared between the primary grids of the PLMM decompositionE]
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