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Abstract

Single Source Shortest Paths (SSSP) is among the most well-studied problems in computer
science. In the incremental (resp. decremental) setting, the goal is to maintain distances from
a fixed source in a graph undergoing edge insertions (resp. deletions). A long line of research
culminated in a near-optimal deterministic (1 + ")-approximate data structure with m1+o(1)

total update time over all m updates by Bernstein, Probst Gutenberg and Saranurak [FOCS
2021]. However, there has been remarkably little progress on the exact SSSP problem beyond
Even and Shiloach’s algorithm [J. ACM 1981] for unweighted graphs. For weighted graphs,
there are no exact algorithms beyond recomputing SSSP from scratch in eO(m2

) total update
time, even for the simpler Single-Source Single-Target Shortest Path problem (stSP). Despite
this lack of progress, known (conditional) lower bounds only rule out algorithms with amortized
update time better than m1/2�o(1) in dense graphs.

In this paper, we give a tight (conditional) lower bound: any partially dynamic exact stSP
algorithm requires m2�o(1) total update time for any sparsity m. We thus resolve the complexity
of partially dynamic shortest paths, and separate the hardness of exact and approximate shortest
paths, giving evidence as to why no non-trivial exact algorithms have been obtained while fast
approximation algorithms are known.

Moreover, we give tight bounds on the complexity of combinatorial algorithms for several
path problems that have been studied in the static setting since early sixties: Node-weighted
shortest paths (studied alongside edge-weighted shortest paths), bottleneck paths (early work
dates back to 1960), and earliest arrivals (early work dates back to 1958). These bounds rule
out any nontrivial combinatorial algorithms for these problems in the partially dynamic setting.
Interestingly, for all of the above path-variant problems, we obtain faster partially dynamic
algorithms using fast matrix multiplication.
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1 Introduction

Computing shortest paths is one of the most fundamental tasks in computer science. Given an n-
node, m-edge directed graph1 G = (V,E) with nonnegative integer edge weights, the Single Source
Shortest Paths (SSSP) problem asks to compute the distance from a given node s to all v 2 V .
Dijkstra’s classical algorithm [Dij59, FT87] solves this problem in O(m + n log n) time. SSSP
(and its variants for undirected graphs and for graphs with negative weights) has been extensively
studied [Shi53, For56, Bel58, Moo59, Gab83, GT89, FW93, FW94, Gol95, Ram96, Tho96, Ram97,
Tho99, Hag00, Tho00, PR05, Tho04, vdBLN+20, AMV20, BNW22, CKL+22, Fin24]. The current
fastest SSSP algorithm runs in O(m+ n log log n) time [Tho04].

For the all-pairs version of the problem, All-Pairs Shortest Paths (APSP), one needs to compute
the distance between every pair of nodes in the given graph. One could run Dijkstra’s algorithm
n times to obtain an O(mn + n2

log n) running time. For a dense graph where m = ⇥(n2
), this

running time becomes O(n3
). An alternative classical algorithm, the Floyd–Warshall algorithm, also

achieves an O(n3
) running time. A long series of works (e.g. [Fre76, Dob90, Tak92, Tak98, Han04,

Pet04, Zwi04, Cha05, Han06, Cha10a, HT12, OV22]) improved poly-logarithmic factors over the
classic O(n3

) running time, culminating in the current fastest algorithm by Williams [Wil18] with
n3/2⇥(

p
logn) running time, a super poly-logarithmic improvement over the classic O(n3

) running
time. Due to the lack of polynomial improvements, the APSP hypothesis, stating that there is no
O(n3�"

) time algorithm for any " > 0 that computes APSP for n-node graphs, is among the most
popular hypotheses in Fine-Grained Complexity.

Shortest paths problems have also been extensively studied in dynamic graphs. The main focus of
our paper is the partially dynamic setting, where the dynamic graph only undergoes edge insertions
(incremental) or only undergoes edge deletions (decremental). Partially dynamic problems are often
easier than their fully-dynamic counterparts where both edge insertions and deletions are allowed.
We are interested in the total running time of the algorithms over all the operations (starting from an
empty graph in the incremental case, or deleting edges until the graph is empty in the decremental
case). A seminal algorithm of Demetrescu and Italiano [DI04] shows how to maintain APSP in
amortized eO(n2

) time,2 even for fully dynamic graphs. This amortized running time is essentially
optimal if our goal is to minimize the total running time, as the output size after each operation is
already n2 for APSP.3 Therefore, we will focus on partially dynamic SSSP.

For unweighted graphs, Even and Shiloach [ES81] gave a partially dynamic SSSP algorithm with
total time O(mn), a bound that has stood for more than 40 years. In the meantime, a long line
of work has studied (1 + ")-approximate SSSP, where the algorithm must maintain approximate
shortest paths after each update [BR11, HKN14a, HKN14b, BC16, Ber16, BC17, Ber17, HKN18,
CK19, BGS20, GVW20, GW20a, GW20b, BGS21].

However, there has been little progress on maintaining exact SSSP in partially dynamic weighted
graphs. The naive algorithm for partially dynamic SSSP is to rerun Dijkstra’s algorithm after
every update, which results in an eO(m2

) total running time, or eO(m) time per-update, even when
amortized over all m updates. For dense graphs, this running time is eO(n4

). This trivial re-
computation is essentially the best known for partially dynamic SSSP. Even for the simpler partially
dynamic stSP problem where we only need to maintain the distance between one source node s and
one sink node t, there are no better upper bounds.

1Throughout the paper, we will assume m � n� 1.
2 eO hides polylog(n) factors.
3It is still an active line of research to improve the worst-case time guarantee for fully dynamic APSP [Tho05,

ACK17, GW20c, CZ23, Mao24], and the current fastest algorithm is designed by Mao [Mao24] which runs in eO(n2.5)
time per operation.
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Open Question 1. Can we solve partially dynamic stSP in O(m2�"
) total time for some " > 0,

for any sparsity m? In particular, can we solve partially dynamic stSP in O(n4�"
) total time for

some " > 0?

There has been partial progress towards answering Open Question 1. Roditty and Zwick [RZ11]
proved that under the APSP hypothesis, any partially dynamic SSSP algorithm handling n updates
requires total time n3�o(1), which is a factor of n away from the naive algorithm for dense graphs.
This lower bound was later strengthened by Abboud and Vassilevska Williams [AV14] to hold also
for partially dynamic stSP. While this lower bound rules out any algorithm improving upon re-
computation from scratch when amortized over only n updates, it only rules out algorithms with
m1/2�" amortized update time when amortizing over all m updates. In particular, previous lower
bounds do not rule out the possibility of an algorithm which has only n costly updates with the rest
of the updates being relatively fast, resulting in m1/2�o(1) amortized time when amortizing over all
m updates.

More partial progress was made by Gutenberg, Vassilevska Williams and Wein [GVW20], who
showed that in the special case of sparse graphs where m = n1+o(1), any algorithm solving partially
dynamic stSP requires total time m2�o(1), under the k-Cycle hypothesis from Fine-Grained Com-
plexity (see [LVW18, AHR+19]) which postulates that any algorithm that can detect whether a
graph contains a k-cycle (for every constant k � 3) requires m2�o(1) time. In terms of n, detecting
a k-cycle can be solved in O(n!

) time4 for all constants k (see e.g., [IR78]). When m = ⌦(n1+c
)

for some c > 0, O(n!
) can be faster than m2, e.g. in the optimistic case where ! = 2. Therefore,

the k-Cycle hypothesis is most reasonable for graphs with m = n1+o(1). Thus, the lower bound
in [GVW20] does not help with Open Question 1 for graphs with m = ⌦(n1+c

) for any c > 0.
Furthermore, their result is not meaningful for partially dynamic SSSP with m = n1+o(1), because
an ⌦(mn) = m2�o(1) lower bound is trivial, as mn is the total output size (n distances after each
update).

We remark that fully dynamic stSP was shown to require n2�o(1) amortized update time over
any (polynomial) number of updates for combinatorial5 algorithms by Jin and Xu [JX22]. Indeed,
any combinatorial algorithm requires n2�o(1) amortized update time even for the simpler (s, t)-
reachability problem in the fully dynamic setting.

Roditty and Zwick [RZ11] considered partially dynamic SSSP where instead of outputting the
distances from s to all nodes in V after each update, the data structure only needs to support
distance queries between s and any queried node v. They explicitly stated the following open
question:

Open Question 2. Is partially dynamic SSSP with m updates and n2 queries in eO(mn) time?

In particular, if the answer to Open Question 2 is affirmative, then one can solve partially
dynamic stSP in eO(mn) time, as the total number of queries for partially dynamic stSP is m  n2.
Therefore, if the answer to Open Question 2 is affirmative, then the answer to Open Question 1 is
also affirmative for m = ⌦(n1+c

) for c > 0. Neither of the previously mentioned lower bounds [AV14,
GVW20] can resolve Open Question 2. In the contrapositive, if one can resolve Open Question 1 in
the negative, then it would also imply a resolution of Open Question 2 in the negative.

4
! < 2.372 [DWZ23, VXXZ24] is the square matrix multiplication exponent. We will also use !(a, b, c) to denote

the exponent for multiplying an n
a ⇥ n

b matrix and an n
b ⇥ n

c matrix.
5“Combinatorial” algorithms are not well-defined, but the term has become synonomous with algorithms that do

not use the heavy algebraic techniques used in fast matrix multiplication algorithms. Hardness under the BMM
hypothesis essentially implies that fast algorithms can only exist if fast matrix multiplication is used.
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Strong Hardness for Exact Partially Dynamic stSP. As the first main result of our paper,
we fully resolve Open Question 1 in the negative based on a popular fine-grained hypothesis. Thus,
the answer to Open Question 2 is (conditionally) negative as well, based on the above discussion. In
particular, we resolve the complexity of partially dynamic shortest paths, and separate the hardness
of exact and approximate shortest paths, giving evidence as to why no non-trivial exact algorithms
have been obtained while fast approximation algorithms are known.

Our lower bound is based on the Minimum-Weight 4-Clique hypothesis, which states that finding
the 4-clique with minimum total edge weights in an n-node graph requires n4�o(1) time. This
hypothesis is a special case of the Minimum-Weight k-Clique hypothesis, which has been used in,
e.g., [AVW14, BDT16, BT17, LVW18, ABDN18, BGMW20, GV21, BFvdH+24]. In particular, the
Minimum-Weight 3-Clique hypothesis is equivalent to the APSP hypothesis [VW18]. Our result
can be formally stated as follows:

Theorem 1.1. Under the Minimum Weight 4-Clique hypothesis, any algorithm computing incre-
mental/decremental stSP on n-node undirected graphs requires n4�o(1) total time.

Through a simple graph transformation, Theorem 1.1 implies that any partially dynamic stSP
algorithm requires m2�o(1) total time over m updates in an n-node m-edge undirected graph for
any sparsity m. In our work, we mostly consider directed graphs, but notably, Theorem 1.1 even
holds for undirected graphs.

1.1 Variants of Shortest Paths in the Dynamic Setting

In the static setting, there are several variants of shortest paths that have been studied extensively.
Examples include shortest paths on structured graphs such as node-weighted graphs [Cha10a], bot-
tleneck paths [Pol60, Hu61] (the bottleneck path between two nodes is the path whose minimum
weight edge is maximized), and earliest arrivals [Min58] (the earliest arrival between two nodes is
the minimum weight of the last edge among all paths whose edges are increasing in weight; ear-
liest arrivals is also known as nondecreasing paths). All these problems are extremely basic and
well-motivated: Node-weighted graphs naturally arise in applications for many problems related to
shortest paths [VW06, VWY06, CL09, SYZ07, DP09, VW13]. Bottleneck paths [GT88, CKT+16]
have many applications, from max-flow algorithms ([EK72], Chapter 7.3 in [AMO93]), to voting pro-
tocols [Sch11], to metabolic pathway analysis [ULH09] and more. Earliest arrivals has applications
to public transportation scheduling such as train and planes (see e.g. [Min58, Vas10]).

Modifications of Dijkstra’s algorithm can solve the single-source version of all three variants in
eO(m) time. Faster than Dijkstra’s algorithms exist for all of them: Single Source Shortest Paths
on node-weighted graphs (nw-SSSP) can be solved in O(m + n log log n) time [Tho04] similar to
SSSP, Single Source Earliest Arrival (SSEA) can be solved in O(m log log n) time in the addition-
comparison model and O(m + n) time on the word-RAM [Vas10], and Single Source Bottleneck
Paths (SSBP) can be solved in O(m

p
log n) time [DLX18] which is faster than Dijkstra’s algorithm

when m = o(n
p
log n).

In contrast to APSP, the all-pairs versions of these problems all have truly subcubic time al-
gorithms as first shown by [VWY09, Vas10, Cha10a]. The fastest algorithm to date for All-Pairs
Shortest Paths on node-weighted graphs (nw-APSP) runs in eO(n(9+!)/4

) = O(n2.843
) time [Cha10a].

Using rectangular matrix multiplication, this running time can be improved to O(n2.830
) [Yus09].

The fastest algorithms for All-Pairs Bottleneck Paths (APBP) [DP09] and All-Pairs Earliest Arrivals
(APEA) [DJW19] both run in eO(n(3+!)/2

) = O(n2.686
) time.

Notably, all of the aforementioned subcubic algorithms use fast matrix multiplication, and that
is for a good reason. Under the Boolean Matrix Multiplication (BMM) hypothesis, no combinatorial
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algorithm for these problems can achieve O(n3�"
) for " > 0 time.

To the best of our knowledge, the dynamic versions of these natural variants of shortest paths
have not been explicitly studied before, despite the extensive study of their static versions. In this
paper, we initiate the study of the dynamic versions of node-weighted shortest paths, bottleneck
paths, and earliest arrivals, obtaining algorithms and conditional lower bounds.

New Partially Dynamic Algorithms. First, we give sub-quartic total time algorithms for the
partially dynamic versions of all three variants, setting them apart from partially dynamic SSSP.
In particular, for partially dynamic SSEA, our running time is near-linear. For node-weighted s-t
shortest paths (nw-stSP), we also give an algorithm that is faster than nw-SSSP. We give similar
faster algorithms for Single Source Bottleneck Paths (SSBP) and s-t Bottleneck Paths (stBP).

Theorem 1.2. For n-node m-edge graphs, there are algorithms for

• incremental nw-stSP in eO(n4��/3
) = O(n3.887

) total time;
• incremental nw-SSSP in eO(n4��/4

) = O(n3.915
) total time;

• incremental/decremental stBP in eO(n2+"1+"2 + n2+!(1,"1,"2)�"1 + n2+!(1,1,"2)�"2) = O(n3.405
)

total time;
• incremental SSBP in eO(n(5+!)/2

) = O(n3.686
) time;

• incremental or decremental SSEA in eO(m) total time,

where � is the solution to the equation !(1, 1, 1+�) = 3�� and "1, "2 are parameters to be optimized.

New Hardness Results. All algorithms except the one for SSEA in Theorem 1.2 use fast matrix
multiplication, and it is natural to ask whether fast matrix multiplication is necessary in order to
achieve O(n4�"

) running time for these problems. We show that this is indeed the case, under
the Combinatorial 4-Clique hypothesis, which states that any combinatorial algorithm detecting
whether a graph contains a 4-clique requires n4�o(1) time. This hypothesis is a natural generalization
of the BMM hypothesis, as the latter has been shown to be equivalent to the hypothesis that any
combinatorial algorithm for Triangle Detection in n-node graphs requires n3�o(1) time [VW18]. The
Combinatorial k-Clique hypothesis has been widely used in prior works (e.g, [Cha10b, BGL17, Li19,
AGI+19, GVW20, JX22, HLSW23]). In fact, the reductions for this result are adapted from the
reduction for Theorem 1.1, showcasing the versatility of our technique.

Theorem 1.3. Under the Combinatorial 4-Clique hypothesis, any combinatorial algorithm comput-
ing incremental/decremental stBP or nw-stSP requires n4�o(1) total time.

Similar to before, Theorem 1.3 implies an m2�o(1) lower bound for any sparsity m.
Even with fast matrix multiplication, the current best running time for detecting whether a

graph contains a 4-clique is O(n!(1,2,1)
) [EG04]. Notably, the current best bound [VXXZ24] on

!(1, 2, 1) is 3.251 > 3; if ! = 2, then !(1, 2, 1) = 3.
Our method implies that, unless we can improve this 4-clique running time, any algorithm (even

non-combinatorial ones) computing incremental/decremental stBP or nw-stSP requires n!(1,2,1)�o(1)

total time. We can further improve the exponent for the lower bound, under the hardness of the
OMv3 problem, proposed by [GVW20] as a generalization of the OMv problem [HKNS15], and the
Minimum-Witness 3-Product problem, which is a generalization of the Minimum-Witness Product
problem proposed in [KL22].

In the OMv3 problem, we need to preprocess an n⇥n Boolean matrix A, so that we can support
the following types of queries: Given three n-dimensional Boolean vectors u, v, w, determine whether
there exist i, j, k 2 [n], so that ui ^ vj ^ wk ^Aij ^Ajk ^Aki. A naive algorithm solves each query
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in O(n!
) time, and it is hypothesized in [GVW20] that this is essentially the best algorithm among

all algorithms with polynomial preprocessing time.

Hypothesis 1.4 (OMv3 hypothesis [GVW20]). There is no algorithm with polynomial preprocessing
time and total update and query time O(n!+1�"

) solving the OMv3 problem, for any " > 0.

We show the following results under the OMv3 hypothesis:

Theorem 1.5. Under the OMv3 hypothesis, any algorithm computing incremental/decremental
stBP or nw-stSP requires n!+1�o(1) total time.

For nw-SSSP, we are able to show a higher lower bound, based on the hardness of a variant of
the Minimum-Witness Product problem.

In the Minimum-Witness Product problem, we are given two Boolean matrices A and B, and we
need to compute min{k 2 [n] : Ai,k^Bk,j} for every (i, j) 2 [n]⇥ [n]. The current best algorithm for
this problem runs in O(n2+�

) time [CKL07], where !(1,�, 1) = 1+2�. If ! = 2, this running time is
essentially O(n2.5

); the hypothesis that there is no O(n2.5�"
) time algorithm for Minimum-Witness

Product has been considered before [LPV20].
We consider the following natural generalization of Minimum-Witness Product to three matrices,

first proposed by [KL22], which we call Minimum-Witness 3-Product. In this problem, we are given
three n ⇥ n Boolean matrices A,B,C, and for every i1, i2, i3 2 [n], we need to find the minimum
value of j 2 [n] such that Ai1,j ^Bi2,j ^ Ci3,j .

[KL22] gave an O(n3.5
) time algorithm (when ! = 2) for Minimum-Witness 3-Product, which is

an adaptation of the existing algorithm for Min-Witness Product [CKL07]. As O(n3.5
) is the best

running time even when ! = 2, the following hypothesis is plausible. See Section 3.2.2 for more
discussion on why it is plausible.

Hypothesis 1.6 (Minimum-Witness 3-Product hypothesis). There is no O(n3.5�"
) time algorithm

for the Minimum-Witness 3-Product problem for " > 0.

We obtain a conditional lower bound based on the Minimum-Witness 3-Product hypothesis.

Theorem 1.7. Under the Minimum-Witness 3-Product hypothesis, any algorithm computing incre-
mental/decremental nw-SSSP requires n3.5�o(1) total time.

Weight-Dynamic Algorithms Typically, updates to dynamic graphs are considered in the con-
text of edge insertion and deletion. [HPS21] introduced weight-dynamic graphs, on which up-
dates can additionally modify the weight of an existing edge. Note that this generalizes the inser-
tion/deletion model, as edge insertions/deletions can be modeled by setting weights to 1 or �1
depending on the setting of the problem. In the partially dynamic versions of this model, one can
either only increase the edges weights, or only decrease the edge weights. In this more general model,
all our lower bounds hold, and we additionally show that combinatorial algorithms for stEA require
m2�o(1) time under the Combinatorial 4-Clique hypothesis, whereas in the insertion/deletion model
we obtain an eO(m) time algorithm for SSEA, exhibiting a separation between the two dynamic
models.

Fully Dynamic Algorithm The main focus of our paper is partially dynamic algorithms, but
we also show a fully dynamic algorithm for APBP. Namely, we show that fully dynamic APBP can
be solved in eO(n2

) amortized update time.
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Problem Upper Bound Lower Bound Combinatorial
Lower Bound

Known Lower
Bound

Shortest Paths

(s, t) n
4

n
4�o(1) (Thm. 1.1) - n

3�o(1) [AV14]

single source n
4

n
4�o(1) (Thm. 1.1) - n

3�o(1) [RZ11]

Node-Weighted
Shortest Paths

inc. (s, t) n
3.887 [n3.834]

(Prop. 3.3)
n
!+1�o(1) [n3�o(1)]

(Thm. 3.8)
n
4�o(1) (Thm. 3.5) n

2

inc. single source n
3.915 [n3.875]

(Prop. 3.1)
n
3.5�o(1) (Thm.

3.13)
n
4�o(1) (Thm. 3.5) n

2.75�o(1) [RZ11]

Bottleneck Paths

(s, t) n
3.405 [n3.25]

(Thm. 4.2)
n
!+1�o(1) [n3�o(1)]

(Thm. 4.18)
n
4�o(1) (Thm.

4.16)
n
2

inc. single source n
3.686 [n3.5]

(Thm. 4.11)
n
!+1�o(1) [n3�o(1)]

(Thm. 4.18)
n
4�o(1) (Thm.

4.16)
n
2

Earliest Arrivals

single source n
2 (Thm. 5.4) n

2
n
2

n
2

Table 1: Summary of results for partially dynamic (s, t) and single source problems with respect
to number of nodes n. The table shows total update and query time. Unless otherwise stated, our
bounds hold for both incremental and decremental versions of the problem. Upper bounds are given
ignoring polylogarithmic factors. Bounds are given with respect to the current best upper bound
of (rectangular) matrix multiplication [VXXZ24] computed with [Bra]. Bounds within brackets
assume ! = 2.

Problem Lower Bound Combinatorial
Lower Bound

Known Lower Bound

Shortest Paths

(s, t) m
2�o(1) (Thm. 1.1) - m

2�o(1) if m = n
1+o(1) [GVW20]

Node-Weighted
Shortest Paths

(s, t) m
!+1
2 �o(1) [m1.5�o(1)]

(Thm. 3.8)
m

2�o(1) (Thm. 3.5) m

single source n
1.75�o(1) (Thm. 3.13) m

2�o(1) (Thm. 3.5) m
1.375�o(1) [RZ11]

Bottleneck Paths

(s, t) m
!+1
2 �o(1) [m1.5�o(1)]

(Thm. 4.18)
m

2�o(1) (Thm.
4.16)

m

Table 2: Summary of lower bounds for partially dynamic (s, t) and single source problems with
respect to number of edges m. The table shows total update and query time. Our bounds hold
for both incremental and decremental versions of the problem and all values of m  n2 (Prop
A.2). Bounds are given with respect to the current best upper bound ! [VXXZ24]. Bounds within
brackets assume ! = 2.
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1.2 Preliminaries

Let [n] = {1, 2, . . . , n}. Let ~v[i] denote the i-th entry of vector ~v and A[i, j] denote the [i, j]-
th entry of A. Let N(v) denote the neighborhood of a vertex v. If P1, P2 are paths in G with
P1 = (a, . . . , b), P2 = (b . . . , c), let P1 � P2 denote the path concatenation (a, . . . , b, . . . , c).

In this work, we consider a dynamic edge update model. Concretely, an incremental algorithm
must handle edge insertions, a decremental must handle deletions, while a fully dynamic algorithm
must handle both insertions and deletions. Unless otherwise specified, our upper bounds obtain
algorithms that answer queries in O(1) time. When specified, we also consider the weight update
model. In this case, an incremental algorithm must handle weight increases, a decremental algorithm
must handle weight decreases, while a fully dynamic algorithm must handle arbitrary weight changes.

1.3 Organization

The remainder of the paper is organized as follows. Section 2 is dedicated to showing a tight lower
bound for partially dynamic shortest paths. Section 3, Section 4, and Section 5 delve into node-
weighted shortest paths, bottleneck paths, and the earliest-arrival problems respectively, giving both
lower bounds and faster algorithms in the partially dynamic setting.

2 A Tight Lower Bound for Partially Dynamic Shortest Paths

We now present our main result: a tight conditional lower bound for partially dynamic stSP. As
a warm-up, we prove a lower bound for graphs allowing parallel edges. Prior reductions have used
APSP, triangle detection as well as 4-Clique instances for dynamic shortest path lower bounds e.g.
as in [RZ11, AV14, JX22]. We extend these constructions with the addition of parallel edges with
carefully chosen weights and insertion sequence that allow for a partially dynamic lower bound.
This extension from previous works with parallel edges in the constructed graph is relatively simple
and it was also observed by [Pol24]. Later we explain how to remove the parallel edges, which is
the crux of our contribution.

Proposition 2.1. Under the Minimum-Weight 4-Clique hypothesis, any combinatorial algorithm
computing incremental/decremental stSP on undirected (not necessarily simple) graphs with n ver-
tices and m edges requires n4�o(1) total time.

Suppose we are given a Minimum-Weight 4-Clique instance. As is typical with k-clique prob-
lems,6 we may assume that the given graph is k-partite. Thus, let the Minimum-Weight 4-Clique
instance be a 4-partite graph G with V (G) = A [B [ C [D, each part consisting of n nodes. We
identify the vertices of A,B,C,D with the integer set [n]. We can also assume that G is a complete
4-partite graph, as the non-edges can be replaced by edges of large enough weight (for example
6W + 1 where W is the maximum weight of any edge). For any tuple (a, b, c, d) 2 A⇥B ⇥C ⇥D,
let

wt(a, b, c, d) = wt(a, b) + wt(a, c) + wt(a, d) + wt(b, c) + wt(b, d) + wt(c, d)

denote the weight of the 4-clique (a, b, c, d). The Minimum-Weight 4-Clique problem asks to compute

min{wt(a, b, c, d) s.t. a 2 A, b 2 B, c 2 C, d 2 D}.
6For any k-clique instance G = (V,E) we can create a k-partite G

0 with vertex set containing k copies of V ,
V1, . . . , Vk, each an independent set, and for every two copies Vi and Vj we add an edge (ui, vj) for every edge (u, v)
in G, where ui 2 Vi, vj 2 Vj are the copies of u and v in Vi and Vj respectively. If G had weights, the vertices and
edges of G0 inherit the weights of the vertices and edges in G that they represent.

7



A simple algorithm enumerates all cliques in O(n4
) time. The Minimum-Weight 4-Clique hypothesis

states that this is essentially optimal.

Hypothesis 2.2 (Minimum-Weight k-Clique hypothesis). There is no O(nk�"
) algorithm for Minimum-

Weight k-Clique on n-node graphs with non-negative weights, for any " > 0.

Proof of Proposition 2.1. For simplicity, we consider the incremental case on directed graphs. Let
W be larger than the weight of any 4-clique in the graph (say larger than 6 times the maximum
weight in the graph). We construct an stSP instance as illustrated in Figures 1 and 2.

! "# $#%&

Figure 1: Overall structure of reduction of dynamic path problems. For each d 2 D, the A,B,C
and Â gadgets encode neighbors of d in A,B, and C. Edges between gadgets encode edges between
A,B, and C in the Minimum-Weight 4-Clique instance.

We build gadgets of O(n) vertices, with A, Â encoding the adjacency information between A
and D, B encoding adjacency between B and D; and C encoding adjacency between C and D.
The gadget construction is described in Figure 2. We describe only the B gadget, noting that all
gadgets are constructed analogously. The gadget consists of 2 layers B1, B2, each a copy of part
B ⇢ V (G) in the Minimum-Weight 4-Clique instance. For each b 2 B, we label the copy of b in Bi

as b(i), i = 1, 2. Note that copies of a in Âi are denoted â(i). We have thus constructed a layered
graph with vertex sets

{s} [A1 [A2 [B1 [B2 [ C1 [ C2 [ Â1 [ Â2 [ {t}.

We use edges between gadgets to encode the adjacency information between A,B, and C.
Formally, for every edge between A,B (resp. B,C and A,C) we insert an edge with weight wt(a, b)
between (a(2), b(1)) (resp. wt(b, c) between (b(2), c(1)) and wt(a, c) between (c(2), â(1))). Finally, the
source s (resp. sink t) are connected to all nodes in the first layer A1 (resp. last layer Â2) with weight
0 edges. For the previous insertions, s cannot reach t and we do not need the stSP information in
the reduction.

Next, we will iterate over node pairs (d, a) in decreasing lexicographic order, and use the dynamic
stSP instance to compute the minimum weight 4-clique involving (d, a). We begin with the iteration
over a node d in the outer loop. For every neighbor b (resp. c) of d, we connect (b(1), b(2)) (resp.
(c(1), c(2))) with an edge of weight dW + wt(b, d) (resp. weight dW + wt(c, d)). Now, in the inner
loop, we iterate over nodes a 2 A (also in decreasing order). We connect (a(1), a(2)), (â(1), â(2)) with
edges of weight dnW + aW +

wt(a,d)
2 . Note that each gadget is a matching (with parallel edges).

Then, we claim that the construction of the graph ensures that if the minimum-weight 4-clique
involving (d, a) has weight w⇤, then the shortest path from s to t has length,

d(s, t) = 2dnW + (2a+ 2d)W + w⇤.

8
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(a) An example Minimum-Weight 4-Clique in-
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(b) The A,B gadgets with multi-edges.

Figure 2: An example of encoding a Minimum-Weight 4-Clique instance into an incremental stSP
instance with parallel edges. Solid black edges encode edges A ⇥ B with weight wt(a, b). Edges
within gadgets are inserted in decreasing order of weight. Let n = 4. Solid red edges join neighbors
of d2 with weight 2W + wt(bj , d2) between (b(1)j , b(2)j ) in B and weight 2nW + kW + wt(ak, d2)

between (a(1)k , a(2)k ) in A. Dashed purple edges join neighbors of d1 with weight W + wt(bj , d1)

between (b(1)j , b(2)j ) in B and weight nW + kW + wt(ak, d1) between (a(1)k , a(2)k ) in A. Dotted blue
edges join neighbors of d0 with weight wt(bj , d0) between (b(1)j , b(2)j ) in B and weight kW+wt(ak, d0)

between (a(1)k , a(2)k ) in A. The (s, t)-distance is maintained after each insertion.

Consider the minimum-weight 4-clique (a, b, c, d) involving (d, a) with weight w⇤. Then by our
construction there is a path

(s, a(1), a(2), b(1), b(2), c(1), c(2), â(1), â(2), t)

with length
2dnW + (2a+ 2d)W + wt(a, b, c, d) = 2dnW + (2a+ 2d)W + w⇤.

We claim that there is no shorter path. Let P be the shortest path from s to t. Since each gadget is
a matching, the edges in the gadgets correspond to some node in the 4-Clique instance and P has
the form

P = (s, a(1)1 , a(2)1 , b(1), b(2), c(1), c(2), â(1)2 , â(2)2 , t).

Note that all paths from s to t in the graph must have length at least 2dnW + (2a+ 2d)W . Since
we iterate over d in decreasing order, if we take an edge between (b(1), b(2)) or (c(1), c(2)) inserted by
a previous iteration d0 > d over D, the path has length at least

2dnW + (2a+ d+ d0)W � 2dnW + (2a+ 2d+ 1)W > 2dnW + (2a+ 2d)W + w⇤,

so P cannot be a shortest path. Similarly, if we take an edge between (a(1), a(2)) or (â(1), â(2))
inserted in a previous iteration d0 > d, the path has length at least (2d + 1)nW + (2a + 2d)W .
Finally, since we iterate over a in decreasing order, if max{a1, a2} > a then the path has length at
least

2dnW + (a1 + a2 + 2d)W � 2dnW + (2a+ 2d+ 1)W.

Thus, if P is a shortest path, we may assume a = a1 = a2 and all edges in P within gadgets are
inserted in the current iteration d 2 D. Thus, if P is a shortest path, it must correspond to a
4-clique (a, b, c, d) involving (d, a) and furthermore the length of this path is

2dnW + (2a+ 2d)W + wt(a, b, c, d).
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Figure 3: Removing parallel edges from the multi-edge gadget. On the left, solid red edges join
neighbors of d2 with weight 2W +wt(bj , d2). Dashed purple edges join neighbors of d1 with weight
W + wt(bj , d1). Dotted blue edges join neighbors of d0 with weight wt(bj , d0). On the right, we
insert an additional middle layer of n = 4 nodes. If bj is a neighbor of di, two edges of weight
iW +

wt(bj ,di)
2 join b(1)j , b(3)j via b(2)j+i mod n. Note that each b(2)j participates in at most one path of

weight < (2i+1)W , where di is the current smallest vertex of d. In particular, all paths with weight
in this range are node disjoint, and must enter and leave the gadget from the copies of the same
vertex b 2 B. Furthermore, the simple graph only has n additional nodes.

Since we assumed that w⇤ is the weight of the minimum-weight 4-clique involving (d, a), we conclude
that d(P ) = 2dnW + (2a+ 2d)W + w⇤.

Thus, for each (d, a) we use the stSP distance to compute,

w⇤
= d(s, t)� 2dnW � (2a+ 2d)W.

The minimum-weight 4-clique of G is then computed by taking the minimum w⇤ over all (d, a). Thus,
if Minimum-Weight 4-Clique requires n4�o(1) time, then incremental stSP with O(n2

) parallel edges
requires n4�o(1) time. To conclude, we observe the proof generalizes to the decremental case by
running the reduction in reverse and to undirected graphs by adding a sufficiently large weight to
each edge.

Removing Parallel Edges. Proposition 2.1 has shown that partially dynamic stSP on graphs
with parallel edges requires total time n4�o(1). If we naively turn this into a simple graph (say by
turning each parallel edge into a two-edge path) or modify parallel edges into a path as in [GVW20],
this drastically increases the number of vertices to n2. The key idea behind our reduction is that we
can in fact modify Proposition 2.1 to a simple graph while only increasing the number of vertices
by a constant factor. This idea also crucially underlies the lower bounds shown in later sections.

First, we give some intuition of how to avoid parallel edges. Note that parallel edges only
occur within the gadgets A,B,C, and Â of the reduction. The parallel edges are inserted in the
matching between the two layers of a single gadget to encode edge weights between D and vertex
sets A,B, and C of G. Specifically, we use parallel edges to ensure that any path must enter and
leave a gadget from copies of the same vertex. We now describe how to construct these gadgets
without the use of parallel edges. Again, we describe only the B gadget, noting that the others are
constructed analogously. Consider a 3-layer gadget B1 [B2 [B3, with each copy of b 2 B denoted

10



by b(1), b(2), b(3). Fix an iteration over a vertex d in the outer loop. We join b(1), b(3) with a length
two path through ((b + d) mod n)(2) in the central layer with edges of weight dW +

wt(b,d)
2 . Thus,

there is a path from b(1) to b(3) through the gadget of the form

(b(1), ((b+ d) mod n)(2), b(3)) (1)

with weight 2dW + wt(b, d). We claim any other path through the B gadget has weight at least
(2d+ 1)W . Consider a path,

(b(1)1 , b(2)2 , b(3)3 ).

Since we iterate over d in decreasing order, b2 � b1 + d (and similarly b2 � b3 + d). If b2 > b1 + d
or b2 > b3 + d, then

wt(b(1)1 , b(2)2 ) + wt(b(2)2 , b(3)3 ) � (2b2 � b1 � b3)W � (2d+ 1)W,

since wt(b(1)1 , b(2)2 ) � (b2� b1)W and wt(b(2)2 , b(3)3 ) � (b2� b3)W . Thus, we conclude b1 = b3 = b2�d.
Indeed, any shortest path through the B gadget must entering and leave from copies of the same
b 2 B and this path has length 2dW + wt(b, d), just as in the parallel edge case.

Thus, we can construct a B gadget without parallel edges and the rest of the reduction follows
as above. Figure 3 illustrates the gadget transformation. We give a full formal proof below.

Proof. We describe the reduction for incremental stSP. For the decremental setting, we can execute
the reduction in reverse.

Suppose for contradiction there is an algorithm A for incremental stSP with O(n4�c
) total time.

Consider a Minimum Weight 4-Clique instance with vertex sets A,B,C,D of size n and integer
weights in [W � 1]. Throughout the reduction, assume that the vertex sets A,B,C,D are indexed
from 0 to n� 1. We design an algorithm for Minimum-Weight 4-Clique with total time O(n4�c

).
We construct a graph with vertices

{s} [ (A1 [A2 [A3) [ (B1 [B2 [B3) [ (C1 [ C2 [ C3) [ (Â1 [ Â2 [ Â3) [ {t}.

Each vertex set A1, A2, A3, B1, B2, B3, C1, C2, C3, Â1, Â2 and Â3 has n vertices. For each a 2 A,
we create a copy a(i) 2 Ai and a copy â(i) 2 Âi for i 2 {1, 2, 3}. Similarly, for each b 2 B and
c 2 C, we create a copy b(i) 2 Bi and c(i) 2 Ci for i 2 {1, 2, 3}. Let W0 = 100n2W . Initially,
insert edges (s, a(1)) and (â(3), t) with weight W0 for all a 2 A. Furthermore, insert edges with
weight W0 + wt(a, b) between (a(3), b(1)) (resp. weight W0 + wt(b, c) between (b(3), c(1)) and weight
W0 + wt(c, a) between (c(3), â(1))) if and only if (a, b) 2 E (resp. if (b, c) 2 E and (c, a) 2 E).

This creates a graph with O(n) vertices. We now proceed to more edge insertions of the re-
duction. Initialize a variable M  1. In the outer loop we iterate over di 2 D in decreasing
order.

1. For each bj 2 N(di), insert edges
⇣
b(1)j , b(2)j+i mod n

⌘
and

⇣
b(2)j+i mod n, b

(3)
j

⌘
with weight W0 +

i ·W +
wt(bj ,di)

2 .
2. For each cj 2 N(di), insert edges

⇣
c(1)j , c(2)j+i mod n

⌘
and

⇣
c(2)j+i mod n, c

(3)
j

⌘
with weight W0 +

i ·W +
wt(cj ,di)

2 .
3. In the inner loop, we iterate over ak 2 A in decreasing order.

(a) If ak 2 N(di), insert the following edges of weight W0 + i · nW + k ·W +
wt(ak,di)

4 :
⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
,
⇣
â(2)k+i mod n, â

(3)
k

⌘
.
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(b) Use A to compute d(s, t). If d(s, t) < 13 · W0 + 4i · nW + 4(k + i + 1)W then update
M  min{M,d(s, t)� (13 ·W0 + 4i · nW + 4(k + i)W )}.

Finally, return M after all iterations. Clearly, the bottleneck of this algorithm is the total time of
algorithm A, so the running time of this algorithm is O(n4�c

).
To show the correctness of this algorithm, we first show the following lemma.

Lemma 2.3. Consider the graph after adding all edges when iterating over di and ak. There is a
one-to-one correspondence between:

1. paths P with length d(P ) < 13 ·W0 + 4i · nW + 4(k + i+ 1)W
2. 4-cliques (ak, b, c, di) containing ak, di.

Furthermore, each such path P has length d(P ) = 13 ·W0+4i ·nW +4(k+ i)W +wt(ak, b, c, di).

Proof. Suppose di, ak are in a 4-clique with vertices bj , c`. Then, the following (s, t)-path exists in
the graph and has weight 13 ·W0 + 4i · nW + 4(k + i)W + wt(ak, bj , c`, di):

⇣
s, a(1)k , a(2)k+i mod n, a

(3)
k , b(1)j , b(2)j+i mod n, b

(3)
j , c(1)` , c(2)`+i mod n, c

(3)
` , â(1)k , â(2)k+i mod n, â

(3)
k , t

⌘
.

Note that by our choice of W , wt(ak, bj , c`, di)  3W so this path has total weight less than the
threshold 13 ·W0 + 4i · nW + 4(k + i+ 1)W .

We verify that this path exists and has the required weight. The edge (s, a(1)k ) has weight W0.
Each edge in the sub-path

⇣
a(1)k , a(2)k+i mod n, a

(3)
k

⌘
exists and has weight W0+i ·nW+kW+

wt(ak,di)
4 .

Then, (ak, bj) 2 E implies that the edge (a(3)k , b(1)j ) exists with weight W0 + wt(a, c). A similar
argument shows that the remaining edges in the path exist. Summing over all 13 edges in the
path, we conclude the length of the path is 13 · W0 + 4i · nW + 4(k + i)W + wt(ak, bj , c`, di) <
4i · nW + 4(k + i+ 1)W .

Conversely, suppose there is some path of length < 13 ·W0 + 4i · nW + 4(k + i + 1)W . Recall
that all weights in the 4-Clique instance are non-negative. Since each edge in the graph has weight
at least W0 and we have chosen W0 so that

4i · nW + 4(k + i+ 1)W < W0,

any (s, t) path with the required length has at most 13 edges. Since we have a 14-layered graph,
with edges only between adjacent layers, any (s, t)-path with the required length must have the
following structure:

P =

⇣
s, a(1)i1

, a(2)i2
, a(3)i3

, b(1)i4
, b(2)i5

, b(3)i6
, c(1)i7

, c(2)i8
, c(3)i9

, â(1)i10
, â(2)i11

, â(3)i12
, t
⌘
.

At the time of the query in the i-th iteration over D and k-th iteration over A, the only edges
in (A1⇥A2)[ (A2⇥A3)[ (Â1⇥ Â2)[ (Â2⇥ Â3) with weight less than W0+ i ·nW +(k+1)W are⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
, and

⇣
â(2)k+i mod n, â

(3)
k

⌘
for ak 2 N(di). If

P uses these edges, then k = i1 = i3 = i10 = i12. Similarly, the only edges in B1 ⇥B2 and B2 ⇥B3

with weight less than W0 + (i + 1) ·W are
⇣
b(1)j , b(2)j+i mod n

⌘
,
⇣
b(2)j+i mod n, b

(3)
j

⌘
for bj 2 N(di). If

P uses these edges, then i4 = i6 = j for some bj 2 N(di), since all paths of this form are vertex
disjoint. Similarly, the only edges in C1⇥C2 and C2⇥C3 with weight less than W0+(i+1) ·W are⇣
c(1)` , c(2)`+i mod n

⌘
,
⇣
c(2)`+i mod n, c

(3)
`

⌘
for c` 2 N(di). By a similar argument, if P uses these edges

then i7 = i9 = `. If any of the above edges do not exist in P , the (s, t)-path in question has length
at least 13 ·W0 + 4i · nW + 4(k + i+ 1)W , contradicting the assumption.
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Finally, it remains to show ak, bj , c` form a triangle. Since the edge (a(3)k , b(1)j ) exists, (ak, bj) 2 E.
A similar argument shows that (ak, c`), (bj , c`) 2 E.

Thus, we have shown paths of length less than 13 ·W0+4i ·nW +4(k+ i+1)W correspond to 4-
cliques containing di, ak. Furthermore, any such path has weight 4i ·nW+4(k+i)W+wt(ak, b, c, di)
for b, c in the clique.

From Lemma 2.3, at the time of computing d(s, t), each path P with length d(P ) < 13 ·W0 +

4i · nW + 4(k + i+ 1)W corresponds to a 4-clique (ak, b, c, di) in the input graph containing di, ak
and furthermore

d(P ) = 13 ·W0 + 4i · nW + 4(k + i)W + wt(ak, b, c, di),

where wt(ak, b, c, di) denotes the weight of the 4-clique. Thus, if d(s, t) < 13 ·W0 +4i · nW +4(k+
i+ 1)W (which must happen if ak and di are in any 4-clique), then d(s, t) � (13 ·W0 + 4i · nW +

4(k + i)W ) is the minimum weight 4-clique containing ak, di. Since we iterate over all ak, di, the
above procedure solves the Minimum Weight 4-Clique problem, contradicting the Minimum-Weight
4-Clique hypothesis.

3 Node-Weighted Shortest Paths

In this section, we give our algorithms and lower bounds for partially dynamic shortest paths on
node-weighted graphs. We start the section with some simple algorithms that use fast matrix
multiplication (FMM) to beat the naive algorithm recomputing shortest paths with each update.
Next, we show that using FMM is in fact necessary by establishing a conditional lower bound
that rules out any nontrivial combinatorial partially dynamic algorithms for node-weighted shortest
paths. Finally, we show some nontrivial lower bounds that hold even for algebraic algorithms.

3.1 Faster Algebraic Algorithms for Partially Dynamic nw-SSSP

We prove the following result that utilizes fast matrix multiplication.

Proposition 3.1. There is an algorithm solving incremental nw-SSSP in eO
�
n2��/4

�
amortized

time where � is the solution to the equation !(1, 1, 1 + �) = 3� �.

To prove Proposition 3.1, we require the static node-weighted APSP algorithm of Yuster [Yus09].

Lemma 3.2 (Theorem 1.1 of [Yus09]). There is an algorithm computing nw-APSP in O
�
n3��/2

�
-

time, where � is the solution to the equation !(1, 1, 1 + �) = 3� �.

With this in hand, we prove Proposition 3.1. At a high level, we handle the updates to the
graph in batches. At the start of a batch, we compute nw-APSP on the current graph. Then, with
each edge insertion, we construct a layered graph with O(n1+t

) edges, by using either the inserted
edges or an edge encoding the shortest path computed by the nw-APSP instance, so that computing
SSSP on the layered graph finds the shortest paths in the updated graph (since any paths not using
edges inserted in this batch will use edges computed by the nw-APSP instance).

Proof of Proposition 3.1. Let t be a parameter to be fixed later. We will process updates in batches
of size nt. At the start of each batch, compute nw-APSP on the current graph using Lemma 3.2.
Let d0(u, v) denote the distances computed at the start of each batch. Then, after k updates
{(ui, vi)}ki=1, construct the following 4-layer graph with vertices

{s} [ {ui}ki=1 [ {vi}ki=1 [ V,
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with edge weights wt(s, ui) = d0(s, ui) for all i 2 [k], wt(ui, vi) = 0 (since the distances d0 include the
weights on endpoints) for all i 2 [k], wt(vi, uj) = d0(vi, uj) for all i, j 2 [k] and wt(vi, v) = d0(vi, v)
for all i 2 [k] and v 2 V . We also insert edge weights wt(s, v) = d0(s, v) for all v 2 V . On this
graph with O(n1+t

) edges, we compute SSSP in eO(n1+t
)-time. The amortized running time is

eO
⇣
n3��/2�t

+ n1+t
⌘
,

where � is the solution to the equation !(1, 1, 1 + �) = 3� �. Optimizing for parameter t = 1� �
4

gives an amortized running time of
eO
⇣
n2� �

4

⌘
.

We claim this computes incremental nw-SSSP. First, since every distance in the constructed
graph is realized by a path in the input graph, it suffices to show that the shortest path is encoded
into the constructed graph. After i updates in the batch, let (s = w0, w1, . . . , wd = v) be a shortest
path from s to v. If none of these edges are inserted during the batch, then they must have been
present during the nw-APSP computation, and therefore the constructed graph has a path of length
d0(s, v). Otherwise, let {(wij , wij+1)}j denote the edges inserted in this batch. Then, these edges
are present in our graph, while the remaining portions of the path are encoded in the graph using
the nw-APSP solution d0, so a path with length at most the distance exists in the constructed
graph.

Following a similar technique, we obtain an incremental algorithm for nw-stSP.

Proposition 3.3. There is an algorithm solving incremental nw-stSP in eO
�
n2��/3

�
amortized time

where � is the solution to the equation !(1, 1, 1 + �) = 3� �.

Proof. Let t be a parameter to be fixed later. We will process updates in batches of size nt. At the
start of each batch, compute nw-APSP on the current graph using Lemma 3.2. Let d0(u, v) denote
the distances computed at the start of each batch. Then, after k updates {(ui, vi)}ki=1, construct
the following 4-layer graph with vertices

{s} [ {ui}ki=1 [ {vi}ki=1 [ {t},

with edge weights wt(s, ui) = d0(s, ui) for all i 2 [k], wt(ui, vi) = 0 for all i 2 [k] (again the distance
d0 include endpoints), wt(vi, uj) = d0(vi, uj) for all i, j 2 [k] and wt(vi, t) = d0(vi, t) for all i 2 [k].
We additionally insert edge weight wt(s, t) = d0(s, t). On this graph with O(n2t

) edges, we compute
stSP in eO(n2t

)-time. The amortized running time is

eO
⇣
n3��/2�t

+ n2t
⌘
,

where � is the solution to the equation !(1, 1, 1 + �) = 3� �. Optimizing for parameter t = 1� �
6

gives an amortized running time of
eO
⇣
n2� �

3

⌘
.

We claim this computes incremental nw-stSP. First, since every distance in the constructed
graph is realized by a path in the input graph, it suffices to show that the shortest path is encoded
into the constructed graph. After i updates in the batch, let (s = w0, w1, . . . , wd = t) be a shortest
path from s to t. If none of these edges are inserted during the batch, then they must have been
present during the nw-APSP computation, and therefore the constructed graph has a path of length
d0(s, t). Otherwise, let {(wij , wij+1)}j denote the edges inserted in this batch. Then, these edges
are present in our graph, while the remaining portions of the path are encoded in the graph using
the nw-APSP solution d0, so a path with length at most the distance exists in the constructed
graph.
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3.2 Conditional Lower Bounds for Partially Dynamic nw-SSSP

We have exploited FMM to design algorithms faster than trivial recomputation. We show that
using FMM is in fact necessary: any combinatorial algorithm that can solve partially dynamic nw-
stSP requires total time n4�o(1). However, our previous graph simplification technique (Figure 3)
no longer suffices to produce vertex-disjoint paths. Instead, we construct a new gadget for each
multi-edge vertex set that ensures all short paths are vertex disjoint. The resulting simple graph is
node-weighted, and the number of vertices increases only by a constant factor.

Before stating the theorem, we state the relevant hardness conjecture.

Hypothesis 3.4 (Combinatorial k-Clique hypothesis). There is no O(nk�"
) combinatorial algo-

rithm for k-Clique Detection on n-node graphs, for any " > 0.

Theorem 3.5. Under the Combinatorial 4-Clique hypothesis, any combinatorial algorithm comput-
ing incremental/decremental nw-stSP on undirected graphs requires n4�o(1) total time.

Proof. For simplicity, we describe only the reduction for incremental nw-stSP. For the decremental
setting, we can execute the reduction in reverse.

Suppose for contradiction there is a combinatorial algorithm A for partially dynamic nw-stSP
with total time O(n4�c

) for some c > 0. Consider a 4-Clique instance with vertex sets A,B,C,D
of size n. Throughout the reduction, assume that the vertex sets A,B,C,D are indexed from 0

to n � 1. We design an algorithm with total time O(n4�c
), thus contradicting the Combinatorial

4-Clique hypothesis. In the following, let W = 100n.

Vertex Set Gadget Before describing the construction of the full graph, we describe the key
gadget in the reduction. First, consider vertex set B, and we construct the gadget GR(B). The
gadget construction is shown in Figure 4.

In our previous lower bounds, we used a 3-layer graph to ensure that at each stage, there are
vertex disjoint paths between b(1)j , b(3)j for all bj 2 N(di). This in turn ensured that the same vertex
bj was adjacent to both ak, c` (and di) in the 4-Clique instance. Crucially, we used edge weights
to ensure that through each middle vertex, there was only one path with edges of weight between
[W0 + i ·W,W0 + (i+ 1) ·W ). In a node-weighted graph, we describe the following modification.

GR(B) consists of 4 layers of vertices

B1 [B2 [B3 [B4,

where |B1| = |B2| = |B4| = n and |B3| = 2n.7 For each b 2 B, we create a copy b(i) 2 Bi for
i 2 {1, 2, 4}. We index B3 = {b(3)0 , . . . , b(3)2n�1} and assign weights as follows,

wt
⇣
b(2)j

⌘
= wt

⇣
b(4)j

⌘
= W 4

+ j ·W 3

wt
⇣
b(3)j

⌘
= W 4

+ (4n� 2j) ·W 3

wt
⇣
b(1)j

⌘
= W 4

+ j ·W

We similarly define the vertex sets GR(C) =
S4

i=1Ci, GR(A) =
S4

i=1Ai and GR(Â) =
S4

i=1 Âi with
the same vertex set sizes. The weights are defined as follows,

wt(s) = wt(t) = W 4,

7For the current reduction, it suffices to construct a 3-layer gadget (B2 [ B3 [ B4), but we require the 4-layer
gadget for a later reduction (Theorem 3.13).
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Figure 4: Comparison of node-weighted gadget with an edge-weighted gadget. The gadget on the
left is the edge-weighted gadget from Theorem 1.1. We now create a 4-layer node-weighted graph
where the weight of b(i)j vertices in B1, B2, B4 are j · W for i 2 {1} and j · W 3 for i 2 {2, 4} and
the weight of b(3)j vertices are (4n � 2j) · W 3 for some large constant W . While the edges are no
longer weighted, we format the edges as before to illustrate corresponding paths. Note that each
b(3)j participates in at most one path of weight < (4n� 2i+1) ·W 3 where di is the current smallest
vertex of d. As in Figure 3, all paths with weight in this range are vertex disjoint, and must enter
and leave the gadget from copies of the same vertex b 2 B. Furthermore, the simple graph only has
4n additional vertices.

wt
⇣
c(1)`

⌘
= W 4

+ `,

wt
⇣
a(1)k

⌘
= wt

⇣
â(1)k

⌘
= W 4

+ k ·W 2,

wt
⇣
c(2)i

⌘
= wt

⇣
a(2)i

⌘
= wt

⇣
â(2)i

⌘
= W 4

+ i ·W 3,

wt
⇣
c(3)i

⌘
= wt

⇣
a(3)i

⌘
= wt

⇣
â(3)i

⌘
= W 4

+ (4n� 2i) ·W 3,

wt
⇣
c(4)i

⌘
= wt

⇣
a(4)i

⌘
= wt

⇣
â(4)i

⌘
= W 4

+ i ·W 3.

Note that all vertex weights are nonnegative.

Lower Bound Construction We construct a graph with the following vertices:

{s} [GR(A) [GR(B) [GR(C) [GR(Â) [ {t},

with vertex weights described above.
Initially, insert edges (s, a(1)) and (â(4), t) for all a 2 A. Furthermore, insert edges between

(a(4), b(1)) (resp. between (b(4), c(1)), between (c(4), â(1))) if and only if (a, b) 2 E (resp. if (b, c) 2 E,
(c, a) 2 E). Insert edges (a(1), a(2)), (b(1), b(2)), (c(1), c(2)), (â(1), â(2)) for all a, b, c.
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We now proceed to more edge insertions of the reduction. In the outer loop we iterate over
di 2 D in increasing order.

1. For each bj 2 N(di), insert edges,
⇣
b(2)j , b(3)j+i

⌘
and

⇣
b(3)j+i, b

(4)
j

⌘
.

2. For each cj 2 N(di), insert edges
⇣
c(2)j , c(3)j+i

⌘
and

⇣
c(3)j+i, c

(4)
j

⌘
.

3. In the inner loop, we iterate over ak 2 A in decreasing order.

(a) If ak 2 N(di), insert the following edges:
⇣
a(2)k , a(3)k+i

⌘
,
⇣
a(3)k+i, a

(4)
k

⌘
,
⇣
â(2)k , â(3)k+i

⌘
,
⇣
â(3)k+i, â

(4)
k

⌘
.

(b) Query d(s, t) from A. If d(s, t) < 18 ·W 4
+(16n�8i) ·W 3

+(2k+1) ·W 2 return TRUE.

Finally, after all iterations, return FALSE if no query satisfied the required distance constraint.
Clearly, the bottleneck of this algorithm is running A, so the total running time is O(n4�c

).
Here, emphasize that D is iterated over in increasing order while A is iterated over in decreasing
order.

To show correctness, we first prove the following lemma.

Lemma 3.6. Consider the query when iterating over di and ak. Then, there is a one-to-one
correspondence between:

1. paths P with d(P ) < 18 ·W 4
+ (16n� 8i) ·W 3

+ (2k + 1) ·W 2

2. 4-cliques (ak, b, c, di) containing ak, di.

Furthermore, each such path P has length

d(P ) = 18 ·W 4
+ (16n� 8i) ·W 3

+ 2k ·W 2
+ b ·W + c.

Proof. Suppose di, ak are in a 4-clique with vertices bj , c`. Then, the following (s, t)-path exists:
⇣
s, a(1)k , a(2)k , a(3)k+i, a

(4)
k , b(1)j , b(2)j , b(3)j+i, b

(4)
j , c(1)` , c(2)` , c(3)`+i, c

(4)
` , â(1)k , â(2)k , â(3)k+i, â

(4)
k , t

⌘
.

Furthermore, this path has length

18 ·W 4
+ (16n� 8i) ·W 3

+ 2k ·W 2
+ j ·W + `.

Note that by our choice of W , j ·W + ` < W 2, so this path satisfies the desired constraint. We
verify that this path exists and has the required length. Recall that the edge (s, a(1)k ) exists. Since
ak 2 N(di), each edge in the sub-path

⇣
a(1)k , a(2)k , a(3)k+i, a

(4)
k

⌘
exists and the vertices have combined

weight

4 ·W 4
+ (4n� 2(k + i) + 2k) ·W 3

+ k ·W 2
= 4 ·W 4

+ (4n� 2i) ·W 3
+ k ·W 2.

Next, (ak, bj) 2 E implies that the edge (a(4)k , b(1)j ) exists. Since bj 2 N(di), each edge in the

sub-path
⇣
b(1)j , b(2)j , b(3)j+i, b

(4)
j

⌘
exists and the vertices have combined weight

4 ·W 4
+ (4n� 2(j + i) + 2j) ·W 3

+ j ·W = 4 ·W 4
+ (4n� 2i) ·W 3

+ j ·W.

Then, (bj , c`) 2 E implies that the edge (b(4)j , c(1)` ) exists. Since c` 2 N(di), each edge in the

sub-path
⇣
c(1)` , c(2)` , c(3)`+i, c

(4)
`

⌘
exists and the vertices have combined weight

4 ·W 4
+ (4n� 2(`+ i) + 2`) ·W 3

+ ` = 4 ·W 4
+ (4n� 2i) ·W 3

+ `.
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Then, (c`, a) 2 E implies that the edge (c(4)` , â(1)k ) exists. Finally, as ak 2 N(di), each edge in the
sub-path

⇣
â(1)k , â(2)k , â(3)k+i, â

(4)
k

⌘
exists and the vertices have combined weight

4 ·W 4
+ (4n� 2(k + i) + 2k) ·W 3

+ k ·W 2
= 4 ·W 4

+ (4n� 2i) ·W 3
+ k ·W 2.

We conclude by observing that edge (â(4)k , t) exists. Summing over all vertices in the path, we
conclude the length of the path is

18 ·W 4
+ (16n� 8i) ·W 3

+ 2k ·W 2
+ j ·W + `.

Conversely, suppose there is some path P of length

d(P ) < 18 ·W 4
+ (16n� 8i) ·W 3

+ (2k + 1) ·W 2.

Since all vertices have weight at least W 4 and

(16n� 8i) ·W 3
+ (2k + 1) ·W 2 < W 4,

any (s, t)-path P satisfying the length constraint has at most 18 vertices. Since we have a layered
graph and edges only exist between adjacent layers, any such path P must have form

P =

⇣
s, a(1)i1

, a(2)i2
, a(3)i3

, a(4)i4
, b(1)i5

, b(2)i6
, b(3)i7

, b(4)i8
, c(1)i9

, c(2)i10
, c(3)i11

, c(4)i12
, â(1)i13

, â(2)i14
, â(3)i15

, â(4)i16
, t
⌘
.

At the time of the query in the i-th iteration over D and k-th iteration over A in the inner-loop,
the minimum weight of any path from A2 to A4 is 3 ·W 4

+ (4n� 2i) ·W 3, and this is attained only
by paths of the form ⇣

a(2)k0 , a
(3)
k0+i, a

(4)
k0

⌘
(2)

for k0 � k since we iterate over A in decreasing order. In fact, any other path from A2, A4 has
weight at least 3 ·W 4

+ (4n� 2i+1) ·W 3. This is because a(3)i3
is adjacent only to vertices a(2)i2

, a(4)i4
with i2, i4 � i3 � i. Thus, if either i2 or i4 is > i3 � i, the three vertices have weight at least

3 ·W 4
+ (4n� 2i3 + 2i3 � 2i+ 1) ·W 3

= 3 ·W 4
+ (4n� 2i+ 1) ·W 3.

By a similar argument, the minimum weight of any path from B2 to B4, C2 to C4, Â2 to Â4

is 3 · W 4
+ (4n � 2i) · W 3 and any path not satisfying the form of Eq. (2) has weight at least

3 ·W 4
+ (4n� 2i+ 1) ·W 3. Since

d(P ) < 18 ·W 4
+ (16n� 8i) ·W 3

+ (2k + 1) ·W 2 < 18 ·W 4
+ (16n� 7i) ·W 3,

we conclude

0 = i2 � i4 = i6 � i8 = i10 � i12 = i14 � i16,

i = i3 � i2 = i7 � i6 = i11 � i10 = i15 � i14.

Next, observe that for all x 2 {a, b, c, â} and X 2 {A,B,C, Â}, x(2)j has a unique neighbor in
X1, namely x(1)j . In particular, there are indices k0, j0, `0, k̂0 such that

P =

⇣
s, a(1)k0 , a

(2)
k0 , a

(3)
k0+i, a

(4)
k0 , b

(1)
j0 , b

(2)
j0 , b

(3)
j0+i, b

(4)
j0 , c

(1)
`0 , c(2)`0 , c(3)`0+i, c

(4)
`0 , c(5)`0 , â(1)

k̂0
, â(2)

k̂0
, â(3)

k̂0+i
, â(4)

k̂0
, t
⌘
.
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Next, we claim k = k0 = k̂0. Because we enumerate A in decreasing order, we know that
k0, k̂0 � k. If k0 > k, then

wt
⇣
a(1)k0

⌘
> k ·W 2.

Similarly, if k̂0 > k, then
wt
⇣
â(1)
k̂0

⌘
> k ·W 2.

If either condition holds, then d(P ) � 18 ·W 4
+ (16n � 8i) ·W 3

+ (2k + 1) ·W 2, a contradiction.
Thus, k = k0 = k̂0.

In particular, we have ak, bj0 , c`0 2 N(di) and furthermore ak, bj0 , c`0 form a triangle as edges⇣
a(4)k , b(1)j0

⌘
,
⇣
b(4)j0 , c

(1)
`0

⌘
, and

⇣
c(4)`0 , â(1)k

⌘
exist, so that ak, di form a 4-clique with bj0 , c`0 . Note that

this path P has length

d(P ) = 18 ·W 4
+ (16n� 8i) ·W 3

+ 2k ·W 2
+ j0 ·W + `0.

as desired.

From Lemma 3.6, at the time of the query, path P with length d(P ) < 18 ·W 4
+ (16n � 8i) ·

W 3
+ (2k + 1) ·W 2 corresponds to 4-clique (ak, b, c, di) in the input graph containing di, ak. Since

we iterate over all ak, di, the above procedure solves the 4-Clique Detection instance in total time
O(n4�c

), contradicting the 4-Clique hypothesis.

3.2.1 Non-Combinatorial Lower Bounds

Using an essentially identical reduction, we show that under the OMv3 hypothesis, any algorithm
computing partially dynamic nw-stSP with polynomial preprocessing requires n!+1�o(1) total update
and query time. The OMv3 hypothesis, introduced by [GVW20] is a generalization of the OMv

hypothesis [HKNS15].

OMv3 hypothesis. Beyond its inability to deal with non-combinatorial algorithms, the Com-
binatorial k-Clique hypothesis (Hypothesis 3.4) has one further weakness: It does not rule out
algorithms with polynomially large preprocessing time. Conceptually, this may not be a large issue
in the incremental setting (since in the preprocessing phase the algorithm only has access to an
empty graph), it is not unreasonable to expect a decremental algorithm, given sufficient preprocess-
ing time, to handle updates and queries efficiently. In the k = 3 case, the OMv hypothesis [HKNS15]
strengthens conditional lower bounds based on the combinatorial BMM hypothesis [AV14], ruling
out arbitrary algorithms with polynomial preprocessing. The OMv3 hypothesis was introduced as
a natural generalization of the OMv hypothesis, ruling out arbitrary algorithms with polynomial
preprocessing time [GVW20].

Definition 3.7 (OMv3 Problem [GVW20]). During preprocessing, the algorithm is given an n⇥n
boolean matrix A. During the query phase, the algorithm receives n queries. Each query consist of
three n-dimensional boolean vectors ~u,~v, ~w and must output

_

i,j,k

(~ui ^ ~vj ^ ~wk ^Aij ^Ajk ^Aki)

before the next query is received.

Naturally, each OMv3 query can be answered in O(n!
) time using fast matrix multiplication.

The OMv3 hypothesis states that this is essentially optimal.
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Hypothesis 1.4 (OMv3 hypothesis [GVW20]). There is no algorithm with polynomial preprocessing
time and total update and query time O(n!+1�"

) solving the OMv3 problem, for any " > 0.

Theorem 3.8. Under the OMv3 hypothesis, any algorithm computing incremental/decremental nw-
stSP on undirected graphs with polynomial preprocessing time requires n!+1�o(1) total update and
query time.

Proof. Suppose for contradiction there is an incremental stSP algorithm A with polynomial pre-
processing time and total update and query time O(n!+1�c

) for some c > 0. We will describe
appropriate modifications for the decremental case where necessary. We design an efficient algo-
rithm for OMv3.

In the preprocessing phase we receive a Boolean matrix A. We construct a graph with the same
vertex set as in Theorem 3.5:

{s} [GR(A) [GR(B) [GR(C) [ ĜR(A) [ {t}.

As before, insert edges (s, a(1)) and (â(4), t) for all a 2 A. Furthermore, insert edges between
(a(4), b(1)) (resp. (b(4), c(1)), (c(4), â(1))) if and only if A[a, b] = 1 (resp. A[b, c] = 1, A[a, c] = 1).
Insert edges (a(1), a(2)), (b(1), b(2)), (c(1), c(2)), (â(1), â(2)) for all a, b, c.

In the decremental case, we begin with a graph that additionally contains the following edges.

1. For all i, j, insert edges
⇣
b(2)j , b(3)j+i

⌘
and

⇣
b(3)j+i, b

(4)
j

⌘
.

2. For all i, j, insert edges
⇣
c(2)j , c(3)j+i

⌘
and

⇣
c(3)j+i, c

(4)
j

⌘
.

3. For all i, k, insert the following edges:
⇣
a(2)k , a(3)k+i

⌘
,
⇣
a(3)k+i, a

(4)
k

⌘
,
⇣
â(2)k , â(3)k+i

⌘
,
⇣
â(3)k+i, â

(4)
k

⌘
.

We then run the preprocessing step of A on this O(n)-vertex graph.
We now proceed to the dynamic phase of the reduction. Throughout, we assume that both

queries and coordinates are indexed starting at 0 (just as vertices are indexed from 0 in Theorem
3.5). Recall that in the vertex gadgets GR(A), GR(B) the third layer A3, B3 has 2n � 1 vertices.
Suppose we have received the i-th query, ~ui,~vi, ~wi.

1. If ~vi[j] = 1, insert edges
⇣
b(2)j , b(3)j+i

⌘
and

⇣
b(3)j+i, b

(4)
j

⌘
. In the decremental case, remove edges

(b(2)j , b(3)j+n�i) and (b(3)j+n�i, b
(4)
j ) if ~vi[j] = 0.

2. If ~wi[j] = 1, insert edges
⇣
c(2)j , c(3)j+i

⌘
and

⇣
c(3)j+i, c

(4)
j

⌘
. In the decremental case, remove edges

(c(2)j , c(3)j+n�i) and (c(3)j+n�i, c
(4)
j ) if ~wi[j] = 0.

3. Now, we iterate over the coordinates k of vector ~vi in decreasing order. In the decremental
case, we instead iterate over the coordinates k in increasing order.

(a) If ~ui[k] = 1, insert the edges
⇣
a(2)k , a(3)k+i

⌘
,
⇣
a(3)k+i, a

(4)
k

⌘
,
⇣
â(2)k , â(3)k+i

⌘
,
⇣
â(3)k+i, â

(4)
k

⌘
.

In the decremental case, remove the edges
⇣
a(2)k , a(3)k+n�i

⌘
,
⇣
a(3)k+n�i, a

(4)
k

⌘
,
⇣
â(2)k , â(3)k+n�i

⌘
,
⇣
â(3)k+n�i, â

(4)
k

⌘
,

whenever ~ui[k] = 0.
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(b) Query d(s, t) from A. If d(s, t) < 18 ·W 4
+(16n�8i) ·W 3

+(2k+1) ·W 2 return TRUE.
(c) In the decremental case, we additionally remove all remaining edges

⇣
a(2)k , a(3)k+n�i

⌘
,
⇣
a(3)k+n�i, a

(4)
k

⌘
,
⇣
â(2)k , â(3)k+n�i

⌘
,
⇣
â(3)k+n�i, â

(4)
k

⌘
.

Otherwise, return FALSE if none of the queries satisfied the required distance constraint.
4. In the decremental case, we additionally remove all remaining edges

⇣
b(2)j , b(3)j+n�i

⌘
,
⇣
b(3)j+n�i, b

(4)
j

⌘
,
⇣
c(2)j , c(3)j+n�i

⌘
,
⇣
c(3)j+n�i, c

(4)
j

⌘
.

Clearly, the bottleneck of this algorithm is running A, so the total time over all n queries is
O(n!+1�c

).
Note that at the query after the i-th query and the k-th iteration of the inner loop, we have

constructed the same graph as in Theorem 3.5. In particular, we have the following lemma, whose
proof is deferred to Appendix A.1 as it is identical to the proof of Lemma 3.6.

The following lemma shows that stSP queries compute OMv3 correctly.

Lemma 3.9. Consider the query (~ui,~vi, ~wi) and the query after updating the k-th coordinate of ~ui.
The following are equivalent:

1. d(s, t) < 18 ·W 4
+ (16n� 8i) ·W 3

+ (2k + 1) ·W 2 ;
2.
W

j,` (~ui[k] ^ ~vi[j] ^ ~wi[`] ^A[k, j] ^A[j, `] ^A[`, k]) = TRUE.

In particular, Lemma 3.9 shows that this query returns true if and only if
_

j,`

(~ui[k] ^ ~vi[j] ^ ~wi[`] ^A[k, j] ^A[j, `] ^A[`, k]) .

Thus, if the above is satisfied for any k, we return TRUE. Otherwise, we return FALSE,
answering the query correctly in either case. Therefore, using A we have obtained an algorithm
for the OMv3 instance with polynomial preprocessing and total update and query time O(n!+1�c

),
contradicting the OMv3 hypothesis.

We prove that the stSP instance computes OMv3.

Proof of Lemma 3.9. We prove the equivalence in the incremental case, leaving the modifications
for the decremental case to the end of the proof. Suppose 2 is true and let j, ` index one clause that
is TRUE. Then, the following (s, t)-path exists

⇣
s, a(1)k , a(2)k , a(3)k+i, a

(4)
k , b(1)j , b(2)j , b(3)j+i, b

(4)
j , c(1)` , c(2)` , c(3)`+i, c

(4)
` , â(1)k , â(2)k , â(3)k+i, â

(4)
k , t

⌘
.

and has length

18 ·W 4
+ (16n� 8i) ·W 3

+ 2k ·W 2
+ j ·W + `.

Note that by our choice of W , j ·W + ` < W 2 so this path satisfies the desired constraint. We
verify that this path exists and has the required length. Recall that the edge (s, a(1)k ) exists. Since
~ui[k] = 1, each edge in the sub-path

⇣
a(1)k , a(2)k , a(3)k+i, a

(4)
k

⌘
exists and the vertices have combined

weight,

4 ·W 4
+ (4n� 2(k + i) + 2k) ·W 3

+ k ·W 2
= 4 ·W 4

+ (4n� 2i) ·W 3
+ k ·W 2
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Next, A[k, j] = 1 implies that the edge (a(4)k , b(1)j ) exists. Since ~vi[k] = 1, each edge in the sub-path⇣
b(1)j , b(2)j , b(3)j+i, b

(4)
j

⌘
exists and the vertices have combined weight,

4 ·W 4
+ (4n� 2(j + i) + 2j) ·W 3

+ j ·W = 4 ·W 4
+ (4n� 2i) ·W 3

+ j ·W

Then, A[j, `] = 1 implies that the edge (b(4)j , c(1)` ) exists. Since ~wi[`] = 1, each edge in the sub-path⇣
c(1)` , c(2)` , c(3)`+i, c

(4)
`

⌘
exists and the vertices have combined weight,

4 ·W 4
+ (4n� 2(`+ i) + 2`) ·W 3

+ ` = 4 ·W 4
+ (4n� 2i) ·W 3

+ `

Then, A[`, k] = 1 implies that the edge (c(4)` , â(1)k ) exists. Finally, as ~ui[k] = 1, each edge in the
sub-path

⇣
â(1)k , â(2)k , â(3)k+i, â

(4)
k

⌘
exists and the vertices have combined weight,

4 ·W 4
+ (4n� 2(k + i) + 2k) ·W 3

+ k ·W 2
= 4 ·W 4

+ (4n� 2i) ·W 3
+ k ·W 2

We conclude by observing that edge (â(4)k , t) exists. Summing over all vertices in the path, we
conclude the length of the path is,

18 ·W 4
+ (16n� 8i) ·W 3

+ 2k ·W 2
+ j ·W + `

Conversely, suppose there is some path P of length

d(P ) < 18 ·W 4
+ (16n� 8i) ·W 3

+ (2k + 1) ·W 2.

Since all vertices have weight at least W 4 and

(16n� 8i) ·W 3
+ (2k + 1) ·W 2 < W 4,

any (s, t)-path P satisfying the length constraint has at most 18 vertices. Since we have a layered
graph and only edges between adjacent layers, any such path P must have the form,

P =

⇣
s, a(1)i1

, a(2)i2
, a(3)i3

, a(4)i4
, b(1)i5

, b(2)i6
, b(3)i7

, b(4)i8
, c(1)i9

, c(2)i10
, c(3)i11

, c(4)i12
, â(1)i13

, â(2)i14
, â(3)i15

, â(4)i16
, t
⌘

At the time of the query after updating the k-th coordinate of ~u in the OMv3 query ~ui,~vi, ~wi,
the minimum weight of any path from A2 to A4 is 3 ·W 4

+(4n� 2i) ·W 3, and as argued in Lemma
3.6 this is attained only by paths of the form of Equation (2).

Similarly, the minimum weight of any path from B2 to B4, C2 to C4, Â2 to Â4 is 3·W 4
+(4n�2i)·

W 3 and any path not satisfying the form of Equation (2) has weight at least 3·W 4
+(4n�2i+1)·W 3.

Since

d(P ) < 18 ·W 4
+ (16n� 8i) ·W 3

+ (2k + 1) ·W 2 < 18 ·W 4
+ (16n� 7i) ·W 3,

we conclude

0 = i2 � i4 = i6 � i8 = i10 � i12 = i14 � i16

i = i3 � i2 = i7 � i6 = i11 � i10 = i15 � i14.

Next, observe that for all x 2 {a, b, c, â} and X 2 {A,B,C, Â}, x(2)j has a unique neighbor in
X1, namely x(1)j . In particular, there are indices k0, j0, `0, k̂0 such that,

P =

⇣
s, a(1)k0 , a

(2)
k0 , a

(3)
k0+i, a

(4)
k0 , b

(1)
j0 , b

(2)
j0 , b

(3)
j0+i, b

(4)
j0 , c

(1)
`0 , c(2)`0 , c(3)`0+i, c

(4)
`0 , â(1)

k̂0
, â(2)

k̂0
, â(3)

k̂0+i
, â(4)

k̂0
, t
⌘
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Next, we claim k = k0 = k̂0. As before, we have k0, k̂0 � k from Equation (4) since we iterate
over k in decreasing order. If k0 > k, then

wt
⇣
a(1)k0

⌘
> (k + 1) ·W 3.

Similarly, if k̂0 > k, then
wt
⇣
â(1)
k̂0

⌘
> (k + 1) ·W 2.

If either condition fails, then d(P ) � 18 · W 4
+ (16n � 8i) · W 3

+ (2k + 1) · W 2, a contradiction.
Thus, k = k0 = k̂0.

In particular, we have ~ui[k] = ~vi[j0] = ~wi[`0] = 1 and furthermore A[k, j] = A[j, `] = A[`, k] = 1

as edges
⇣
a(4)k , b(1)j0

⌘
,
⇣
b(4)j0 , c

(1)
`0

⌘
, and

⇣
c(4)`0 , â(1)k

⌘
exist, so that

~ui[k] = ~vi[j
0
] = ~wi[`

0
] = A[k, j] = A[j, `] = A[`, k] = TRUE.

Correctness of Decremental Reduction We now describe the modifications for the decremen-
tal case. In the decremental case, we instead have the path

⇣
s, a(1)k , a(2)k , a(3)k+n�i, a

(4)
k , b(1)j , b(2)j , b(3)j+n�i, b

(4)
j , c(1)` , c(2)` , c(3)`+n�i, c

(4)
` , â(1)k , â(2)k , â(3)k+n�i, â

(4)
k , t

⌘
,

which has length
18 ·W 4

+ (8n+ 8i) ·W 3
+ 2k ·W 2

+ j ·W + `.

We verify that this path exists and has the required length. Since ~ui[k] = 1, each edge in the
sub-path

⇣
a(1)k , a(2)k , a(3)k+n�i, a

(4)
k

⌘
exists and the vertices have combined weight

4 ·W 4
+ (4n� 2(k + n� i) + 2k) ·W 3

+ k ·W 2
= 4 ·W 4

+ (2n+ 2i) ·W 3
+ k ·W 2.

Following similar arguments as above the path exists with the required length.
Conversely, suppose there is some path P of length

d(P ) < 18 ·W 4
+ (8n+ 8i) ·W 3

+ (2k + 1) ·W 2.

As above, the path has at most 18 vertices and therefore has the form

P =

⇣
s, a(1)i1

, a(2)i2
, a(3)i3

, a(4)i4
, b(1)i5

, b(2)i6
, b(3)i7

, b(4)i8
, c(1)i9

, c(2)i10
, c(3)i11

, c(4)i12
, â(1)i13

, â(2)i14
, â(3)i15

, â(4)i16
, t
⌘
.

At the time of the query after updating the k-th coordinate of ~u in the OMv3 query ~ui,~vi, ~wi,
the minimum weight of any path from A2 to A4 is 3 ·W 4

+ (2n+ 2i) ·W 3 and this is attained only
by paths of the form of

(a(2)k0 , a
(3)
k0+n�i, a

(4)
k0 ), (3)

for k0 � k since we iterate over coordinates k in increasing order. In fact, any other path from A2

to A4 has weight at least 3 ·W 4
+(2n+2i+1) ·W 3. This is because a(3)i3

is adjacent only to vertices
a(2)i2

, a(4)i4
with i3  i2 + n � i or i2 � i3 � n + i. Thus, if either i2 or i4 is > i3 � n + i, the three

vertices have weight at least

3 ·W 4
+ (4n� 2i3 + 2i3 � 2n+ 2i+ 1) ·W 3

= 3 ·W 4
+ (2n+ 2i+ 1) ·W 3.
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Similarly, the minimum weight of any path from B2 to B4, C2 to C4, Â2 to Â4 is 3·W 4
+(2n+2i)·

W 3 and any path not satisfying the form of Equation (3) has weight at least 3·W 4
+(2n+2i+1)·W 3.

Since
d(P ) < 18 ·W 4

+ (8n+ 8i) ·W 3
+ (2k + 1) ·W 2 < 18 ·W 4

+ (8n+ 9i) ·W 3,

we conclude

0 = i2 � i4 = i6 � i8 = i10 � i12 = i14 � i16

i = i3 � i2 = i7 � i6 = i11 � i10 = i15 � i14.

Following previous arguments, there are indices k0, j0, `0, k̂0 such that,

P =

⇣
s, a(1)k0 , a

(2)
k0 , a

(3)
k0+i, a

(4)
k0 , b

(1)
j0 , b

(2)
j0 , b

(3)
j0+i, b

(4)
j0 , c

(1)
`0 , c(2)`0 , c(3)`0+i, c

(4)
`0 , â(1)

k̂0
, â(2)

k̂0
, â(3)

k̂0+i
, â(4)

k̂0
, t
⌘

Next, we claim k = k0 = k̂0. As before, we have k0, k̂0 � k from Equation (4) since we iterate
over k in increasing order. Thus, k = k0 = k̂0 as in the incremental case. Following an identical
proof as in the incremental case, we conclude

~ui[k] = ~vi[j
0
] = ~wi[`

0
] = A[k, j] = A[j, `] = A[`, k] = TRUE.

3.2.2 Lower Bounds under Minimum Witness Hypothesis

Under the Minimum-Witness 3-Product hypothesis (Hypothesis 1.6), we show a stronger lower
bound for the single source version of the problem. Before proving the lower bound, we provide
some further discussion on the Minimum-Witness hypothesis. The Minimum-Witness Product
problem is defined below.

Definition 3.10 (Min-Witness Product). Given two Boolean matrices A,B, their min-witness
product C is defined by Cij = min{k | Aik ^Bkj}.

[CKL07] computes the product in O(n2+�
) time , where !(1,�, 1) = 1 + 2�. If ! = 2, this

running time is essentially O(n2.5
). [LPV20] conjectures that this is essentially optimal.

Hypothesis 3.11 (Minimum-Witness Product hypothesis). There is no O(n2.5�"
) algorithm for

computing Minimum-Witness Product between two n⇥ n Boolean matrices, for any " > 0.

Minimum-Witness Product can also be generalized to a problem between k > 2 input Boolean
matrices [KL22]. In this work, we only need the following version where k = 3.

Definition 3.12 (Minimum-Witness 3-Product). Given three n⇥ n Boolean matrices A,B,C, for
every i1, i2, i3 2 [n], find the minimum value of j 2 [n] such that Ai1,j ^Bi2,j ^ Ci3,j .

The current best algorithm for Minimum-Witness 3-Product runs in O(n3.5
) time when ! =

2 [KL22], and it seems that new ideas are required in order to break this O(n3.5
) running time.

Below is some evidence, similar to [JX22]’s argument for why the so-called OuMvk hypothesis is
plausible. First, we observe that we can use the Minimum-Witness 3-Product problem to solve
4-Clique Detection. Given a 4-partite graph G = (V1 [V2 [V3 [V4, E), we can use the matrix A to
encode the edges between V1 and V4, matrix B to encode the edges between V2 and V4 and matrix C
to encode the edges between V3 and V4. Thus, the result of Minimum-Witness 3-Product can tell us,
for every triple (v1, v2, v3) 2 V1 ⇥ V2 ⇥ V3, whether there is some v4 2 V4 that is connected to all of
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them. Then we can detect whether the graph has a 4-clique in O(n3
) time. Currently, the all truly

sub-quartic time algorithms for 4-Clique Detection essentially groups two node parts together, then
solves a Triangle Detection instance on an unbalanced tripartite graph. Therefore, assuming there
is no better framework for 4-Clique Detection, we also need to perform similar groupings for the
Minimum-Witness 3-Product problem, as it can be used to solve 4-Clique Detection. If we group
any two of the indices i1, i2, i3, j together, we obtain a Min-Witness Product instance between an
n⇥n2 matrix and an n2⇥n matrix, or between an n2⇥n matrix and an n⇥n matrix. Either way,
the current fastest algorithm for them has running time O(n3.5

) if ! = 2, which essentially follows
the same framework for the square inputs case [CKL07]. Therefore, in order to refute the following
hypothesis, it seems that one would need new ideas for either 4-Clique Detection or Min-Witness
Product.

Hypothesis 1.6 (Minimum-Witness 3-Product hypothesis). There is no O(n3.5�"
) time algorithm

for the Minimum-Witness 3-Product problem for " > 0.

3.2.3 Lower Bound for nw-SSSP

We now give our lower bound for nw-SSSP.

Theorem 3.13. Under the Minimum-Witness 3-Product hypothesis, any algorithm computing in-
cremental/decremental nw-SSSP on undirected graphs requires n3.5�o(1) total update and query time.

Proof. As before, we describe only the reduction for incremental stSP. For the decremental setting,
we can execute the reduction in reverse.

Suppose for contradiction there is an algorithm A for incremental nw-SSSP in O(n3.5�c
) total

time. Consider a Minimum-Witness 3-Product instance with matrices A,C,D of dimension n⇥ n.
Throughout the reduction, assume that the matrices A,C,D are indexed from 0 to n�1. We design
an algorithm computing min-witness 3-product with total time O(n3.5�c

), thus contradicting the
Minimum-Witness 3-Product hypothesis.

We construct a graph consisting of the gadgets

{s} [GR(A) [GR(B) [ C1

of Theorem 3.5 with the following modifications. Whereas A was a vertex set of n nodes, think of
A now as a collection of n rows of the matrix A. Whereas B was a vertex set of n nodes, think of
B now as a collection of n columns. Whereas C1 = {c(1) : c 2 {0, . . . , n � 1}} was a copy of the
vertex set C in the 4-Clique instance, think of c(1) now as representing the c-th row of matrix C.

We describe the formal reduction below. Initially, insert edges (s, a(1)i ) all i 2 {0, 1, . . . , n� 1}.
Next, insert edges between (a(4)i , b(1)j ) (respectively between (b(4)j , c(1)i )) if and only if A[i, j] = TRUE

(respectively C[i, j] = TRUE). Insert edges (a(1), a(2)), (b(1), b(2)) for all a, b.
We now proceed to insert more edges in the reduction. In the outer loop we iterate over rows

i 2 {0, 1, . . . , n� 1} of D in increasing order.

1. For each D[i, j] = TRUE, insert edges
⇣
b(2)j , b(3)j+i

⌘
,
⇣
b(3)j+i, b

(4)
j

⌘
.

2. In the inner loop, we iterate over rows k 2 {0, 1, . . . , n� 1} of A in decreasing order.

(a) Insert edges between
⇣
a(2)k , a(3)k+i

⌘
and

⇣
a(3)k+i, a

(4)
k

⌘
.

(b) For each c(1)` 2 C1, query d(s, c(1)` ) from A.
If d(s, c(1)` ) < 10 ·W 4

+ (8n� 4i) ·W 3
+ (k + 1) ·W 2, let

d(s, c(1)` ) = 10 ·W 4
+ (8n� 4i) ·W 3

+ k ·W 2
+ b0 ·W + `.
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for some integer 0  b0 < W . Then, assign the minimum witness of (k, `, i) to be b0.
Otherwise, if the d(s, c) does not satisfy the required constraint, assign the minimum
witness to ?, or in other words there is no witness j such that A[k, j] = C[`, j] =

D[i, j] = TRUE.

Again, we emphasize that we iterate over D in increasing order and A in decreasing order.
Clearly, the bottleneck is running A, so the total time of this algorithm is O(n3.5�c

).
To show correctness, we first prove the following lemma.

Lemma 3.14. Consider the query when iterating over the i-th row of D and the k-th row of A. Let
` be a row of C. Then, there is a one-to-one correspondence between:

1. Paths P between s, c(1)` with d(P ) < 10 ·W 4
+ (8n� 4i) ·W 3

+ (k + 1) ·W 2;
2. Witnesses j such that A[k, j] ^ C[`, j] ^D[i, j].

Furthermore, each such path P has length

d(P ) = 10 ·W 4
+ (8n� 4i) ·W 3

+ k ·W 2
+ j ·W + `.

Proof. Suppose there is a witness j such that A[k, j] = C[`, j] = D[i, j] = 1. Then, the following
(s, c(1)` )-path exists :

⇣
s, a(1)k , a(2)k , a(3)k+i, a

(4)
k , b(1)j , b(2)j , b(3)j+i, b

(4)
j , c(1)`

⌘
.

Furthermore, this path has length

10 ·W 4
+ (8n� 4i) ·W 3

+ k ·W 2
+ j ·W + `.

Note that by our choice of W , j · W + ` < W 2 so this path satisfies the desired constraints.
We verify that this path exists and has the claimed length. Recall that the edge (s, a(1)k ) exists.
Also, each edge in the sub-path

⇣
a(1)k , a(2)k , a(3)k+i, a

(4)
k

⌘
exists and the vertices have combined weight

4 · W 4
+ (4n � 2i) · W 3

+ k · W 2. Next, A[k, j] = TRUE implies that the edge (a(4)k , b(1)j ) exists.

Since D[i, j] = TRUE, each edge in the sub-path
⇣
b(1)j , b(2)j , b(3)j+i, b

(4)
j

⌘
exists and the vertices have

combined weight 4 · W 4
+ (4n � 2i) · W 3

+ j · W . Then, C[`, j] = TRUE implies that the edge
(b(4)j , c(1)` ) exists, thus verifying the existence of the path. Summing over all vertices in the path, we
conclude the length of the path is

10 ·W 4
+ (8n� 4i) ·W 3

+ k ·W 2
+ j ·W + `.

Conversely, suppose there is some path P of length

d(P ) < 10 ·W 4
+ (8n� 4i) ·W 3

+ (k + 1) ·W 2.

Since all vertices have weight at least W 4 and

(8n� 4i) ·W 3
+ (k + 1) ·W 2 < W 4,

any (s, t)-path P satisfying the length constraint has at most 10 vertices. Since we have a layered
graph and edges only exist between adjacent layers, any such path P must have the form

P =

⇣
s, a(1)i1

, a(2)i2
, a(3)i3

, a(4)i4
, b(1)i5

, b(2)i6
, b(3)i7

, b(4)i8
, c(1)`

⌘
.
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At the time of the query in the i-th iteration over D and k-th iteration over A in the inner-loop,
the minimum weight of any path from A2 to A4 is 3W 4

+ (4n� 2i) ·W 3, and this is attained only
by paths of the form ⇣

a(2)k , a(3)k+i, a
(4)
k

⌘
. (4)

As before, any other path from A2, A4 has weight at least 3 ·W 4
+ (4n� 2i+ 1) ·W 3. By a similar

argument, the minimum weight of any path from B2 to B4 is 3 ·W 4
+ (4n� 2i) ·W 3 and any path

not satisfying the form of Eq. (4) has weight at least 3 ·W 4
+ (4n� 2i+ 1) ·W 3. Since

d(P ) < 10 ·W 4
+ (8n� 4i) ·W 3

+ (k + 1) ·W 2 < 12 ·W 4
+ (8n� 3i) ·W 3,

we conclude

0 = i2 � i4 = i6 � i8,

i = i3 � i2 = i7 � i6.

Next, observe that for all x 2 {a, b} and X 2 {A,B}, x(2)j has a unique neighbor in X1, namely
x(1)j . In particular, there are indices k0, j0 such that,

P =

⇣
s, a(1)k0 , a

(2)
k0 , a

(3)
k0+i, a

(4)
k0 , b

(1)
j0 , b

(2)
j0 , b

(3)
j0+i, b

(4)
j0 , c

(1)
`

⌘
.

Following a similar argument as Lemma 3.6, we see that k = k0. In particular, we have D[i, j0] =

TRUE and A[k, j0] = TRUE since (a(4)k , b(1)j0 ) is an edge, and C[`, j0] = TRUE since (b(4)j0 , c
(1)
` ) is an

edge. In particular, j0 is a witness such that A[k, j0] = C[`, j0] = D[i, j0] = TRUE. Note that this
path P has length

d(P ) = 10 ·W 4
+ (8n� 4i) ·W 3

+ k ·W 2
+ j0 ·W + `

as desired.

From Lemma 3.14, at the time of the query, each path P from s to c(1)` with length d(P ) <
10 · W 4

+ (8n � 4i) · W 3
+ (k + 1) · W 2 corresponds to a witness j such that A[k, j] = C[`, j] =

D[i, j] = TRUE. Furthermore, Lemma 3.14 shows that

d(P ) = 10 ·W 4
+ (8n� 4i) ·W 3

+ k ·W 2
+ j ·W + `,

so that the shortest path returns the minimum j such that A[k, j]^C[`, j]^D[i, j]. In particular it
computes the minimum-witness 3-product for this (k, `, i) triplet. If there is no path, then there is
no witness j such that A[k, j]^C[`, j]^D[i, j]. Thus, we compute the Minimum-Witness 3-Product
instance in O(n3.5�c

) time, contradicting the hypothesis.

4 Bottleneck Paths

In this section, we give our algorithms and lower bounds for partially dynamic bottleneck paths.
The bottleneck path problem is formally defined below.
Definition 4.1 (Bottleneck Paths). Let G = (V,E,wt) be a directed, weighted graph. For any
path P , let b(P ) = mine2P wt(e) denote the bottleneck capacity of path P . For any pair of
nodes u, v, let bp(u, v) denote the bottleneck path (breaking ties arbitrarily), the path between
u, v maximizing b(P ). Let b(u, v) = b(bp(u, v)).

The (s, t)-Bottleneck Path problem (stBP) asks to compute b(s, t) for fixed nodes s, t. The
Single Source Bottleneck Paths problem (SSBP) asks to compute b(s, v) for a single source s
and for all v 2 V . The All Pairs Bottleneck Paths problem (APBP) asks to compute b(u, v)
for all u, v 2 V .
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4.1 Incremental/Decremental Algorithm for stBP

We begin with partially dynamic algorithms for bottleneck paths. First, we present a simple algo-
rithm using a fully dynamic (s, t)-reachability data structure to compute partially dynamic stBP,
in which we need to maintain an n-vertex graph undergoing arbitrary edge insertions and deletions,
and we need to support querying whether there is a path from s to t.

Proposition 4.2. The partially dynamic stBP can be solved in O(m · T (n)) time, where T (n) =
eO(n"1+"2 + n!(1,"1,"2)�"1 + n!(1,1,"2)�"2) = O(n1.405

) [vdBNS19] is the update/query time for fully
dynamic (s, t)-reachability in an n-node graph.

As it seems that [vdBNS19]’s algorithm works against oblivious, adaptive adversaries, our algo-
rithm also does.

Proof. We first consider the decremental setting. We initialize a fully dynamic (s, t)-reachability
data structure. We keep adding edges to the data structure from large weight to small, as long as
s cannot reach t. Once we remove an edge, if s and t are not connected anymore, we again add
more edges, from large weight to small, until s can reach t again. It is not difficult to see that the
last edge we add to the data structure has the weight equal to b(s, t). To bound the running time,
observe that each edge is inserted and deleted at most one time each.

The incremental setting can be solved similarly.

4.2 Incremental Algorithm for SSBP

Next, we will give an incremental SSBP algorithm. First, we formally define the relevant matrix
products below, for which there are known subcubic algorithms using FMM.

Definition 4.3 (Dominance and Equality Product). Given two matrices A,B over a totally ordered
set, their dominance product C = A # B is defined by Cij = |{k | Aik  Bkj}|.

Their equality product is defined by Cij = |{k | Aik = Bkj}|

Definition 4.4 ((min,)-Product and (max,)-Product). Given two matrices A,B over a totally
ordered set, their (min,) product C is defined by Cij = mink{Bkj | Aik  Bkj}. The (max,)
product C is defined by Cij = maxk{Aik | Aik  Bkj}.

Definition 4.5 ((max,min)-Product). Given two matrices A,B over a totally ordered set, their
(max,min) product C = A 6 B is defined by Cij = maxk min{Aik, Bkj}.

As observed in [VWY07], the (max,min) product can be computed by taking the entry-wise
maximum of two (max,) products, A,B and BT , AT .

Our SSBP algorithm requires the following lemma, which modified an existing algorithm for
computing the (max,min)-product [DP09, GIL+21]. Formally, we split the computation of the
(max,min)-product into a preprocessing phase and a query phase.

Lemma 4.6. Given an n⇥ nb matrix A and an nb ⇥ n matrix B, and a parameter 0  g  b, we
can preprocess in eO(n!(1,b,1)+b�g

) time, so that for every given i, we can output the i-th row of the
(max,min)-product between A and B in eO(n1+g

) time.
In particular, we can compute the (max,min)-product between A and B in eO(n(!(1,b,1)+2+b)/2

)

time, by setting g = (!(1, b, 1) + b� 2)/2 and perform n queries.
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We recall the definition of row (resp. column) balancing [DP09], which constructs a matrix A0

given any matrix A ensuring that no row (resp. column) of A0 has too many finite elements.
Let A be an n ⇥ p matrix with m finite elements (the others are either all 1 or �1). The

row-balancing of A, denoted rb(A) is a pair of matrices (A0, A00
) each with at most k = dm/ne

finite elements in each row. The column-balancing of A, denoted cb(A) is the pair of matrices
(A0T , A00T

) where (A0, A00
) = rb(AT

).
The row-balancing of A is computed as follows. Assume that all non-finite elements are 1. For

each row i, sort the finite elements of row i in increasing order, and partition this list into parts
T 1
i , . . . , T

ai
i where the first ai � 1 parts have exactly k = dm/ne elements while the last part has

at most k elements. Now, define A0
[i, j] = A[i, j] if A[i, j] 2 T ai

i and 1 otherwise to be the matrix
containing all elements in the last part. Now, since there are at most m

k  n parts T q
i , we choose

an arbitrary injective mapping ⇢ : (i, q) 7! [n] so that the part T q
i is placed into the ⇢(i, q)-th row

of A00. In particular, A00
[i0, j] = A[i, j] if i0 = ⇢(i, q) and A[i, j] 2 T q

i . Otherwise, A00
[i, j] =1.

Given row and column balanced matrices, [DP09] give an efficient algorithm for computing the
dominance product (Definition 4.3) of sparse matrices. We repeat the proof for completeness.

Lemma 4.7 (Sparse Dominance Product [DP09]). Suppose A is an na⇥nb matrix with m1 entries
less than 1 and B is an nb ⇥ nc matrix with m2 entries greater than �1. The dominance product
A # B can be computed in time O

�
m1m2
nb + n!(a,b,c)

�
.

Proof. Let (A0, A00
) = cb(A) be the column-balancing of A. Note that A0, A00 have at most

⌃
m1
nb

⌥

finite entries per column. We construct the following two matrices

Â[i, k] =

(
1 A00

[i, k] <1
0 o/w

, B̂[k, j] =

(
1 B[k0, j] � maxT q0

k0 and ⇢(k0, q0) = k

0 o/w
.

We compute the matrix product ÂB̂. Â[i, k]B̂[k, j] = 1 implies that A00
[i, k] < 1 and B[k0, j] �

maxT q0

k0 where ⇢(k0, q0) = k. In other words, B[k0, j] is larger than all elements in column k of A00,
which is a subset of column k0 of A containing A00

[i, k] = A[i, k0]. Therefore, (ÂB̂)[i, j] counts the
number of k0 where A[i, k0]  B[k0, j] and A[i, k0] 2 T q0

k0 where q0 < ak and B[k0, j] dominates all of
T q0

k0 . It remains to check the following cases:

1. A[i, k0] 2 T
ak0
k0 . For every B[k0, j], there are most

⌃
m1
nb

⌥
rows i with A[i, k0] 2 T

ak0
k0 . We compare

B[k0, j] with elements A[i, k0] 2 T
ak0
k0 and increment (A # B)[i, j] if A[i, k0]  B[k0, j]. This

takes O(m2 · m1
nb ) time.

2. B[k0, j] dominates some elements but not all in T q0

k0 . For every B[k0, j], this condition can
only hold for one set T q0

k0 as the parts are sorted in increasing order. We compare B[k0, j]

with elements A[i, k0] 2 T q0

k0 and increment (A # B)[i, j] if A[i, k0]  B[k0, j]. This takes
O(m2 · m1

nb ) time.

The overall time complexity is O(
m1m2
nb + n!(a,b,c)

).

Given that we hope to construct a data structure for the (max,min)-product, we modify the
computation of the sparse dominance product to compute a data structure separating the compu-
tation into preprocessing and query stages.

Lemma 4.8 (Sparse Dominance Product Data Structure). Suppose A is an n⇥nb matrix with m1

entries less than 1 and B is an nb ⇥ n matrix with m2 entries greater than �1. There is a data
structure with O(n!(1,b,1)

) preprocessing time, answering column queries of the dominance product
A # B in O

�
cj

m2
n

�
time where the j-th column of B contains cj finite elements.
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Proof. In the preprocessing phase, compute the row-balancing (A0, A00
) = cb(A) as in Lemma 4.7.

Similarly, construct matrices Â, B̂, and compute the matrix product ÂB̂. This requires n!(1,b,1)

time.
Now, suppose there is a query for the j-th column of A # B. By assumption, the j-th colum of

B has cj finite elements <1. Our goal is to answer the column query i.e. output (A # B)[i, j] for
all i. As in Lemma 4.7, (ÂB̂)[i, j] counts the number of k0 where A[i, k0]  B[k0, j] and A[i, k0] 2 T q0

k0

where q0 < ak and B[k0, j] dominates all of T q0

k0 . It remains to check the following cases:

1. A[i, k0] 2 T
ak0
k0 . For every finite B[k0, j], there are most

⌃
m1
nb

⌥
rows i with A[i, k0] 2 T

ak0
k0 .

We compare B[k0, j] with elements A[i, k0] 2 T
ak0
k0 and increment (A # B)[i, j] if A[i, k0] 

B[k0, j]. This requires O
�
cj · m1

nb

�
time.

2. B[k0, j] dominates some elements but not all in T q0

k0 . For every finite B[k0, j], this condition
can only hold for one set T q0

k0 as the parts are sorted in increasing order. We compare B[k0, j]

with elements A[i, k0] 2 T q0

k0 and increment (A # B)[i, j] if A[i, k0]  B[k0, j]. This requires
O
�
cj · m1

nb

�
time.

The query time complexity is therefore O
�
cj · m1

nb

�
.

Using a similar argument, we can also construct a data structure answering row queries.

Corollary 4.9. Suppose A is an n ⇥ nb matrix with m1 entries less than 1 and B is an nb ⇥ n
matrix with m2 entries greater than �1. There is a data structure with O(n!(1,b,1)

) preprocessing
answering row queries of the dominance product A # B in O

�
ri

m2
n

�
time where the i-th row of A

contains ri finite elements.

Now, we prove Lemma 4.6.

Proof of Lemma 4.6. We modify the (max,)-Product algorithm of [DP09], since the (max,min)-
Product can be reduced to two (max,)-Product instances. Fix a parameter 0  g  b. Let L be a
sorted list of all entries in A,B and partition L into G groups, L1, . . . , LG such that the first G� 1

parts have
l
2n1+b

G

m
elements and the final part has the remaining elements. For each r 2 [G], define

the following matrices

Ar[i, j] =

(
A[i, j] A[i, j] 2 Lr

1 o/w
, Br[i, j] =

(
B[i, j] B[i, j] 2 Lr

�1 o/w
.

Compute the row-balancing (A0
r, A

00
r ) = rb(Ar) and dominance products Ar # B,A0

r # B,A00
r #

B as follows. For the dominance product, we do not fully compute them, only preprocessing the
input as in Lemma 4.8.

1. To compute Ar # B, construct Boolean matrices Âr[i, k] = 1 if A[i, k] 2 Lr and B̂r[k, j] = 1

if B[k, j] 2
Sg

i=r+1 Li. Compute ÂrB̂r and the preprocess Ar # Br according to Lemma 4.8.
This takes O

�
n!(1,b,1)

�
time.

2. To compute A0
r # B, construct Boolean matrices Â0

r[i, k] = 1 if A0
[i, k] 2 Lr and B̂r

identically. Then, preprocess A0
r # Br and compute Â0

rB̂r in O
�
n!(1,b,1)

�
time.

3. To compute A00
r # B, construct Boolean matrices Â00

r[i, k] = 1 if A00
[i, k] 2 Lr and B̂r

identically. Then, preprocess A00
r # Br and compute Â00

rB̂r in O
�
n!(1,b,1)

�
time.
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We have computed ÂrB̂r, Â0
rB̂r, Â00

rB̂r and preprocessed Ar # Br and A0
r # Br for all

r 2 [G]. This concludes the preprocessing phase which has overall time complexity

O
⇣
Gn!(1,b,1)

⌘
.

Then, in the query phase, we hope to compute the i-th row of the (max,) product. We begin
by computing the i-th row of the preprocessed dominance products. For each r 2 [G], let cr denote
the number of finite elements in the i-th row of Ar. First, we observe

Ar # B = Ar # Br + ÂrB̂r,

since the first term counts dominance pairs where both entries are in Lr while the second counts
dominance pairs where B[k, j] 2 Li for i > r. By Lemma 4.9, we can compute the i-th row of
Ar # Br in time O

⇣
cr · n1+b

Gn

⌘
= O

⇣
crnb

G

⌘
since Br has O

⇣
n1+b

G

⌘
finite elements. Adding this to

ÂrB̂r computes Ar # B. Similarly, we use the following identities to compute A0
r # B,A00

r # Br

in O
⇣
crnb

G

⌘
time:

A0
r # B = A0

r # Br + Â0
rB̂r,

A00
r # B = A00

r # Br + Â00
rB̂r.

We will in fact need to compute all rows of A00
r # Br indexed by i0 = ⇢(i, q) for q 2 [ai � 1],

accounting for
⌃
crG
nb

⌥
rows in (A00

r # Br). However, each of these rows contains at most O
⇣
nb

G

⌘

finite elements (and this is also true of the single i-th row in A0
r. Thus, querying all such rows takes

time O
⇣
cr

nb

G

⌘
time. Overall computing the rows of these dominance products takes time

O

 
GX

r=1

crnb

G

!
= O

✓
n1+b

G

◆
.

For each entry (i, j) we find the largest r such that (Ar # B)[i, j] > 0. Let C denote the
(max,) product of A,B. There are now two cases:

1. Suppose (A0
r # B)[i, j] > 0. Then, since the i-th row of A0

r consists of the largest entries of
the ith row of Ar, we have C[i, j] 2 A0

r[i]. By brute-force search over the elements of A0
r, we

obtain C[i, j] in O
⇣
nb

G

⌘
time.

2. Otherwise, find the largest q such that (A00
r # B)[⇢(i, q), j] > 0 (this is in fact computed in

the row-querying phase above) so that C[i, j] 2 T q
i . We compute C[i, j] by brute force search

in O
⇣
nb

G

⌘
time.

Since we compute this for all j, the row query requires O
�
n1+bG

�
time. To complete the proof,

choose G = ⇥(nb�g
) so that ng

= ⇥

⇣
nb

G

⌘
.

We now present our incremental algorithm for SSBP, which improves upon the simple frame-
work used for our incremental nw-SSSP algorithms. Recall that we processed updates in batches,
recomputing nw-APSP on the graph at the start of each batch. However, this is wasteful: We do not
need every distance in the all-pairs solution, only the distances involving endpoints of the inserted
edges. For bottleneck paths, we showed that the corresponding (max,min)-product is amenable to
a data structure with a preprocessing phase and a query phase. Thus, at the end of each batch,
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we preprocess the (max,min)-product on the current graph. Then, in future batches, whenever the
capacity between a pair of vertices is required, we can simply query the relevant data structure.
Since we do not need to query every single pair of vertices, this should save time over a complete
APBP computation.

In the following, let 0  g  t  1 be parameters. Consider the whole sequence of updates in
incremental SSBP, and consider all intervals of the sequence of the form (2

` · (s� 1) · nt, 2` · s · nt
],

for ` � 0, s > 0. These are essentially dyadic intervals with endpoints multiplied by nt.

Lemma 4.10. For every interval L of length nT 0
= 2

`nt described above, we can create a data
structure in eO(n1+T+g

+ nT ·(3+!)/2
+ n(1+2T+!(1,T,T ))/2

+ n!(1,T,1)+T�g
) preprocessing time where

T = min{1, T 0}, so that given any vertex v, we can compute in eO(n1+g
) time SSBP to/from v

among paths whose latest updated edge is in L.

Proof. We can prove the lemma by induction, and assume that the data structures have been created
for all intervals strictly before L.

Let U ✓ V be the set of vertices that are among the endpoints of all updated edges in L. Clearly,
|U | = O(nT

). For each u 2 U , we query the previous data structures to find out SSBP to/from
u among paths whose latest updated edge is strictly before L. As the intervals are like dyadic
intervals, we can find O(log n) intervals that cover all updates before L, so we only need to query
O(log n) previous data structures. Therefore, the total time for this step is eO(n1+T+g

). We use
b<(u, v) to denote bottleneck distances among paths whose latest updated edge is strictly before L.

We create a V ⇥ U matrix A, a U ⇥ U matrix S, and a U ⇥ V matrix B. All entries of A,S,B
correspond to the b< distances. Additionally, for entries of S, we also update it with the updated
edge weights in the interval L. Then it is not difficult to see that (A6(S)6n6B)i,j is the bottleneck
distance from i to j among paths whose latest updated edge is in L. Thus, we can do the following:

1. Compute (S)6n in eO(nT ·(3+!)/2
) time.

2. Compute A 6 (S)6n in eO(n(1+2T+!(1,T,T ))/2
) time using Lemma 4.6.

3. Finally, use the data structure part of 4.6 to preprocess between (A 6 (S)6n
) and B in

eO(n!(1,T,1)+T�g
) time, so that we can later support row-queries of (A6(S)6n

)6B in eO(n1+g
)

time.

Summing over all terms obtains the desired time complexity.

We are now ready to give the incremental SSBP algorithm.

Proposition 4.11. Incremental SSBP can be solved in eO(n(1+!)/2
) amortized time per update.

Proof. Besides the data structures in Lemma 4.10, we also perform the followings after each edge
insertion.

1. Let the new edge be (u, v), and let ⌧ be the previous timestamp that is a multiple of nt.
2. Use the data structures in Lemma 4.10 to compute the SSBP to/from u, v and s among paths

whose latest updated edge is on or before ⌧ . This can be done in eO(n1+g
) time. Now, it

suffices to compute SSBP from s among paths whose latest updated edge is after ⌧ .
3. Create the following “three-layer” graph. The first layer is {s}, the second layer consists of all

vertices that are endpoints of some edge updated after ⌧ , and the third layer is V . From the
first layer to the second layer, the second layer to the third layer, and within the second layer,
we add edges using distances computed in the previous bullet point (all these distances have
been computed, either in this update or an earlier update). Between vertices in the second
layer, we also add edges updated after ⌧ (if there was an edge before, we keep the edge with
larger weight). Then we compute SSBP of this graph in eO(n1+t

) time (because the number
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of updates after ⌧ is O(nt
), so the number of vertices in the second layer is O(nt

), and the
total number of edges is O(n1+t

)).

Runtime analysis. The amortized running time of the preprocessing of the data structures in
Lemma 4.10 is

max
T2[t,1]

eO(n1+g
+ nT ·(1+!)/2

+ n(1+!(1,T,T ))/2
+ n!(1,T,1)�g

) = eO(n1+g
+ n(1+!)/2

+ n!�g
)

and the running time of the remaining parts described above is

eO(n1+g
+ n1+t

).

Taking t = g =
!�1
2 gives the claimed eO(n(1+!)/2

) running time.

Remark 4.12 (Efficient Algorithm for Fully Dynamic Bottleneck Path in Undirected Graphs).
Given an undirected graph G, it was known how to compute the weights of the bottleneck paths
using a maximum spanning tree T of G [Hu61]: The weight of the bottleneck path between two
vertices u and v is exactly the weight of the smallest edge on the tree path between u and v in T .
Therefore, in order to maintain the bottleneck paths for a dynamic graph, it suffices to maintain its
maximum spanning tree, and to support minimum weight queries on tree paths. For instance, we
can use [HRWN15] to maintain the maximum spanning tree, and use link-cut tree [ST83] to support
minimum weight queries on tree paths, to get a deterministic algorithm with O(log

4 n/ log log n)
amortized update time, and O(log n) amortized query time.

4.3 Partially Dynamic Algorithm for SSBP

Our lower bound in Theorems 4.16 and 4.18 crucially uses n2 distinct weights in the constructed
graph. The following proposition shows that this is necessary. In particular, by an appropriate
modification of ES-Trees [ES81], partially dynamic SSBP can be computed efficiently on graphs
with fewer distinct weights. Moreover, this algorithm is combinatorial.

Proposition 4.13. There is an algorithm solving incremental/decremental SSBP in eO (mW ) total-
time update time, where W is the number of distinct weights. Furthermore, the algorithm answers
queries b(s, v) in O(logW ) time. This algorithm holds against oblivious, adaptive adversaries.

Proof. We begin by describing the decremental setting. Let G denote the initial graph. For every
distinct weight w, consider the graph Gw = {e s.t. wt(e) � w}. Given graph G, we initialize a
decremental SSR algorithm of [BPW19] on Gw for each w. Given an edge deletion, we delete e from
every instance that contains w.

Given a query b(s, v), we proceed by binary search to find the maximum w where v is reachable
from s on Gw and return the maximum such w as the bottleneck capacity between s, v.

Since the decremental SSR instance of [BPW19] answers queries in O(1) time, we can answer
queries in O(logW ) time via binary search. Since there are at most W instances, the total time
required by the algorithm is eO(mW ).

Note that we can handle the incremental setting since incremental SSR can also be solved in
total time eO(m).
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4.4 Fully Dynamic All-Pairs Bottleneck Paths

We present our fully dynamic APBP algorithm.

Proposition 4.14. Fully dynamic APBP can be solved in eO(n2
) amortized time per update deter-

ministically.

Proof. We first describe the intuition of our algorithm. Suppose all the edge weights are integers
from [1, 2n2

]. Let M be some sufficiently large integer, and we replace the weight w of an edge by
M2n2�w. Consider a path from u to v where the edge weights on the path are w1, . . . , w`, then the
total length of the path under the new weight is

P
iM

2n2�wi , which is dominated by the edge with
the smallest value of wi. Thus, the shortest path from u to v under the new weight will maximize
the minimum old edge weight, i.e., it will correspond to a bottleneck path. Intuitively, we could run
Demetrescu and Italiano’s dynamic APSP algorithm [DI04] under the new weight to achieve eO(n2

)

amortized running time, assuming we can perform arithmetic operations between the new (huge)
weights in constant time. Below, we describe algorithm in more details and the way to remove the
assumptions.

We first use online list labelling to remove the assumption that all edge weights are from [1, 2n2
].

Theorem 4.15 ([IKR81]). We can deterministically store a set of t dynamically-changing items in
an array of length 2t, so that the sorted orders of the items are preserved, and we only move eO(1)

items per operation in amortization.

We use Theorem 4.15 to store the original edge weights of the graph as the items, and use the
indices of the items stored in the arrays as their new weights. As the orders of indices of the items
preserve the order of the items, this is without loss of generality for bottleneck paths. Now for every
edge update in the graph, we might need to perform up to eO(1) weight updates in amortization,
which is affordable. From now on, we assume all the edge weights are integers from [1, n2

].
Next, we aim to use Demetrescu and Italiano’s dynamic APSP algorithm [DI04] in a white-box

way. In particular, if we simply store the path weights as described in the intuition, it would be too
costly. Instead, we use some data structure to maintain the path weights.

The weight of any path in our graph (under the new weights described in the intuition) can be
represented as a length 2n2 array, where the value on the i-th entry of the array equals the number
of times the path use an edge of weight i. Therefore, say this array is (ai)2n

2

i=1, then the weight of
the path is

P2n2

i=1 aiM
2n2�i, for some large integer M . We use a persistent segment tree [DSST89]

to maintain such arrays efficiently.
Next, we run Demetrescu and Italiano’s dynamic APSP algorithm [DI04] that has eO(n2

) amor-
tized running time per operation, but we use the data structure to support all operations their
algorithm performs on path weights. Initially, we create a persistent segment tree maintaining the
all-zero array, representing the empty path. Then, our data structure needs to support the followings
efficiently (i.e., in eO(1) time per operation).

1. Concatenate one edge to an existing path. Say the new edge has weight w, and the
array corresponding to the existing path is a, then the array corresponding to the new path is
a, with aw incremented by 1. Therefore, we can simply copy the segment tree for the existing
path (as we maintain persistent segment trees, this takes eO(1) time), and then update the
w-th entry of the new segment tree in eO(1) time.

2. Compare the weight of two paths. For two paths whose weight correspond to arrays a

and b respectively, their weights are
P2n2

i=1 aiM
2n2�i and

P2n2

i=1 biM
2n2�i, for some large integer

M . To compare these two weights, it suffices to find the longest common prefix of the arrays
a and b, and then compare the first differing position of a and b.
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Then similar to Aho, Hopcroft and Ullman’s algorithm for Tree Isomorphism [AH74], we
assign all subtrees of all persistent segment tree an identifying number, so that isomorphic
trees will have the same identifying number while distinct trees will have a different number.
We maintain a perfect hash function H that maps integers or pairs of identifying numbers to
identifying numbers, and we can maintain this hash function using a binary search tree. Leaf
nodes in the segment trees represent an entry of an array, so it is associated with an integer.
If this integer is c, then its identifying number would be H(c). For internal nodes whose
left subtree and right subtree have identifying numbers L and R respectively, its identifying
number would be H((L,R)).
Then, we can perform binary search on two persistent segment trees augmented with identi-
fying numbers to find the longest common prefix of the underlying arrays: To find the longest
common prefix between two nodes N1 and N2, we first compare the identifying numbers of
their left subtrees. If these two numbers are different, we know that there must be a different
array entry corresponding to the left subtree, so we recursively compare the left subtrees;
otherwise, we recursively compare the right subtrees. As the height of the segment trees is
eO(1), this takes eO(1) time.

4.5 Conditional Lower Bounds for Bottleneck Paths

We now present our conditional lower bound for partially dynamic bottleneck paths. We observe
that due to Remark 4.12, our lower bounds hold only for directed graphs. In contrast, our lower
bounds for shortest paths hold for undirected graphs as well.

Theorem 4.16. Under the Combinatorial 4-Clique hypothesis, any combinatorial algorithm com-
puting incremental/decremental stBP on directed graphs requires n4�o(1) total update and query
time.

Proof. We describe the reduction for incremental stBP, noting that in the decremental case we can
simply run the reduction in reverse.

Suppose for contradiction there is an algorithm A for incremental stBP with total time O(n4�c
)

for some c > 0. Consider a 4-Clique Detection instance with vertex sets A,B,C,D of size n.
Throughout the reduction, assume that the vertex sets A,B,C,D are indexed from 0 to n� 1. We
design an algorithm with total time O(n4�c

) for some positive c > 0, contradicting the Combinatorial
4-Clique hypothesis.

We construct a graph with vertices

{s} [ (A1 [A2 [A3) [ (B1 [B2 [B3) [ (C1 [ C2 [ C3) [ (Â1 [ Â2 [ Â3) [ {t}.

Each vertex set A1, A2, A3, B1, B2, B3, C1, C2, C3, Â1, Â2 and Â3 has n vertices. For each a 2 A, we
create a copy a(i) 2 Ai and a copy â(i) 2 Âi for i 2 {1, 2, 3}. Similarly, for each b 2 B and c 2 C,
we create a copy b(i) 2 Bi and c(i) 2 Ci for i 2 {1, 2, 3}. Initially, insert edges (s, a(1)) and (â(3), t)
with 1 weight for all a 2 A. Furthermore, insert edges with 1 weight between (a(3), b(1)) (resp.
(b(3), c(1)), (c(3), â(1))) if and only if (a, b) 2 E (resp. if (b, c) 2 E, (c, a) 2 E). This creates a graph
with O(n) vertices

We now proceed to more edge insertions of the reduction. In the outer loop we iterate over
di 2 D in increasing order.

1. For each bj 2 N(di), insert edges
⇣
b(1)j , b(2)j+i mod n

⌘
and

⇣
b(2)j+i mod n, b

(3)
j

⌘
with weight (i+1)·n.
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2. For each cj 2 N(di), insert edges
⇣
c(1)j , c(2)j+i mod n

⌘
and

⇣
c(2)j+i mod n, c

(3)
j

⌘
with weight (i+1)·n.

3. In the inner loop, we iterate over ak 2 A in increasing order.

(a) If ak 2 N(di), insert the following edges of weight i · n+ (k + 1):
⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
,
⇣
â(2)k+i mod n, â

(3)
k

⌘
.

(b) Query A to get b(s, t). If b(s, t) � i · n+ (k + 1), return TRUE.

Then, return FALSE after all iterations.
Clearly, the bottleneck of this algorithm is to run A, so the running time is O(n4�c

).
We show the following lemma in order to show correctness:

Lemma 4.17. Consider the query when iterating over di and ak. The result of the query is b(s, t) �
i · n+ (k + 1) if and only if (di, ak) are in a 4-clique.

Proof. Suppose di, ak are in a 4-clique with vertices bj , c`. Then, the following (s, t)-bottleneck path
exists in the graph and has capacity i · n+ (k + 1):

⇣
s, a(1)k , a(2)k+i mod n, a

(3)
k , b(1)j , b(2)j+i mod n, b

(3)
j , c(1)` , c(2)`+i mod n, c

(3)
` , â(1)k , â(2)k+i mod n, â

(3)
k , t

⌘
.

We verify that this path exists and has the required capacity. (s, a(1)k ) has capacity 1. Since
ak 2 N(di), each edge in the sub-path

⇣
a(1)k , a(2)k+i mod n, a

(3)
k

⌘
exists and has capacity i ·n+(k+1).

Next, (ak, bj) 2 E implies that the edge (a(3)k , b(1)j ) exists with 1 capacity. Since bj 2 N(di), each

edge in the sub-path
⇣
b(1)j , b(2)j+i mod n, b

(3)
j

⌘
exists and has capacity (i + 1) · n. Then, (bj , c`) 2 E

implies that the edge (b(3)j , c(1)` ) exists with 1 capacity. Since c` 2 N(di), each edge in the

sub-path
⇣
c(1)` , c(2)`+i mod n, c

(3)
`

⌘
exists and has capacity (i + 1) · n. Then, (c`, a) 2 E implies

that the edge (c(3)` , â(1)k ) exists with 1 capacity. Finally, as ak 2 N(di), we have the sub-path⇣
â(1)k , â(2)k+i mod n, â

(3)
k

⌘
with capacity i ·n+(k+1). We conclude by observing that the edge (â(3)k , t)

has 1 capacity.
Conversely, suppose b(s, t) � i · n + (k + 1). Then, since edges are directed left to right, there

is a path of the form
⇣
s, a(1)i1

, a(2)i2
, a(3)i3

, b(1)i4
, b(2)i5

, b(3)i6
, c(1)i7

, c(2)i8
, c(3)i9

, â(1)i10
, â(2)i11

, â(3)i12
, t
⌘

achieving this capacity. At the time of the query in the i-th iteration over D and k-th iteration
over A in the inner-loop, the maximum weight of any edge between A1⇥A2, A2⇥A3, Â1⇥ Â2, and
Â2 ⇥ Â3 is i · n+ (k+ 1). Furthermore, the only edges attaining this weight are

⇣
a(1)k , a(2)k+i mod n

⌘
,

⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
, and

⇣
â(2)k+i mod n, â

(3)
k

⌘
. If these edges exist, then (ak, di) 2 E

and k = i1 = i3 = i10 = i12. The maximum weight of any edge between B1 ⇥ B2 and B2 ⇥ B3 is
(i+1)·n. Furthermore, the only edges attaining this weight are

⇣
b(1)j , b(2)j+i mod n

⌘
,
⇣
b(2)j+i mod n, b

(3)
j

⌘

for bj 2 N(di). In particular, we have i4 = i6 = j for some bj 2 N(di). By a similar argument,
i7 = i9 = ` for some c` 2 N(di).

Finally, it remains to show ak, bj , c` form a triangle. Since wt(a(3)k , b(1)j ) =1 we have (ak, bj) 2 E.
A similar argument shows that (ak, c`), (bj , c`) 2 E.
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From Lemma 4.17, the above procedure solves the 4-Clique Detection instance, contradicting
the Combinatorial 4-Clique hypothesis.

Using an essentially identical reduction, we show that under the OMv3 hypothesis, any algorithm
computing stBP with polynomial preprocessing requires n!+1�o(1) total update time.

Theorem 4.18. Under the OMv3 hypothesis, any algorithm computing incremental/decremental
stBP on directed graphs with polynomial preprocessing time requires n!+1�o(1) total update time.

Proof. Suppose for contradiction there is an incremental stBP algorithm A with polynomial pre-
processing time and total update time O(n!+1�c

) for some c > 0. The decremental case can be
handled using similar modifications as Theorem 3.8. We design an efficient algorithm for OMv3.

In the preprocessing phase we receive a Boolean matrix A. We construct a graph with vertices

{s} [ (A1 [A2 [A3) [ (B1 [B2 [B3) [ (C1 [ C2 [ C3) [ (Â1 [ Â2 [ Â3) [ {t}.

Each vertex set A1, A2, A3, B1, B2, B3, C1, C2, C3, Â1, Â2, Â3 has n vertices, each indexed by [n].
Insert edges (s, a(1)) and (â(3), t) with 1 weight for all a 2 A. Furthermore, insert edges with 1
weight between (a(3), b(1)) (resp. (b(3), c(1)), (c(3), â(1))) if and only if A[a, b] = TRUE (resp. if
A[b, c] = TRUE, A[a, c] = TRUE). We then run the preprocessing step of A on this O(n)-vertex
graph.

We now proceed to the dynamic phase of the reduction. Throughout, we assume that both
queries and coordinates are indexed starting at 0 (just as vertices as indexed from 0 in Theorem
4.16). Suppose we have received the i-th query, ~ui,~vi, ~wi.

1. For all j with ~vi[j] = TRUE, insert edges
⇣
b(1)j , b(2)j+i mod n

⌘
and

⇣
b(2)j+i mod n, b

(3)
j

⌘
with weight

(i+ 1) · n.
2. For all j with ~wi[j] = TRUE, insert edges

⇣
c(1)j , c(2)j+i mod n

⌘
and

⇣
c(2)j+i mod n, c

(3)
j

⌘
with weight

(i+ 1) · n.
3. Now, we iterate over the coordinates k of vector ~vi in increasing order.

(a) If ~ui[k] = TRUE, insert edges of weight i · n+ (k + 1) between
⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
,
⇣
â(2)k+i mod n, â

(3)
k

⌘
.

(b) Compute b(s, t) by querying A. If b(s, t) � i · n+ (k + 1), return TRUE.

Otherwise, return FALSE if none of the queries return TRUE.

During the dynamic phase, the bottleneck of the algorithm is running A, so the total update
and query time is O(n!+1�c

).
The following lemma shows that our algorithm correctly computes each OMv3 query.

Lemma 4.19. Consider the query (~ui,~vi, ~wi) and the query after updating the k-th coordinate of ~u.
The result of the query is b(s, t) � i · n+ (k + 1) if and only if

_

j,`

(~ui[k] ^ ~vi[j] ^ ~wi[`] ^A[k, j] ^A[j, `] ^A[`, k]) = TRUE.

Since this lemma is essentially identical to Lemma 4.17, we defer the proof to Appendix A.1.
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Note that at the query after the i-th query and the k-th iteration of the inner loop, we have
constructed the same graph as in Theorem 4.16. In particular, Lemma 4.19 shows that this query
returns true if and only if

_

j,`

(~ui[k] ^ ~vi[j] ^ ~wi[`] ^A[k, j] ^A[j, `] ^A[`, k]) = TRUE.

Thus, if the above is satisfied for any k, we return TRUE. Otherwise, we return FALSE, answering
the query correctly in either case. Therefore, using A we have obtained an algorithm for the OMv3

instance with polynomial preprocessing and total update and query time O(n!+1�c
), contradicting

the OMv3 hypothesis.

Furthermore, we show that any partially dynamic SSBP algorithm computes the min-witness
matrix product with n updates. In particular, the following reduction shows that any algorithm
with amortized update time O(n1.5�c

) for c > 0 gives an improved algorithm for computing the
min-witness product when ! = 2. We leave as an interesting open question how to extend the
following lower bound to n2 updates.

Theorem 4.20. Under the Minimum-Witness Product hypothesis, any algorithm computing incre-
mental/decremental SSBP on directed graphs requires n2.5�o(1) total update time over n updates.
Equivalently, any algorithm computing SSBP on directed graphs requires n1.5�o(1) amortized update
time over n updates.

Proof. Suppose for contradiction there is an incremental SSBP algorithm with pre-processing time
O(n2.5�c

) and amortized update time O(n1.5�c
) for some c > 0, describing modifications for the

decremental version as necessary. We design an algorithm computing a min-witness product of n⇥n
matrices A,B in O(n2.5�c

) time.
Construct a 4 layered graph

{s} [ U [ V [W,

where |U | = |V | = |W | = n and index each vertex set from 1 to n. We initialize the graph as
follows. For every entry A[i, k] = TRUE, add an edge (ui, vk) with weight i · n � (k � 1). For
every entry B[k, j] = TRUE, add an edge (vk, wj) with weight 1. In the decremental reduction,
we additionally add edges (s, vi) of weight 1 for all i. This creates a graph with n vertices, so we
can preprocess in O(n2.5�c

) time.
We now proceed to the dynamic phase. We iterate over i 2 [n] in increasing order. For each i,

we add an edge (s, ui) of weight 1 and query SSBP. Suppose b(s, wj) > (i� 1) · n. Then, we note
the minimum witness of i, j as i · n+ 1� b(s, wj). Otherwise, we note that there is no witness for
i, j. In the decremental setting, we iterate over [n] in decreasing order and instead delete the edge
(s, ui) before each query.

We argue that this correctly computes the minimum-witness product. Consider the query after
inserting edge (s, ui). We claim b(s, wj) > (i � 1) · n if and only if there is some k for which
A[i, k] = B[k, j] = TRUE, and furthermore this path has bottleneck capacity i · n � (k � 1). In
particular, this shows that i ·n+1�b(s, wj) is precisely the minimum such k (if such a path exists)
and otherwise there is no witness.

Suppose there is some k for which A[i, k] = B[k, j] = TRUE. Then, there is the path
(s, ui, vk, wj) with bottleneck capacity i · n + k. Conversely, if there is a path with bottleneck
capacity at least (i � 1) · n, then it must have the form (s, ui, vk, wj) for some k since the graph
is directed and there are no edges from si0 for i0 > i. Thus, for this k it must be the case that
A[i, k] = B[k, j] = TRUE, as desired.
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The overall reduction makes n updates and computes the minimum-witness product in O(n2.5�c
),

contradicting the Minimum-Witness Product hypothesis.

5 Earliest Arrivals (or Non-decreasing Paths)

For the earliest arrivals problem, we obtain a simple, efficient algorithm for the incremental single-
source problem via a reduction to reachability (Theorem 5.4). In contrast, under the weight dynamic
model, we show that any partially dynamic algorithm can be reduced from 4-Clique Detection. The
earliest arrivals problem (sometimes also called non-decreasing paths problem) is defined below.

Definition 5.1 (Earliest Arrivals). Let G = (V,E,wt) be a directed, weighted graph. For any
path P is a valid itinerary if the edges on the path are non-decreasing in weight. For a valid
itinerary, let a(P ) = maxe2P wt(e) be the weight of the final edge. For any pair of nodes u, v, let
ap(u, v) denote the earliest arrival, the valid itinerary between u, v minimizing a(P ) (breaking
ties arbitrarily). Let a(u, v) = a(ap(u, v)).

The (s, t)-Earliest Arrival problem (stEA) asks to compute a(s, t) for fixed nodes s, t. The
Single Source Earliest Arrivals problem (SSEA) asks to compute a(s, v) for for a single source
s and all v 2 V . The All Pairs Earliest Arrivals problem (APEA) asks to compute a(u, v) for
all u, v 2 V .

5.1 Decremental Algorithm for SSEA

We give a simple near-linear total time algorithm for partially dynamic SSEA using a reduction
from SSEA to Single-Source Reachability (SSR) in sparse graphs:

Lemma 5.2 (Reduction from SSEA to SSR). We can reduce an instance of SSEA in n-vertex
m-edge graph G to an instance of SSR in an O(m)-vertex O(m)-edge graph. The reduction runs in
near-linear time.

Proof. Let G = (V,E,wt) be the graph for SSEA. We create the following graph for SSR.

1. For every e 2 E, we create two vertices pe and qe. The vertex set of the SSR instance is
{s} [ {pe, qe}e2E .

2. For every e 2 E, we add an edge from pe to qe.
3. For every v 2 E, let i1, i2, . . . , ix be the set of incoming edges, and let o1, o2, . . . , oy be the set

of outgoing edges. We sort the vertices qi1 , qi2 , . . . , qix , po1 , po2 , . . . , poy based on the weights
of their corresponding edges (if there is a tie, we rank incoming edges before outgoing edges
since we require the path to be non-decreasing), and add a chain from the smallest to the
largest. This way, qia can reach pob if and only if wt(ia)  wt(ob).

4. For every (s, v) 2 E, we add an edge from s to p(s,v).

We observe that the reduction satisfies the following property.

Claim 5.3. Let e1, e2, . . . , ex be the set of incoming edges of v. Then

a(s, v) = min{wt(ei) s.t. pei is reachable from s}.

Then, to answer a query it suffices to keep track of the minimum ei such that pei is reachable
from s. To bound the run-time, note that the set of reachable pei can only increase/decrease, so
maintaining all the relevant heaps requires only eO(m) total time.
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Proof of Claim 5.3. Suppose pei is reachable from s. Then, there is a valid itinerary (non-decreasing
path) from s to the origin of ei in the SSEA instance, since every edge (pe, qe) taken is an edge in
the graph and they must be taken in non-decreasing order by the chain construction. In particular,
qei is reachable from s so that v is reachable from s via a non-decreasing path ending at ei, or
a(s, v)  wt(ei).

Otherwise, let P = ap(s, v) to be the earliest arrival path with final edge ej . We claim pej is
reachable from s. This follows easily as the path is a valid itinerary (non-decreasing path) so that
there is a path in the constructed graph that follows the appropriate edges (pe, qe) as well as edges
within the chain.

By maintaining the reduction dynamically, we can obtain a faster algorithm for partially dynamic
SSEA.

Theorem 5.4. There is an algorithm for incremental/decremental SSEA in eO(m) total time. This
algorithm holds against an oblivious, adaptive adversary.

Proof. We can maintain the reduction in Lemma 5.2 dynamically: For inserting e, we need to insert
the edge from pe to qe, and appropriately insert pe and qe to the chains (note that we do not need
to delete edges that are already on the chain, i.e., if we have a chain 1 ! 2 ! 4 ! 5, and need to
insert 3, we just add (2, 3) and (3, 4) and do not need to delete (2, 4)). For deleting e, we only need
to delete the edge from pe to qe, and do not need to update the chain.

Incremental SSR can be solved (easily) in O(m) total time. Decremental SSR can be solved in
eO(m) total time [BPW19].

5.2 Conditional Lower Bound for Weight Dynamic Earliest Arrivals

Theorem 5.5. Under the Combinatorial 4-Clique hypothesis, any combinatorial algorithm comput-
ing stEA with incremental/decremental weights requires n2�o(1) amortized update time. Further-
more, each edge weight is modified only once.

Proof. We describe the reduction for incremental stEA (weight non-decreasing), noting that the
decremental reduction can be obtained by reversing the reduction.

Suppose for contradiction there is an algorithm A with O(n2�c
) amortized update time for some

c > 0. Consider a 4-Clique Detection instance with vertex sets A,B,C,D of size n. Throughout
the reduction, assume that the vertex sets A,B,C,D are indexed from 1 to n. We design an
algorithm with total time O(n4�c

) for some positive c > 0, contradicting the Combinatorial 4-
Clique hypothesis.

We construct a graph with vertices

{s} [ (A1 [A2 [A3) [ (B1 [B2 [B3) [ (C1 [ C2 [ C3) [ (Â1 [ Â2 [ Â3) [ {t}.

Each vertex set A1, A2, A3, B1, B2, B3, C1, C2, C3, Â1, Â2 and Â3 has n vertices. For each a 2 A, we
create a copy a(i) 2 Ai and a copy â(i) 2 Âi for i 2 {1, 2, 3}. Similarly, for each b 2 B and c 2 C,
we create a copy b(i) 2 Bi and c(i) 2 Ci for i 2 {1, 2, 3}. Initially, insert edges (s, a(1)) with weight
1 and edges (â(3), t) with weight 9 for all a 2 A. Furthermore, insert edges with weight 3 between
(a(3), b(1)) (resp. weight 5 between (b(3), c(1)), weight 7 between (c(3), â(1))) if and only if (a, b) 2 E
(resp. (b, c) 2 E, (c, a) 2 E). We also insert all edges between A1 ⇥ A2, A2 ⇥ A3, B1 ⇥ B2, B2 ⇥
B3, C1 ⇥ C2, C2 ⇥ C3, Â1 ⇥ Â2, Â2 ⇥ Â3 with weight 0. This creates a graph with O(n) vertices.

We now proceed to the more updates of the reduction. In the outer loop we iterate over di 2 D
in increasing order.
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1. For each bj 2 N(di), increase the weights of
⇣
b(1)j , b(2)j+i mod n

⌘
and

⇣
b(2)j+i mod n, b

(3)
j

⌘
to 4.

2. For each cj 2 N(di), increase the weights of
⇣
c(1)j , c(2)j+i mod n

⌘
and

⇣
c(2)j+i mod n, c

(3)
j

⌘
to 6.

3. In the inner loop, we iterate over ak 2 A in increasing order.

(a) If ak 2 N(di), increase the weights of
⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘

to 2 and increase the weights of
⇣
â(1)k , â(2)k+i mod n

⌘
,
⇣
â(2)k+i mod n, â

(3)
k

⌘

to 8.
(b) Computing a(s, t) by querying A. If a(s, t) = 9, return TRUE.
(c) After the query, increase the weights of

⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
,
⇣
â(2)k+i mod n, â

(3)
k

⌘

to 10.

4. After all queries of this round, increase the weights of
⇣
b(1)j , b(2)j+i mod n

⌘
,
⇣
b(2)j+i mod n, b

(3)
j

⌘
,
⇣
c(1)j , c(2)j+i mod n

⌘
,
⇣
c(2)j+i mod n, c

(3)
j

⌘

for all bj , cj 2 N(di) to 10.

Then, return FALSE after all iterations.
For each d, we increase/decrease the weights of at most 16n edges, so the total number of updates

is O(n2
). The bottleneck of this algorithm is to run A, so the running time is O(n4�c

).

Lemma 5.6. Consider the query when iterating over di and ak. The result of the query is a(s, t) = 9

if and only if (di, ak) are in a 4-clique.

Proof. Note that all edges into t have weight 9. Thus, the arrival time a(s, t) 2 {9,1}, and
a(s, t) = 9 if and only if there is a valid itinerary from s to t.

Suppose di, ak are in a 4-clique with vertices bj , c`. Then, the following valid itinerary exists in
the graph

⇣
s, a(1)k , a(2)k+i mod n, a

(3)
k , b(1)j , b(2)j+i mod n, b

(3)
j , c(1)` , c(2)`+i mod n, c

(3)
` , â(1)k , â(2)k+i mod n, â

(3)
k , t

⌘
.

We verify that this path exists and is valid (i.e. has non-decreasing weights). (s, a(1)k ) has
weight 1. Since ak 2 N(di), each edge in the sub-path

⇣
a(1)k , a(2)k+i mod n, a

(3)
k

⌘
has weight 2. Next,

(ak, bj) 2 E implies that the edge (a(3)k , b(1)j ) exists with weight 3. Since bj 2 N(di), each edge in

the sub-path
⇣
b(1)j , b(2)j+i mod n, b

(3)
j

⌘
has weight 4. Then, (bj , c`) 2 E implies that the edge (b(3)j , c(1)` )

exists with weight 5. Since c` 2 N(di), each edge in the sub-path
⇣
c(1)` , c(2)`+i mod n, c

(3)
`

⌘
has weight

6. Then, (c`, a) 2 E implies that the edge (c(3)` , â(1)k ) exists with weight 7. Finally, as ak 2 N(di),
we have the sub-path

⇣
â(1)k , â(2)k+i mod n, â

(3)
k

⌘
with weight 8. We conclude by observing that edge

(â(3)k , t) has weight 9.
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Conversely, suppose a(s, t) = 9. Then, since edges are directed left to right, there is a path of
the form ⇣

s, a(1)i1
, a(2)i2

, a(3)i3
, b(1)i4

, b(2)i5
, b(3)i6

, c(1)i7
, c(2)i8

, c(3)i9
, â(1)i10

, â(2)i11
, â(3)i12

, t
⌘

and is a valid itinerary.
At the time of the query in the i-th iteration over D and k-th iteration over A in the inner-

loop, the only edges in A1 ⇥ A2, A2 ⇥ A3, Â1 ⇥ Â2, Â2 ⇥ Â3 with weight 2 are
⇣
a(1)k , a(2)k+i mod n

⌘
,

⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
, and

⇣
â(2)k+i mod n, â

(3)
k

⌘
. Note that all other weights have

weight either 0 or 10, and thus cannot participate in any valid itinerary (since edges into A1 have
weight 1 and edges out of A3 have weight 3). If these edges exist with weight 2, then (ak, di) 2 E
and k = i1 = i3 = i10 = i12. The only valid edges between B1 ⇥B2 and B2 ⇥B3 with weight 4 are⇣
b(1)j , b(2)j+i mod n

⌘
,
⇣
b(2)j+i mod n, b

(3)
j

⌘
for bj 2 N(di) (and no other edges can participate in a valid

itinerary since edges into B1 have weight 3 and edges out of B3 have weight 5). Since these paths
are vertex disjoint, we have i4 = i6 = j for some bj 2 N(di). By a similar argument, i7 = i9 = ` for
some c` 2 N(di).

Finally, it remains to show ak, bj , c` form a triangle. Since (a(3)k , b(1)j ) form an edge, we ahve
(ak, bj) 2 E. A similar argument shows that (ak, c`), (bj , c`) 2 E.

From Lemma 5.6, the above procedure solves the 4-Clique Detection instance, contradicting the
Combinatorial 4-Clique hypothesis.

Again, using an essentially identical reduction we obtain a lower bound for arbitrary algorithms
under the OMv3 hypothesis.

Theorem 5.7. Under the OMv3 hypothesis, any algorithm computing incremental/decremental
stEA on directed graphs with polynomial preprocessing time requires n!�1�o(1) amortized update
and query time. Furthermore, each edge weight is incremented only once.

We defer the proof to Appendix A.1. In particular, for stEA, we have shown that modifying
edge weights and inserting/removing edges lead to different complexities in the partially dynamic
model. Specifically, while edge insertions/deletions can be handled efficiently, it is hard to maintain
earliest arrivals under weight modifications. Since the weight-dynamic is more general than the
insertion/deletion model, our lower bounds for both shortest paths and bottleneck paths continue
to hold in the weight-dynamic model.

Remark 5.8. In both Theorems 5.5 and 5.7, we have restricted the lower bound to only modify
each edge weight once. We can extend our lower bound to handle many increases per edge as follows.
After modifying each edge weight once, increase all edge weights by some large enough constant
(e.g. 10) so that all edges that started at weight 0 are now weight 10, all weights that started at
weight 1 are weight 11, and so on, and run the reduction again. Using this modification, we can
compute Unbalanced 4-Clique, or OMv3 with arbitrarily (polynomially) many queries. Note that
this maintains the fact that all weight modifications are increase only.
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A Omitted Proofs for Partially Dynamic Lower Bounds

In this appendix, we provide several omitted lower bounds for partially dynamic path problems.

A.1 Lower Bounds from the OMv3 Hypothesis

First, we show that bottleneck queries have the desired equivalence with OMv3.

Lemma 4.19. Consider the query (~ui,~vi, ~wi) and the query after updating the k-th coordinate of ~u.
The result of the query is b(s, t) � i · n+ (k + 1) if and only if

_

j,`

(~ui[k] ^ ~vi[j] ^ ~wi[`] ^A[k, j] ^A[j, `] ^A[`, k]) = TRUE.

Proof of Lemma 4.19. First, consider the converse direction. Let j, ` denote the indices such that
the statement is true. We claim the following (s, t)-bottleneck path exists in the graph and has
capacity i · n+ (k + 1),

⇣
s, a(1)k , a(2)k+i mod n, a

(3)
k , b(1)j , b(2)j+i mod n, b

(3)
j , c(1)` , c(2)`+i mod n, c

(3)
` , â(1)k , â(2)k+i mod n, â

(3)
k , t

⌘

We verify that this path exists and has the required capacity. (s, a(1)k ) has capacity 1. Since
~ui[k] = TRUE, each edge in the sub-path

⇣
a(1)k , a(2)k+i mod n, a

(3)
k

⌘
exists and has capacity i·n+(k+1).

Next, A[k, j] = TRUE implies that the edge (a(3)k , b(1)j ) exists with1 capacity. Since ~vi[j] = TRUE,

each edge in the sub-path
⇣
b(1)j , b(2)j+i mod n, b

(3)
j

⌘
exists and has capacity (i+ 1) · n. Then, A[j, `] =

TRUE implies that the edge (b(3)j , c(1)` ) exists with 1 capacity. Since ~wi[`] = TRUE, each edge

in the sub-path
⇣
c(1)` , c(2)`+i mod n, c

(3)
`

⌘
exists and has capacity (i + 1) · n. Then, A[`, k] = TRUE

implies that the edge (c(3)` , â(1)k ) exists with 1 capacity. Finally, as ~ui[k] = TRUE, we have the
sub-path

⇣
â(1)k , â(2)k+i mod n, â

(3)
k

⌘
with capacity i · n+ (k + 1). We conclude by observing that edge

(â(3)k , t) has 1 capacity.
Conversely, suppose b(s, t) � i · n + (k + 1). Then, since edges are directed left to right, there

is a path of the form,
⇣
s, a(1)i1

, a(2)i2
, a(3)i3

, b(1)i4
, b(2)i5

, b(3)i6
, c(1)i7

, c(2)i8
, c(3)i9

, â(1)i10
, â(2)i11

, â(3)i12
, t
⌘

achieving this capacity. In both incremental and decremental cases, at the time of the query after
updating k-th coordinate of ~ui during the OMv3 query ~ui,~vi, ~wi, the maximum weight of any edge
between A1⇥A2, A2⇥A3, Â1⇥Â2, and Â2⇥Â3 is i·n+(k+1). Furthermore, the only edges attaining
this weight are

⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
, and

⇣
â(2)k+i mod n, â

(3)
k

⌘
. If

these edges exist, then ~ui[k] = TRUE and k = i1 = i3 = i10 = i12. Note also that i2 = i11 = k + i
mod n.

During this query, in both incremental and decremental cases, the maximum weight of any edge
between B1 ⇥B2 and B2 ⇥B3 is (i+ 1) · n. Furthermore, the only edges attaining this weight are⇣
b(1)j , b(2)j+i mod n

⌘
,
⇣
b(2)j+i mod n, b

(3)
j

⌘
for bj 2 N(di). In particular, we have i4 = i6 = j and i5 = j+i

mod n for some ~vi[j] = TRUE. By a similar argument, i7 = i9 = ` and i8 = `+ i mod n for some
~wi[`] = TRUE.

Finally, it remains to show A[k, j] = A[j, `] = A[`, j] = TRUE. Since wt(a(3)k , b(1)j ) =1 we have
A[k, j] = TRUE. A similar argument shows that A[j, `] = A[`, k] = TRUE.
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Finally, we prove the lower bound for partially weight dynamic stEA under the OMv3 hypothesis.

Theorem 5.7. Under the OMv3 hypothesis, any algorithm computing incremental/decremental
stEA on directed graphs with polynomial preprocessing time requires n!�1�o(1) amortized update
and query time. Furthermore, each edge weight is incremented only once.

Proof of Theorem 5.7. We describe the reduction for incremental stEA (weight increasing), noting
that the decremental reduction can be obtained by modifying the reduction as in Theorem 3.8.

Suppose for contradiction there is an algorithm A with polynomial preprocessing time and total
update and query time O(n!+1�c

) for some c > 0. Consider an OMv3 instance with matrix A
and queries (~ui,~vi, ~wi)

n
i=1. Throughout the lower bound, assume that the matrices and vectors are

indexed 1 to n. We design an algorithm with polynomial preprocessing time and total update and
query time O(n!+1�c

), contradicting the OMv3 hypothesis.
We construct a graph with vertices,

{s} [ (A1 [A2 [A3) [ (B1 [B2 [B3) [ (C1 [ C2 [ C3) [ (Â1 [ Â2 [ Â3) [ {t}

Each vertex set A1, A2, A3, B1, B2, B3, C1, C2, C3, Â1, Â2 and Â3 has n vertices. For each a 2 A, we
create a copy a(i) 2 Ai and a copy â(i) 2 Âi for i 2 {1, 2, 3}. Similarly, for each b 2 B and c 2 C,
we create a copy b(i) 2 Bi and c(i) 2 Ci for i 2 {1, 2, 3}. Initially, insert edges (s, a(1)) with weight
1 and edges (â(3), t) with weight 9 for all a 2 A. Furthermore, insert edges with 3 weight between
(a(3), b(1)) (respectively weight 5 between (b(3), c(1)) and weight 7 between (c(3), â(1))) if and only
if A[a, b] = TRUE (respectively if A[b, c] = TRUE and A[c, a] = TRUE). We also insert all edges
between A1 ⇥A2, A2 ⇥A3, B1 ⇥B2, B2 ⇥B3, C1 ⇥ C2, C2 ⇥ C3, Â1 ⇥ Â2, Â2 ⇥ Â3 with weight 0.

This creates a graph with O(n) vertices, so that by running A we can preprocess the graph in
polynomial time. We now proceed to the dynamic phase of the reduction.

Consider an OMv3 query ~ui,~vi, ~wi.

1. For each ~vi[j] = TRUE, increase the weights of
⇣
b(1)j , b(2)j+i mod n

⌘
and

⇣
b(2)j+i mod n, b

(3)
j

⌘
to 4.

2. For each ~wi[j] = TRUE, increase the weights of
⇣
c(1)j , c(2)j+i mod n

⌘
and

⇣
c(2)j+i mod n, c

(3)
j

⌘
to 6.

3. In the inner loop, we iterate over coordinates k of ~u in increasing order.

(a) If ~ui[k] = TRUE, increase the weights of
⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘

to 2 and increase the weights of,
⇣
â(1)k , â(2)k+i mod n

⌘
,
⇣
â(2)k+i mod n, â

(3)
k

⌘

to 8.
(b) Compute a(s, t) by querying A. If a(s, t) = 9, return TRUE.
(c) After the query, increase the weights of

⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
,
⇣
â(2)k+i mod n, â

(3)
k

⌘

to 10.

4. After all queries of this round, increase all weights of
⇣
b(1)j , b(2)j+i mod n

⌘
,
⇣
b(2)j+i mod n, b

(3)
j

⌘
,
⇣
c(1)j , c(2)j+i mod n

⌘
,
⇣
c(2)j+i mod n, c

(3)
j

⌘

for all ~ui[k] = ~wi[k] = TRUE to 10. Then, return FALSE.
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The bottleneck of this algorithm is to run A, so the total query time is O(n2 · n!�1�c
) =

O(n!+1�c
).

Lemma A.1. Consider the query when iterating over di and ak. The result of the query is a(s, t) = 9

if and only if, _

j,`

(~ui[k] ^ ~vi[j] ^ ~wi[`] ^A[k, j] ^A[j, `] ^A[`, k]) = TRUE

Proof. Note that all edges into t have weight 9. Thus, the arrival time a(s, t) 2 {9,1}, and
a(s, t) = 9 if and only if there is a valid arrival path from s to t.

Suppose there is clause indexed by j, ` that is TRUE. Then, the following arrival path exists in
the graph,

⇣
s, a(1)k , a(2)k+i mod n, a

(3)
k , b(1)j , b(2)j+i mod n, b

(3)
j , c(1)` , c(2)`+i mod n, c

(3)
` , â(1)k , â(2)k+i mod n, â

(3)
k , t

⌘

We verify that this path exists and is valid. (s, a(1)k ) has weight 1. Since ~ui[k] = TRUE,
each edge in the sub-path

⇣
a(1)k , a(2)k+i mod n, a

(3)
k

⌘
has weight 2. Next, A[k, j] = TRUE implies

that the edge (a(3)k , b(1)j ) exists with weight 3. Since ~vi[j] = TRUE, each edge in the sub-path⇣
b(1)j , b(2)j+i mod n, b

(3)
j

⌘
has weight 4. Then, A[j, `] = TRUE implies that the edge (b(3)j , c(1)` ) exists

with weight 5. Since ~wi[`] = TRUE, each edge in the sub-path
⇣
c(1)` , c(2)`+i mod n, c

(3)
`

⌘
has weight

6. Then, A[`, k] = TRUE implies that the edge (c(3)` , â(1)k ) exists with weight 7. Finally, as ~ui[k] =

TRUE, we have the sub-path
⇣
â(1)k , â(2)k+i mod n, â

(3)
k

⌘
with weight 8. We conclude by observing that

edge (â(3)k , t) has weight 9.
Conversely, suppose a(s, t) = 9. Then, since edges are directed left to right, there is a path of

the form, ⇣
s, a(1)i1

, a(2)i2
, a(3)i3

, b(1)i4
, b(2)i5

, b(3)i6
, c(1)i7

, c(2)i8
, c(3)i9

, â(1)i10
, â(2)i11

, â(3)i12
, t
⌘

and is a valid arrival path.
In both incremental and decremental cases, at the time of the query after updating the k-th

coordinate of the i-th OMv3 query ~ui,~vi, ~wi, the only edges in A1 ⇥A2, A2 ⇥A3, Â1 ⇥ Â2, Â2 ⇥ Â3

with weight 2 are
⇣
a(1)k , a(2)k+i mod n

⌘
,
⇣
a(2)k+i mod n, a

(3)
k

⌘
,
⇣
â(1)k , â(2)k+i mod n

⌘
, and

⇣
â(2)k+i mod n, â

(3)
k

⌘
.

Note that all other weights have weight either 0 or 10, and thus cannot participate in any valid
arrival path (since edges into A1 have weight 1 and edges out of A3 have weight 3). If these edges
exist with weight 2, then ~ui[k] = TRUE and k = i1 = i3 = i10 = i12. The only valid edges between
B1⇥B2 and B2⇥B3 with weight 4 are

⇣
b(1)j , b(2)j+i mod n

⌘
,
⇣
b(2)j+i mod n, b

(3)
j

⌘
for ~vi[j] = TRUE (and

no other edges can participate in an arrival path since edges into B1 have weight 3 and edges out of
B3 have weight 5). Since these paths are vertex disjoint, we have i4 = i6 = j for some ~vi[j] = TRUE.
By a similar argument, i7 = i9 = ` for some ~wi[`] = TRUE.

Finally, it remains to show A[k, j] = A[j, `] = A[`, k] = TRUE. Since (a(3)k , b(1)j ) form an edge,
we have A[k, j] = TRUE. A similar argument shows that A[j, `] = A[`, k] = TRUE.

From Lemma A.1, the above procedure solves the OMv3 instance, contradicting the OMv3

hypothesis.
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A.2 Lower Bounds for Sparse Graphs

We have given strong conditional lower bounds for a variety of partially dynamic problems on dense
graphs, where m = ⇥(n2

). The following lemma shows that our lower bounds similarly apply to
graphs with all sparsties. In fact, we obtain a simple reduction for any graph problem where the
solution does not change when adding isolated vertices.

Proposition A.2 (Graph Sparsification). For each of the following problems:

1. stSP, SSSP on undirected, weighted graphs
2. nw-stSP, nw-SSSP on undirected, node-weighted graphs
3. stBP, SSBP on directed, weighted graphs

Suppose any incremental/decremental algorithm for the given problem requires nt�o(1) total up-
date time on n-vertex graphs.

Then, for any m 
�n
2

�
, any incremental/decremental algorithm for P requires mt/2�o(1) total

update time on n-vertex graphs with m edges.

Proof. Let m 
�n
2

�
and set n0 = b

p
mc  n. By assumption, any incremental/decremental

algorithm requires nt�o(1)
0 total time on n0-vertex graphs. Given any instance of a partially dynamic

n0-vertex graph we can construct a partially dynamic n-vertex graph by adding n � n0 isolated
vertices, which we will never add edges to. Suppose for contradiction there is an algorithm with
O(mt/2�c

) total time on the augmented graph for some c > 0. Then, we obtain an algorithm for
the n0-vertex graph simply by outputting the queries on the n0-vertex sub-graph of the augmented
n-vertex graph, obtaining an O(mt/2�c

) = O(nt�2c
0 ) total time algorithm, a contradiction.
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