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SensorGAN: A Novel Data Recovery Approach for Wearable

Human Activity Recognition

DINA HUSSEIN and GANAPATI BHAT,Washington State University, USA

Human activity recognition (HAR) and, more broadly, activities of daily life recognition using wearable de-

vices have the potential to transform a number of applications, including mobile healthcare, smart homes,

and fitness monitoring. Recent approaches for HAR use multiple sensors on various locations on the body to

achieve higher accuracy for complex activities. While multiple sensors increase the accuracy, they are also

susceptible to reliability issues when one or more sensors are unable to provide data to the application due to

sensor malfunction, user error, or energy limitations. Training multiple activity classifiers that use a subset of

sensors is not desirable, since it may lead to reduced accuracy for applications. To handle these limitations, we

propose a novel generative approach that recovers the missing data of sensors using data available from other

sensors. The recovered data are then used to seamlessly classify activities. Experiments using three publicly

available activity datasets show that with data missing from one sensor, the proposed approach achieves accu-

racy that is within 10% of the accuracy with no missing data. Moreover, implementation on a wearable device

prototype shows that the proposed approach takes about 1.5 ms for recovering data in the w-HAR dataset,

which results in an energy consumption of 606 μJ. The low-energy consumption ensures that SensorGAN is

suitable for effectively recovering data in tinyML applications on energy-constrained devices.
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1 INTRODUCTION

Human activity recognition (HAR) and, more broadly, activities of daily life recognition us-
ing low-power wearable devices are becoming popular. The increasing popularity is due to their
applications in healthcare, smart home, and fitness monitoring [1, 12, 20, 21, 29]. For instance,
knowing the activities of the user in a free-living environment can guide healthcare professionals
in devising personalized treatments for movement disorders [12, 21, 24]. These applications have
been enabled by recent advances in sensor technology, low-power processors, and communication
technologies.
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Table 1. Comparison of HAR Accuracy with Different Set

of Sensors for the w-HAR [5] Dataset

Sensors Accuracy (%)

Accelerometer and Stretch 93
Accelerometer only 85
Stretch sensor only 73

State-of-the-art approaches for HAR use one or more sensors mounted on the body to identify
the activities [28, 32, 33]. Multiple sensors are typically used to obtain higher recognition accuracy
or to increase the complexity of activities. For instance, the HAR algorithm proposed by Reiss
et al. [28] uses a heart rate monitor along with multiple accelerometers mounted on the body to
distinguish between walking and ascending stairs. The data frommultiple sensors are typically ag-
gregated at a central processing node for activity classification using machine learning algorithms.
Most, if not all, HAR approaches that employ multiple sensors are trained with the assumption

that data from all the sensors are available without any errors in the data. This assumption may
not hold true in real-world settings for energy-constrained wearable devices. For instance, one or
more sensors may turn off periodically due to lack of energy availability in the device [16, 23].
The sensor data may also be missing due to user error, such as forgetting to place a sensor at
the appropriate location [17, 19]. The missing sensor data, in turn, may lead to significant degra-
dation of the recognition accuracy. This is because the HAR algorithms are trained with the as-
sumption that data from all sensors are available at runtime. Therefore, there is a strong need to
design approaches that account for missing data in one or more sensors while providing accurate
HAR.
A canonical approach to handle missing data from one or more sensors is to design individ-

ual classification algorithms that do not use data from the respective sensors. For example, in an
application with one accelerometer and one gyroscope, we can design three classifiers correspond-
ing to each sensor configuration. Then, at runtime, we can choose the appropriate classifier as a
function of the available sensors. However, this approach suffers from a key limitation. Specifi-
cally, the accuracy with a subset of sensors may be lower than the accuracy from all the available
sensors. Table 1 shows an example of this behavior for the w-HAR dataset [5] that includes ac-
celerometer and stretch sensors. The activity recognition accuracy with both sensors is 93%, while
it reduces to 85% and 73% when using only accelerometer or stretch sensors, respectively. This is-
sue can be more severe for complex activities that require the information provided by each sensor.
Moreover, loading multiple classifiers for each missing data scenario leads to additional context
switching overhead for the wearable devices. Consequently, there is a need for approaches that
achieve comparable accuracy to the baseline with full set of sensors while eliminating the need to
train individual classifiers for all possible sensor combinations.
This article presents a novel generative approach, referred to as SensorGAN, for missing data

recovery. The approach recovers data from missing sensors and uses a single classifier to perform
activity classification. Inspired by the success of generative adversarial networks (GAN) [9]
in the image recognition and natural language processing domains [36, 38], we propose to utilize
GANs to seamlessly recover missing data at runtime so that the classifiers can provide high accu-
racy under all conditions. Conventional GANs are able to generate images or time series data from
the latent space to provide additional examples for training or as adversarial data [9]. However,
conventional GANs are not suitable for sensor data recovery, since the generated data must ac-
curately represent the activity being performed by the user. Therefore, the proposed SensorGAN
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uses conditional GANs and leverages the data of available sensors as conditional inputs. This en-
sures that the missing sensor data are generated as a function of the available sensors to accurately
represent the activity patterns.
The proposed sensor to sensor data generation method, SensorGAN, is an instantiation of con-

ditional GANs [31] that take the desired label (e.g., image of a cat) as one of the conditional inputs.
Then, the conditional GAN generates an example of the desired label from the latent space. Con-
ventional conditional GANs use loss functions representing the accuracy of the discriminator in
distinguishing between real and generated data to train the network. This is not sufficient for
the proposed SensorGAN approach, since our goal is to generate data that follows distribution of
the sensor as the user is performing activities. More specifically, the data generated by SensorGAN
must satisfy following requirements: (1) the generated time series data must follow the distribution
and behavior of real sensor data for the activity of interest, (2) it must have statistical distribution
close to the real, observed data, and (3) the generated data should be able to provide classification
accuracy that is comparable to the accuracy achieved with real sensor data. To achieve these objec-
tives, we introduce three additional loss functions during the training of the generator. To ensure
that the generated data matches the real-world sensor data, we include themean-squared error

(MSE) as part of the training process. Minimizing the MSE ensures that generated data closely
matches real-world sensor data. Next, to ensure that the statistical features of the distribution of
generated data match the actual data features, we introduce feature loss. Specifically, we take the
MSE of the statistical features of the real and generated data as the feature loss. This loss is then
used as part of the generator optimization. Finally, to ensure that data from SensorGAN provides
accurate classification, we first train a baseline HAR classifier with data from all sensors. Then,
the classification loss with the generated data is used to optimize the generator. The inclusion of
these additional losses enables SensorGAN to effectively recover the missing data.
After training the generator with our optimized loss functions, we deploy it on a wearable de-

vice to recover missing data at runtime. If the device detects that any of the sensors has missing
data, it uses the generator to first recover missing data. Then, it is used with the data of other sen-
sors to perform activity classification. We validate the proposed SensorGAN approach on three
publicly available HAR datasets [5, 28, 29]. Our experiments with all three datasets show that the
SensorGAN approach is able to recover data with an average MSE that is significantly smaller than
the range of each dataset. Moreover, the classification accuracy with the generated data is within
10% of the accuracy without any missing data. We also implement SensorGAN on a wearable de-
vice prototype with the Odroid-XU3 development board [15] to measure the execution time and
energy overheads. Measurements with the w-HAR dataset show that the generator incurs 1.5 ms
execution time and 606 μJ energy overhead, which makes SensorGAN suitable for use in tinyML
applications. In summary, this article makes the following contributions:

• A novel generative approach, SensorGAN, to recover missing sensor data in HAR by lever-
aging the data available from other sensors as conditional inputs;
• Introduction of MSE, feature loss and classification loss into generative networks for HAR to
ensure that the data generated by SensorGAN closely follows real-world sensor data, follows
the distribution of statistical features and provides high classification accuracy;
• Experiments with three publicly available datasets [5, 28, 29] to demonstrate that the pro-
posed approach is able to generate accurate sensor data and provide classification accuracy
that is within 10% of the baseline with no missing data.

The rest of the article is organized as follows: Section 2 reviews the related work, while Sec-
tion 3 introduces the preliminaries for HAR. Section 4 sets up the data generation problem, and
Section 5 introduces the proposed SensorGAN approach.We provide the experimental results with

ACM Transactions on Embedded Computing Systems, Vol. 23, No. 3, Article 53. Publication date: May 2024.



53:4 D. Hussein and G. Bhat

three datasets in Section 6 and finally conclude the article with some future research directions in
Section 7.

2 RELATEDWORK

HAR is being increasingly used for health monitoring, rehabilitation, and fitness monitoring ap-
plications [20, 21, 29]. Indeed, knowing what a user is doing is one of the first steps in prescribing
therapy for movement disorders [12, 24]. Early algorithms for HAR typically use a single sensor on
the body to monitor sensor data and identify activities [3, 4, 6, 7]. However, increasing number of
activities being recognized with HAR algorithms has led to multiple sensors being used for moni-
toring the activities. For instance, the PAMAP2 dataset [28] uses accelerometers mounted on three
locations and a heart rate sensor to monitor user activities. While the addition of more sensors
allows recognition of a richer set of activities, it can also lead to performance degradation if one
or more sensors have missing data [16, 18, 19, 23].

Sensors in wearable devices can have missing data due to various reasons including human
error, battery constraints, or malfunction [16, 18, 19, 23]. To handle the missing data, a number
of statistical and machine learning approaches have been proposed [10, 14, 27, 37]. Commonly
used statistical methods include using the mean, median, or regression for data imputation [10].
Machine learning algorithms have also been used to handle missing data recently. The machine
learning approaches include k-nearest neighbor (k-NN), autoencoders, and GAN [14, 27, 37].
k-NN methods are popular due to their simplicity, however, they are not suitable for low-power
wearable devices due to the need to store the entire training data in the memory. GAN-based meth-
ods have also been proposed for missing data recovery. In particular, the generative adversarial
imputation network (GAIN) proposed by Yoon et al. [37] modifies general GANs to impute
missing data at runtime. To achieve this, GAIN takes the available data with missing samples and
a missing vector to denote the missing samples. Then, it uses the generator to recover missing
data. While these data recovery methods are useful, they are generally suitable only for recover-
ing isolated missing samples and not long sequences of missing data due to sensor malfunction.
Therefore, there is a need to develop approaches that can recover longer sequences of missing data
to enable reliable activity classification.
The proposed SensorGAN approach precisely addresses the above challenges and enables re-

covery of long sequences of missing data. SensorGAN leverages the fact that data from available
sensors can be used to generate data of the missing sensor. Then, the recovered sensor data are
used along with the trained classifier to obtain reliable activity classification. Using SensorGAN
ensures that the HAR algorithm does not need to train a classifier with each sensor. The proposed
SensorGAN approach is complementary to MotionTransormer [8], which aims to transfer motion
tracking models to new sensor locations where no labeled data are available. MotionTransformer
uses knowledge of labeled motion data in one location to generate sequences for another location.
However, the MotionTransformer framework is not validated for conditional data generation from
one type of sensor to another for activity recognition applications. In contrast, we demonstrate the
proposed SensorGAN framework with three publicly available activity datasets. Our experiments
show that the data generated using SensorGAN has accuracies that are within 10% of the baseline
accuracy with minimal overhead.

3 HAR BACKGROUND

This section first provides a brief overview of the main steps involved in state-of-the-art HAR
approaches. Then, we outline the changes to the HAR flow with SensorGAN to enable robust
HAR in the presence of missing sensor data.
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Fig. 1. Overview of the human activity recognition flow.

3.1 State-of-the-art HAR Processing Pipeline

Figure 1 shows the sequence of major steps involved in building a HAR algorithm. One or more
sensors are mounted at various locations on the body, as shown in the left side of the figure. Typical
sensors used in HAR applications include accelerometer, gyroscopes, stretch sensors, and heart
rate sensors [21]. The data obtained from the sensors goes through four main steps described as
follows.

Sensor Data Aggregation: The data from multiple sensors are aggregated either on a host device
or on one of the sensor nodes so that information from all the sensors can be processed together.
This step is required, since the sensors may be discrete units without any physical connections
across multiple sensors. Therefore, the data are transferred from each sensor to a central location
for further processing.
Segmentation: The aggregated sensor data are then passed through a segmentation algorithm
to generate discrete activity windows. Segmentation is an important step to ensure that each seg-
ment for classification does not contain multiple activities. Most HAR approaches use fixed-length
segments that range from 2 to 10 s in length. The fixed length segments can contain more than one
activity in a segment or contain parts of a single activity, which makes it difficult to classify them
accurately. More recently, variable length segmentation algorithms have been proposed to ensure
that each segment includes a single activity [5, 35]. Variable length segments can aid in reducing
the complexity of the HAR classifier. In this article, we utilize the default segmentation algorithms
provided by each dataset.
Feature Generation: Supervised learning algorithms commonly used in HAR require features
that capture characteristics of sensor data for each activity. Common features used in HAR al-
gorithms include statistical measures such as mean, median, kurtosis, and skewness. Time and
frequency domain features, such as discrete wavelet transform and fast Fourier transform, have
also been used [5]. Recent work has also proposed one-dimensional convolutional neural net-
works (CNN) [22] for activity recognition. One-dimensional CNNs use the sensor data as inputs
instead of handcrafted features.
Classification: The final step in the HAR pipeline is activity classification using the features and
supervised learning algorithms, as shown in Figure 1. Early HAR approaches use k-NN, support
vector machines, and decision trees [11, 13]. Recent HAR approaches have used neural networks
including multilayer perceptrons (MLP), convolutional neural networks, and recurrent neural
networks [5, 22, 25, 39]. In this article, we use MLP classifiers while noting that the proposed
approach is not dependent on any specific classifier structure.

3.2 Proposed HAR Pipeline with SensorGAN

The typical HAR pipeline shown in Figure 1 is susceptible to inaccurate classification if one of
the sensors has missing samples. This can occur due to sensor malfunction, energy limitations, or
user error. For instance, the user may forget to place one of the sensors in the appropriate location,
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thus leading to missing data. The missing data, in turn, can cause errors in segmentation, feature
generation, and classification. To resolve this limitation, we recover any missing data using the
proposed SensorGAN approach immediately after the sensor data aggregation, as shown in the
lower part of Figure 1. Once the missing data are recovered, they are passed on to segmentation al-
gorithm and other processing blocks to obtain the activity classification. Including the SensorGAN
block immediately after data aggregation ensures that all other components in the HAR pipeline
can execute seamlessly without requiring any changes.

4 PROBLEM SETUP

We consider a HAR system with M sensors mounted on the user’s body. The data collected
by the sensors are fed into the segmentation algorithm that creates activity segments. With-
out loss of generality, we assume that each activity segment contains T samples from each sen-
sor. Consequently, the sensor data in each segment can be represented with the M × T matrix
X = {X1,X2, . . .XM } ∈ RM×T . The sensor data X are input to a feature generation function д to
generate the activity features Xд . The activity label in each window is denoted by a∗. The feature
data Xд and a∗ are then used in a supervised learning algorithm to train a classifier Fθ , where θ
denotes the classifier parameters. At runtime, features generated from sensor data are fed to the
classifier Fθ to obtain the activity prediction â.
Next, consider that k (<M ) of the M sensors are unable to monitor the user activity in a given

activity window t . Since the activity recognition algorithm expects the data from all sensors, the
missing sensor’s data in the data matrix X will get substituted by zeros, another constant value,
or noise. We denote the matrix with missing sensor values as Xm . Consequently, the features gen-
erated from the Xm do not match the expected features for an activity, leading to misclassification
by classifier Fθ . The misclassifications can have an adverse effect on user health in case of critical
activities, such as falls. Given this, our goal is to obtain a general sensor data recovery function f ∗r
that uses the data from available sensors and zero-filled missing sensors to recover missing sensor
data. Specifically, the recovery function f ∗r : RM×T → RM×T maps the data from M − k available
sensors to all the sensors used in HAR. The recovery function generates a matrix of size M × T
that contains both available and missing sensors. From this, we can extract the data for k miss-
ing sensors. The mapping function must ensure that the generated data closely matche real-world
sensor data for all activities and provides accurate activity classification. Note that in this article,
we assume that the wearable system is able to detect presence of missing data and our goal is to
obtain the missing data recovery function using data of available sensors.
The general problem of obtaining the recovery function is challenging, since the function has

to potentially handle 2M − 2 combinations of missing sensors. Two scenarios are excluded in the
number of potential combinations, since we do not need sensor data recovery when all sensors
are available and the system cannot recover any data if all sensors are missing. We can handle the
complexity of obtaining a single recovery function f ∗r by designing individual recovery functions
for each of the 2M − 2 combinations, however, this may lead to high memory overhead for the
wearable device.

Due to the complexity of a single recovery function f ∗r and the overhead of individual recovery
functions for 2M − 2 combinations, we consider a subset of the problemwhere one sensor ismissing
at a time. More specifically, our goal is to design a recovery function fr : R

M×T → RM×T that maps
the data from M − 1 available sensors to all sensors, including the missing sensor. The data for
missing sensor are then extracted from the generated data matrix of sizeM ×T . The input matrix
to the recovery functions consists of both available sensors and zero-filled missing sensor. The
simplified problem is acceptable for HAR applications, since they typically employ less than five
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Fig. 2. Overview of the SensorGAN architecture.

sensors [21, 30], which does not result in significant overhead. We leave the generalized function
f ∗r as future work while demonstrating the value of sensor data recovery on the smaller problem
with one missing sensor.

5 PROPOSED SENSORGAN APPROACH

5.1 Overview

The goal of the SensorGAN is to train a function fr that recovers missing sensor data to enable
reliable activity recognition. To this end, SensorGAN employs conditional generative adversar-
ial networks (cGAN) [31] to recover the missing data. GANs have been popular recently for data
augmentation in image processing, natural language processing, and medical imaging [2, 9]. In
these applications, GANs are used when there are insufficient data for training a machine learn-
ing algorithm. However, conventional GANs are unable to generate data for a required label or
condition. For instance, in medical imaging, we may have fewer examples of a rare condition and
it is essential to generate additional examples of the rare condition. cGANs provide the ability to
generate data for specific classes or labels. Specifically, cGANs take the desired label as an input
and generate data conditioned on the label. For instance, in an image classification problem, the
cGAN may take a desired label “cat” as the input to generate images of cats. Inspired by the suc-
cess of cGANs, we propose to use them as the basis for SensorGAN. However, unlike traditional
cGANs, the conditional input in SensorGAN is time series data available from the sensors. The
output generated by SensorGAN is a time series to be used in classification instead of being used
for augmenting training data. Consequently, we introduce additional loss functions that ensure
that our recovery function fr accurately generates missing data that closely resembles the real-
world sensor behavior. The rest of this section provides details on the SensorGAN architecture,
loss functions, and the training procedure to accurately recover missing sensor data.

5.2 SensorGAN Architecture

Figure 2 shows the architecture of SensorGAN. Following the general structure of GANs, we in-
clude a discriminator and generator in SensorGAN. The generatorG is used at runtime to recover
missing data while the discriminator is used in the training process to ensure that the generator is
able to accurately follow the missing sensor data. The generator in SensorGAN takes two inputs: a
latent vector z and the data from available sensors Xm ∈ RM×T . The input sensor data matrix con-
tains both available and missing sensors. The data for missing sensors are substituted with zeros.
These input data are first concatenated and reshaped to form an input vector to the generator. The

ACM Transactions on Embedded Computing Systems, Vol. 23, No. 3, Article 53. Publication date: May 2024.



53:8 D. Hussein and G. Bhat

input vector is then passed through a fully connected neural network to obtain the sensor values,

denoted by X̂m . We choose a fully connected neural network for the generator, since our goal is to
deploy the generator on a low-power wearable device. As such, the lower number of computations
in a fully connected neural network when compared to convolutional or recurrent networks will
ensure that the generator is energy efficient. The output of the generator is a RM×T matrix repre-
senting both available and missing sensors. Since our goal is to recover data for missing sensors,
we extract data for missing sensor using a maskM. The mask specifies a zero wherever a sensor
is available and contains a value of one for missing sensors. Recovered data for the missing sensor
are then concatenated with available sensors to form the full sensor data for a window. The sensor
data are then fed to the feature generation and classification blocks to obtain activity classification.
The discriminator architecture, shown in Figure 2(b), takes either observed values or generated

data for a given sensor. That is, the discriminator takes data of a single sensor as input at a time.
The main goal of the discriminator is to determine if the input sensor data are real or generated.
Similar to the generator, we use a fully connected neural network to implement the discriminator.
The output of the discriminator is a number between zero (generated) to one (real) that specifies
the probability of the input being real or generated.

5.3 SensorGAN Objective

The general objective in cGANs consists of a minimax game where the discriminator is trained
to maximize the accuracy of predicting real versus generated data and the generator is trained to
minimize the probability of the discriminator mispredicting generated data as real data. Using this,
the objective function is written as

min
G

max
D
E[logD (X∗|Xm ) + log(1 − D (G (z |Xm ) |Xm )], (1)

where D (·) denotes the probability outputs produced by the discriminator, X∗ is the ground truth
for the missing sensor data, and G is the generator. It is computationally difficult to directly opti-
mize for the objective function in Equation (1). Therefore, most GAN approaches use an iterative
process where the discriminator is optimized with a fixed generator and the generator is opti-
mized with a given discriminator. As part of this, a separate objective function is defined for the
discriminator and the generator, as follows.

5.4 Discriminator Loss Function

The primary goal of the discriminator is to accurately distinguish between real and generated data.
To this end, the discriminator optimization solves the following problem:

max
D
E[logD (X∗|Xm ) + log(1 − D (G (z |Xm ) |Xm )]. (2)

The objective problem ensures that the discriminator correctly identifies observed data as real and
generated data as fake. In practice, the optimization in Equation (2) is converted to a minimization
using binary cross entropy so that standard stochastic optimization algorithms can be employed
to train the discriminator.

5.5 Generator Loss Function

SensorGAN Generator Goals: The generator in SensorGAN has two primary goals. First, we
would like to maximize the classification accuracy in the presence of missing sensor values. How-
ever, just recovering classification accuracy may not be sufficient to accurately reconstruct the
time-series sensor data. Accurate reconstruction of time-series data can offer additional insights
in many applications. For instance, in health monitoring applications, the physician may look at
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Fig. 3. Overview of SensorGAN training.

classification results and sensor data patterns to arrive at a conclusion. In activity monitoring
sensor data patterns offer insight into limb movement or acceleration data for individual users.
Therefore, our second goal is to ensure that sensor data are reconstructed accurately for inspec-
tion by physicians or other users of the application. The generator must ensure that the follow-
ing conditions are satisfied to meet the above objectives: (1) The discriminator must be unable
to distinguish between real and generated data, (2) the sensor values given by the generator must
closelymatch the observed data, (3) have statistical distribution close to the real, observed data, and
(4) provide high classification accuracy with an activity classifier trained using real sensor data. To
achieve these objectives, we use four loss functions to train the generator, as shown in Figure 3.

5.5.1 Discriminator Loss. The most commonly used loss function in generator training quanti-
fies the accuracy of the discriminator on the generated data. That is, the generator is trained such
that the discriminator is unable to classify the data as fake, i.e., not real-world data. The discrimi-
nator loss function is expressed as

lD = log(1 − D (G (z |Xm ) |Xm )]. (3)

The loss is calculated with a fixed discriminator. Minimizing lD leads to the discriminator predict-
ing data from the generator as real-world data, which means that the discriminator is unable to
distinguish between real and generated data.

5.5.2 Mean-squared Error Loss. The second objective of the generator in SensorGAN is to en-
sure that the values of the recovered sensor data are as close to the real-world sensor data as
possible. To achieve this, we introduce the MSE between generated and observed sensor data as
an additional loss. The MSE can be expressed as

lMSE = E(X∗ − X̂m )2, (4)

where X̂m is the generated data and E is the expectation operator. The MSE loss ensures that each
data point generated is close in magnitude to the ground-truth data. That is, the generator data
closely matches actual sensor data when we minimize the MSE loss. As such, generated data can
be examined by users or health experts to obtain additional insights into user activities.

5.5.3 Classifier Loss. The data recovered by the generator are eventually used in the classifier
Fθ to obtain the activity classification. Therefore, it is critical that the generated data leads to
accurate classifications. To this end, we include the classifier loss as part of generator training.
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Specifically, we use the categorical cross-entropy loss for the MLP classifier, as follows:

lCE = −
A∑

i=1

ai log(pi ), (5)

where A is the number of activities, ai is the activity label, and pi are activity probabilities at the
output layer. During each iteration of the generator training, we use the recovered data along
with the data of available sensors to obtain the feature vector. The feature vector is then fed to
the classifier Fθ to classify the activities. The classification output is then used in Equation (5) to
calculate the classifier loss. Using classifier loss in the generator training ensures that the activity
classifications using generated data are accurate.

5.5.4 Statistical Feature Loss. The final consideration in the generator training is ensuring
that the statistical properties of the generated data are same as the observed sensor data. To
this end, we include the mean-squared difference in the statistical properties of the two sensor
signals as an additional loss. Specifically, we include six statistical features in the loss function:
{mean, variance, kurtosis, skewness,maximum,minimum}. Using these, the statistical loss func-
tion can be written as

lstat = E(Sf (X∗) − Sf (X̂m ))2, (6)

where Sf is the function that calculates the statistical features as a function of the sensor data.
Minimizing the statistical feature loss ensures that data distribution of generated data matches
actual data, thus aiding in accurately recovering data patterns. This, in turn, leads to accurate
feature generation and classification as well.
Combining the four losses, we can write the final loss for the generator training as

LG = lD + λ1lMSE + λ2lCE + λ3lstat , (7)

where λ1, λ2, and λ3 are the weights of respective loss functions. We set these parameters based
on a design space exploration to achieve the lowest overall loss and highest accuracy.

5.6 SensorGAN Training

Algorithm 1 describes the overall process of training the generator and discriminator in Sensor-
GAN. The algorithm takes the missing sensor data, ground truth for the missing sensor X∗, and
the activity classifier Fθ as primary inputs. It also takes the number of training iterations N as an
additional input. As the first step, the training algorithm initializes parameters for the generator
and discriminator, respectively. In each iteration of the training, we first randomly select a miss-
ing sensor. The missing sensor values are set to zero and generate sensor data matrix Xm . Using
this, the algorithm first obtains a new discriminator by optimizing the loss function in Equation (2).
Then, we use the current generator to obtain the missing sensor data usingXm . The generated data
are then used in conjunction with the ground-truth data and activity classifier to obtain the four
losses described in the previous section. The combined loss is optimized to train a new generator
Gn . At the end of N iterations, the algorithm returns the optimized generator and discriminator.
Finally, the generator is deployed on the wearable device to recover data at runtime to provide
reliable activity classification.

6 EXPERIMENTAL EVALUATION

6.1 Experimental Setup

6.1.1 Wearable Device. We use a wearable device based on the Odroid-XU3 development
board [15] processor as the main processing unit. Since each dataset used to evaluate Sensor-
GAN has different set of sensors, we consider that the processor present on the Odroid-XU3
development board is representative of the common processor used to process and recover sensor
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ALGORITHM 1: SensorGAN Training

1 Input: Activity Classifier Fθ , Ground-truth sensor data X∗, Number of iterations N

2 Initialize weights for discriminator D

3 Initialize weights for generator G

4 for n = 1, 2, . . . ,N do

5 Randomly choose a missing sensor

6 Generate missing sensor data matrix Xm
7 Train Dn by optimizing loss in Equation (2)

8 X̂m Generate sensor data usingGn and Xm
9 Calculate discriminator loss lD

10 Calculate MSE loss lMSE using X̂m and X∗

11 Generate activity features using X̂m and Xm
12 Calculate classifier loss lCE
13 Calculate statistical feature loss lstat using Equation (6)

14 TrainGn by optimizing the combined loss

15 end

16 return Last discriminator DN and generator GN

data. The Exynos 5422 processor on the Odroid-XU3 board integrates four high-performance ARM
Cortex-A15 cores and four low-power ARM Cortex-A7 cores that are used to perform segmenta-
tion, feature generation, and classification. The Odroid-XU3 board also provides power sensors
to profile power consumption of programs running on the board. The processor is also used to
recover missing data using the SensorGAN generator. We also note that any low-power processor
can be used to perform the activity recognition and recover data using SensorGAN.

6.1.2 Evaluation Metrics. The primary goal of SensorGAN is to recover missing data such that
it resembles real-world sensor data and is able to provide accurate classification. To this end, we
use the MSE and classification accuracy to evaluate the quality of the data recovery by Sensor-
GAN. Specifically, we calculate the MSE of the recovered data with respect to the ground truth for
each dataset. Next, to obtain the classification accuracy, we first train an activity classifier with
real-world observed sensor data. We use the trained classifier to recognize activities with the re-
covered data. That is, instead of using the real-world sensor data as input to the classifier, we
use recovered data. The activities classified with the recovered data are then used to obtain the
classification accuracy with SensorGAN. Another goal of SensorGAN is to ensure that the gen-
erated data has statistical features that are similar to the real-world sensor data. To analyze this,
we compare the mean, variance, and skewness of the observed and generated data. We also use
the t-distributed stochastic neighbor embedding (t-SNE) [34] method to visualize the data
generated by SensorGAN and real-world observed sensor data. t-SNE is a dimensionality reduc-
tion technique that aids in the visualization of high dimensional data by reducing the data to two
or three dimensions. To achieve this, t-SNE constructs a probability distribution such that similar
points are nearby and dissimilar points are far with high probability. If two distributions are close
to each other, then their samples will be close in the t-SNE map, while dissimilar distributions will
have larger distances between samples. Overall, these metrics allow us to evaluate the quality of
data generated by the generator in SensorGAN.

6.1.3 Baseline Methods. We employ three baselines for evaluation of classification accuracy
with SensorGAN: zero-filling, average-filling, and sensor-suite specific classifiers. Brief descrip-
tions of each baseline are as follows:
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Zero-filling: Most devices for wearable HAR use memory buffers on the processor to store in-
coming sensor data before performing activity classification. The memory buffers are typically
initialized to zero for each activity window. As such, we consider zero-filling of missing data as
one of the baselines.
Average-filling: One can also substitute missing sensor data with an average case of sensor data
observations. Specifically, we can store the average value of a sensor in an activity window by
taking average of training data. The average-filling case is used as a second baseline due to its
simplicity and ease of implementation.
Sensor-suite Specific classifiers: A commonly used approach to handle missing data is to train
individual classifiers for each possible set of missing data scenario so that we can perform activity
classification with available set of sensors. Therefore, we use it as a baseline for comparisons. At
the same time, training multiple classifiers suffers from two key limitations: (1) the number of
required classifiers increases with sensors. For instance, for a system withM potential sensors, we
require 2M − 2 classifiers. (2) The system may need to load individual classifier for each window if
the set of missing sensors changes across windows. This leads to additional runtime overhead for
context switching for classification.

6.2 Datasets

We use three publicly available activity datasets to evaluate the performance of SensorGAN. This
section describes the characteristics, features used for classification, and missing data model for
each dataset.

6.2.1 w-HAR [5]. The w-HAR dataset includes accelerometer and stretch sensor data for 22
users and eight activities. The eight activities monitored by the w-HAR dataset are: {Jump, lie down,

sit, stand, walk, stairs up, stairs down, and transition}. The accelerometer is mounted on the user’s
ankle while the stretch sensor is mounted on the knee. The accelerometer is sampled at 250 Hz and
the stretch sensor is sampled at 25 Hz. w-HAR employs a variable-length segmentation technique
that creates a new activity segment whenever the stretch sensor has a local minimum. The variable
length segments ensure that each segment contains a single activity, except for segment where
there is an activity transition. Overall, using variable-length segmentation, the w-HAR dataset
provides a total of 4,740 activity windows.
We employ the feature set provided by w-HAR to train the classifiers. Specifically, the features

from the accelerometer include the discrete wavelet transform (DWT), mean, and variance.
Since the stretch sensor is repetitive in nature, the features for the stretch sensor include the fast
Fourier transform (FFT) of the sensor data. The minimum and maximum of the stretch sensor
also provide useful information, therefore they are included as additional features. We use this
feature set provided in w-HAR to train the MLP classifier.
To model the missing data behavior in w-HAR, we consider that the data from the stretch sen-

sor is missing. This is a reasonable assumption in w-HAR, because it is a discrete sensor unit that
communicates to the accelerometer and processor for activity recognition. The communication
channels may experience packet misses, leading to missing data. Therefore, we use the accelerom-
eter data to recover the missing data from the stretch sensor.

6.2.2 Shoaib et al. [29]. The Shoaib dataset provides accelerometer data for 10 users performing
seven activities: {Biking, walking downstairs, jogging, sitting, stand, walking upstairs, and walk}. The
dataset includes accelerometer sensors at five locations on the body: left pocket, right pocket, wrist,
belt, and upper arm. Each accelerometer is sampled at 50 Hz. The authors of the dataset use fixed
length segments where each segment contains 200 samples. We follow the same segmentation in
evaluating SensorGAN and training the classifier.
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Table 2. SensorGAN Generator Architecture for Each Dataset H* Represents the Hidden Layer Number

Datasets/SensorGAN Generator I/P Layer H1 H2 H3 O/P Layer λ1 λ2 λ3
w-HAR 1,240 32 16 8 620 100 100 1
Shoaib 6,000 128 64 32 3,000 200 200 1
PAMAP2 9,216 128 64 32 4,608 200 200 —

The features generated for the Shoaib et al. dataset include the minimum, maximum, DWT, FFT
and variance of each accelerometer. Using the features, we train an activity classifier to recognize
activities in the Shoaib et al. dataset.
To model the missing data in the Shoaib et al. dataset, we consider one of the five sensors is

unavailable at any given time. Then, we use available data from other sensors to recover missing
data using SensorGAN. Making one sensor missing at a time results in five missing data scenarios
for the Shoaib dataset.

6.2.3 PAMAP2 [28]. The PAMAP2 dataset is one of the most commonly used datasets for de-
signing HAR classifiers. The dataset provides data for nine users performing six activities: {lying,
sitting, standing, walking, running and cycling}. The data are collected with three accelerometers
placed on the wrist of the dominant arm, chest, and the dominant side’s ankle. The sampling rate
of all three accelerometers is 100 Hz.
The authors of the PAMAP2 dataset recommend fixed length segments where each segment

contains 512 samples. This is equivalent to a window length of three to five seconds. For each
segment, we generate a subset of the features proposed by the PAMAP2 authors. Specifically, we
obtain the mean, maximum, FFT, standard deviation, and absolute integral of each sensor in each
window. These features are used to train the baseline activity classifier for the PAMAP2 dataset.

To evaluate the effectiveness of the data generated by SensorGAN, we assume that the data from
one of the sensors are unavailable. Then, we use the available data from other sensors to recover the
data for the missing sensor. This results in three missing data scenarios for the PAMAP2 dataset.

6.3 SensorGAN Architecture and Training

This section describes the architecture of the generator and discriminator in SensorGAN. The
generator for all three datasets consists of a fully connected neural network with three hidden
layers. Each fully connected hidden layer uses the tanh activation function while the output layer
uses linear activation. The input size and number of neurons for each dataset are different because
of the variations in sampling rates and segment length. Table 2 summarizes the number of inputs
and number of neurons for each dataset. The input to the generator consists of the available and
missing sensor data in a segment and the latent vector. The two are concatenated to form a single
input to the generator. The input vector size of each dataset is shown in the second column of
the table. The input data from each sensor are normalized linearly to a range of −1 to 1. Next, we
determine the number of neurons in each hidden layer through a design space exploration. The
goal of the design space exploration is to obtain a generator with the highest performance while
minimizing the size and computational cost. At the end of the design space exploration, we obtain
the network structures shown in the third to fifth columns of Table 2. Finally, the output layer
provides the data recovered for each dataset. The number of outputs are governed by the segment
length and sampling rate of each dataset. The discriminator in SensorGAN follows similar fully
connected structure as the generator with some changes in the number of inputs. Specifically,
the input for the discriminator consists of either observed values or generated data for a given
sensor. That is, the discriminator takes data of a single sensor as input at a time. The output in the
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Fig. 4. Comparison of the observed and generated data for each activity in the w-HAR dataset.

Table 3. MSE of Data Generated by SensorGAN

Dataset MSE Data Range

w-HAR 9.1 0 to 34
Shoaib 0.1 −2 to 2
PAMAP2 20.2 −145 to 156

discriminator consists of a single neuron with the sigmoid activation function. The output of the
discriminator specifies probability of sensor data being either real or generated.
As described in Section 5.5, the generator training includes parameters λ1, λ2, and λ3 as the

weights given to each loss function. We determine the values of these parameters via a design
space exploration. The final values of λ1, λ2, and λ3 are shown in the right side of Table 2. We note
that the feature loss (λ3) is not used for the PAMAP2 dataset, since the accuracy does not improve
significantly with the feature loss.

SensorGAN Training:We implement the SensorGAN training flow in Python using the PyTorch
library [26]. We use 600, 150, and 350 epochs of training for w-HAR, Shoaib, and PAMAP2 datasets,
respectively. All the SensorGAN training is performed using a server that contains 32 Intel Xeon
Gold 6226R cores with 192 GB of memory.

6.4 Accuracy of Generated Sensor Data

We start the experimental validation with an analysis of the accuracy of the data generated by
SensorGAN. To this end, Figure 4 shows the observed and generated data for each activity in the
w-HAR dataset. The observed data are shown using a black dashed line while the generated data
are shown using red lines with triangle markers. We see that the generated data closely matches
real-world ground-truth data. In fact, for most of the activities the generated data overlaps with
the observed data. This shows that the generator in SensorGAN is able to accurately recover data
for all activities. Table 3 summarizes MSE of generated data for all three datasets. Specifically, the
table provides average MSE loss for all missing data scenarios in each dataset. Observed data for
the missing sensor are used as the ground-truth values in the MSE calculation. The MSE analysis
allows us to analyze if the generated data is able to follow observed sensor data.
The table shows that the generated data has an MSE of only 0.1 for the Shoaib et al. dataset.

The MSE is slightly higher for the w-HAR and PAMAP2 datasets. This is expected because of the
higher range of data values for the two datasets, as shown in the third column of the table. Overall,
the data generated using SensorGAN closely follows the real-world sensor data.
Next, we compare the statistical features of the generated data with the observed data. Specifi-

cally, we analyze the distribution of the difference (‖Sf (Original data) − Sf (Generated data)‖) for

ACM Transactions on Embedded Computing Systems, Vol. 23, No. 3, Article 53. Publication date: May 2024.



SensorGAN: A Novel Data Recovery Approach for Wearable HAR 53:15

Fig. 5. Distribution of the difference between the

statistical features of the generated and the original

data using (a) mean, (b) variance, (c) skewness, and

(d) t-SNE for the w-HAR dataset when the stretch

sensor is missing.

Fig. 6. Distribution of the difference between the

statistical features of the generated and the original

data using (a) mean, (b) variance, (c) skewness, and

(d) t-SNE for the Shoaib et al. when the right pocket

sensor is missing.

Fig. 7. Distribution of the difference between the

statistical features of the generated and the original

data using (a) mean, (b) variance, (c) skewness, and

(d) t-SNE for the Shoaib et al. dataset when wrist

sensor is missing.

Fig. 8. Distribution of the difference between the

statistical features of the generated and the original

data using (a) mean, (b) variance, (c) skewness, and

(d) t-SNE for the PAMAP2 dataset when the ankle

sensor is missing.

the three statistical features, namely, mean, variance, and skewness. The data distribution differ-
ence also uses real, observed sensor data as ground-truth values for evaluations. We evaluate the
statistical features and their error, since accurate generation of data will lead to accurate feature
generation for the classifier. This, in turn, leads to accurate activity classification, as we show later.
We also analyze the t-SNE map for the original and generated data. Figures 5–8 show the distribu-
tion of the statistical features for the three datasets. For each dataset, we see that the distribution
peaks at zero and reduces quickly. This means that the statistical features of the generated data
closely match the features of real-world data. Moreover, the t-SNE distribution of the generated
data almost overlaps with the t-SNE distribution of observed data, further highlighting the fact
that the generated data closely matches real-world data.

6.5 Classification Accuracy with SensorGAN

One of the primary goals of SensorGAN is to ensure that the classification accuracy with the
generated data is close to the accuracy with the real-world observed data. This section analyzes
effectiveness of data generated by SensorGAN with respect to classification accuracy. We start
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Fig. 9. Classification accuracy during generator training for (a) w-HAR, (b) Shoaib, and (c) PAMAP2 datasets.

Table 4. Confusion Matrix for w-HAR

with Actual Data

Jump
Lie

Down Sit Stand Walk
Stairs
Up

Stairs
Down

Tran-
sition

J 424 0 0 0 13 2 6 13
L 0 474 0 0 0 0 0 0
S 0 0 660 28 0 0 0 8
St 0 1 6 569 6 0 0 38
W 21 0 1 14 1904 1 28 38
SU 6 0 0 0 0 101 2 0
SD 7 0 0 0 14 16 62 0
T 5 4 12 12 14 1 3 226

Table 5. Confusion Matrix for w-HAR

with Generated Data

Jump
Lie

Down Sit Stand Walk
Stairs
Up

Stairs
Down

Tran-
sition

J 420 0 0 1 16 4 5 12
L 0 474 0 0 0 0 0 0
S 0 0 522 34 0 0 0 140
St 0 0 138 398 4 0 0 80
W 24 0 2 11 1,904 2 18 46
SU 5 0 0 0 0 98 6 0
SD 7 0 0 0 15 17 60 0
T 2 4 52 36 16 2 3 162

with a description of the activity classifier used for each dataset. Then, we analyze the accuracy
with generated data.
Activity Classifier: We employ a fully connected neural network with two hidden layers as the
activity classifier for each dataset. The two hidden layers contain four and eight neurons, respec-
tively. The number of neurons in the output layer is equal to the number of activities in each
dataset. The hidden layers use the “ReLU” activation, while the output layers use softmax activa-
tion. We train the classifiers with features generated with the original sensor data, i.e., without
any missing samples. We use the same classifier to identify activities when the device encounters
missing data.
Accuracy with Generator Training: We start with an analysis of the activity accuracy during
generator training, as shown in Figure 9. The figure shows the overall activity recognition accuracy
while the generator is being trained. The classification accuracy after each epoch of generator
training is shown with a red line. We also show the baseline accuracy with the original sensor
data using a dashed black line. We observe that the classification accuracy with the generated
data is low at the initial stages of generator training. This is expected, since the generator has
not learned the distribution of data. The classification loss is then provided as feedback to the
generator training algorithm. With this feedback, the accuracy quickly improves. Specifically, for
the w-HAR dataset the accuracy improves to 83%, which is within 8% of the baseline accuracy, as
shown in Figure 9(a). We see similar improvements in the classification accuracy for the Shoaib et
al. and PAMAP2 datasets as well. This shows that the classification loss feedback provided to the
generator training algorithm is able to improve the classification accuracy.
Next, we analyze the confusion matrices of activity classification with real-world observed data

and generated data. Tables 4 and 5 show the confusion matrices for the w-HAR dataset with the
original stretch sensor data and generated data, respectively. The stretch sensor is considered miss-
ing in this scenario for accuracy evaluations. We also obtain the confusion matrix when the miss-
ing data are filled with zeros and average filling as points of comparison in Tables 6 and 7. The
accuracy with zero-filled sensor values offers a useful baseline, because the wearable device will
typically observe zero data when sensor data are missing. Similarly, average-filling case provides
an additional baseline that may be employed to impute data. We see that using the original data
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Table 6. Confusion Matrix for w-HAR with Zeros

Data for Missing Sensor

Jump
Lie

Down Sit Stand Walk
Stairs
Up

Stairs
Down

Tran-
sition

J 411 1 0 0 33 1 5 7
L 0 473 0 1 0 0 0 0
S 0 0 1 49 1 0 0 645
St 0 2 1 524 11 0 0 82
W 18 0 1 6 1,947 0 15 20
SU 3 0 0 0 1 82 22 1
SD 8 0 0 0 28 9 54 0
T 7 4 0 61 39 1 4 161

Table 7. Confusion Matrix for w-HAR with Average

Filling for Missing Sensor

Jump
Lie

Down Sit Stand Walk
Stairs
Up

Stairs
Down

Tran-
sition

J 420 0 0 1 13 6 5 13
L 0 474 0 0 0 0 0 0
S 0 0 102 42 1 0 0 551
St 0 1 131 401 0 0 0 87
W 31 1 2 16 1,871 1 21 64
SU 5 0 0 0 0 100 4 0
SD 6 0 0 0 15 17 61 0
T 3 4 18 45 14 3 3 187

Table 8. Confusion Matrix for the Shoaib et al.

with Actual Data

Biking
Down
Stairs Jogging Sitting Stand

Up
Stairs Walk

B 449 0 0 0 0 1 0
DS 0 412 1 0 2 23 12
J 0 0 440 0 0 0 10
S 0 0 0 450 0 0 0
St 0 0 0 0 450 0 0
US 0 19 0 0 0 431 0
W 0 11 0 0 0 0 439

Table 9. Confusion Matrix for the Shoaib et al.

Wrist Missing Scenario with Generated Data

Biking
Down
Stairs Jogging Sitting Stand

Up
Stairs Walk

B 425 0 0 25 0 0 0
DS 0 383 0 0 4 25 38
J 0 0 420 0 0 0 30
S 0 0 0 450 0 0 0
St 0 0 0 0 450 0 0
US 0 19 0 0 0 430 1
W 0 6 1 0 0 1 442

Table 10. Confusion Matrix for the Shoaib et al.

Wrist Missing Scenario with Zero-filling

Biking
Down
Stairs

Jogging Sitting Stand
Up

Stairs
Walk

B 3 0 0 444 0 3 0
DS 0 87 2 0 0 4 357
J 0 0 418 0 0 0 32
S 0 0 0 450 0 0 0
St 0 0 0 0 450 0 0
US 0 174 0 0 0 262 14
W 0 1 428 0 0 0 21

Table 11. Confusion Matrix for the Shoaib et al.

Wrist Missing Scenario with Average-filling

Biking
Down
Stairs

Jogging Sitting Stand
Up

Stairs
Walk

B 144 0 0 302 0 4 0
DS 0 202 3 0 11 32 202
J 0 0 400 0 0 0 50
S 0 0 0 450 0 0 0
St 0 0 0 0 450 0 0
US 0 39 0 0 17 392 2
W 0 1 167 0 1 1 280

leads to high classification accuracy for all activities. However, when we use the generated data
for classification, the accuracy reduces for a few activities. Specifically, the number of correct clas-
sifications for sit, stand, and transition are reduced. This is because sit and stand have similar
patterns for the sensor data with minor differences in the magnitude. As a result, the generator
is unable to accurately recover the data in all cases, especially when the sit pattern of a user is
close to the stand pattern of another user. In contrast, classification with zero-filled sensor data
experiences significant drop in accuracy. For instance, the classification has an accuracy of zero for
sit and majority of sitting activities are classified as transition. This shows that the data generated
by SensorGAN enables significant accuracy gains when compared to the default zero-filled data.
We observe similar results for average-filling case where majority of sit activities are classified as
transition and several stand activities are classified as sit. Overall, the classification accuracy for
the w-HAR dataset is within 8% of the accuracy with no missing data while the accuracy with
zero-filled data is less than 77%, as shown in Figure 10.
We perform the confusion matrix analysis for the Shoaib et al. as well. Tables 8 and 9 show

the confusion matrices for the Shoaib dataset for actual data and for scenario when the wrist data
is missing. Data from other four sensors are used to recover the wrist data. Moreover, Tables 10
and 11 show the confusionmatrices when the missing data are filled with zeros and average values,
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Table 12. PAMAP2 Confusion

Matrix with Actual Data

Lie
Down Sit Walk Run Cycle

L 347 25 0 0 2
S 4 710 1 0 1
W 3 2 454 0 0
R 0 4 1 179 1
C 1 2 0 0 311

Table 13. PAMAP2 Confusion

Matrix with Generated Data

Lie
Down Sit Walk Run Cycle

L 351 23 0 0 0
S 7 708 0 0 1
W 11 447 1 0 0
R 4 11 5 150 15
C 1 8 0 0 305

Table 14. PAMAP2 Confusion Matrix

with Zeros Data for Missing Sensor

Lie
Down Sit Walk Run Cycle

L 12 17 0 0 345
S 64 420 0 0 232
W 295 3 0 0 161
R 115 41 1 2 26
C 0 0 0 0 314

Table 15. PAMAP2 Confusion Matrix with

Average Filling for Missing Sensor

Lie
Down Sit Walk Run Cycle

L 215 159 0 0 0
S 0 715 0 0 1
W 1 457 0 0 1
R 0 165 0 0 20
C 1 9 0 0 304

Fig. 10. Comparison of classification accuracies all datasets.

respectively. Similar to the w-HAR dataset, we see that the baseline classifier achieves high accu-
racy for all the activities. The high accuracy is maintained with the generated data as well, except
for stairs up and down activities. This is expected, because stairs up and down have similar pat-
terns of sensor data and features, which can lead to misclassifications. In contrast, the zero-filled
sensor data experiences zero accuracy for multiple activities, showing the benefits of the proposed
SensorGAN approach. The average-filled case also suffers from low accuracy for biking, walking,
and downstairs activities. The overall accuracy of classification with the generated data is 95.23%,
which is within 2% of the baseline 97.48% accuracy, while the accuracywith zero-filled and average-
filled data drops to 53% and 73%, respectively.
Finally, we compare the confusionmatrices with the PAMAP2 dataset in Tables 12, 13, 14, and 15,

respectively. The confusion matrices show the case when ankle sensor is missing in the PAMAP2
dataset. Following the recommendation of the PAMAP2 authors, we combine sitting and standing
into one activity, because distinguishing between the two requires a sensor on the hip. Similar to
the other two datasets, the baseline classifier achieves high accuracy for all activities while the zero-
filled and average-filled case have low accuracy. With the generated data, the accuracy reduces for
the walking activity, while maintaining similar accuracies for other activities. The accuracy for
walking reduces due to high variability of sensor data during walking and the generator is unable
to accurately recover data. At the same time, we note that the generator is able to accurately
recover data when the other two sensors are missing.

6.5.1 Summary of Classification Accuracy. Figure 10 shows a comparison of accuracy for the
three datasets when considering all missing data scenarios. Specifically, the bars for w-HAR show
the accuracy when stretch sensor is missing. Bars for Shoaib and PAMAP2 show the average
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Fig. 11. Comparison of the accuracies all datasets when amissing sensor is chosen randomly in eachwindow.

classification accuracy across all one sensormissing cases. This amounts to five cases for the Shoaib
dataset and three cases for the PAMAP2 dataset. The errors bars in the figure show one standard
deviation from the mean for Shoaib and PAMAP2 datasets. We see that SensorGAN achieves av-
erage accuracy that is close to the actual accuracy for all three datasets. In contrast, accuracy of
zero-filled and average-filled cases are lower than SensorGAN. They also have higher standard
deviation when compared to SensorGAN, which means that the accuracy has higher variations
across missing data scenarios. Sensor-suite specific classifiers cases achieve better accuracy, how-
ever, they incur additional context switching overhead and are unable to recover raw data patterns.
Overall, SensorGAN is able to achieve average accuracy that is within 10% of the actual accuracy
for all three datasets.

6.6 Accuracy with Randomly Missing Sensors

Accuracy evaluations in the previous section assume that a given sensor is missing for all activity
windows in a dataset. However, in real-world scenarios, the missing sensor may change for each
activity window as energy availability changes across sensors. Therefore, we perform additional
accuracy evaluations by randomly choosing a missing sensor in each activity window for all three
datasets. After choosing the missing sensor, we either use SensorGAN, zero-filling, or average-
filling to recover missing data and perform activity recognition. Figure 11 shows the classification
accuracy with random missing sensors for all three datasets. We see that SensorGAN achieves
higher accuracy when compared to zero-filling and average-filling scenarios. SensorGAN is also
able to achieve accuracy that is within 10% of the accuracy with actual data, thus showing its
effectiveness. In summary, SensorGAN is able to handle random missing sensor scenarios and
recover classification accuracy.

6.7 Implementation Overhead

The proposed SensorGAN generator is implemented on the Odroid-XU3 board to measure the
overhead of data recovery at runtime. We start by implementing a dedicated function for the gen-
erator architecture in C. The parameters for the generator are stored on the device in a comma
separated value format. The generator function takes available sensor data and missing sensor val-
ues as inputs. Then, using stored parameters, the function generates data for the missing sensor.
Since our goal is to impute missing data before activity classification, we integrate the function
with the HAR processing pipeline, as shown in Figure 1. The integrated HAR processing pipeline
is stored as a user-space binary on the Odroid-XU3 board.
At runtime, the HAR processing pipeline is executed as a user-space application on the Odroid-

XU3 board. The application starts by loading HAR classifier parameters and generator parameters
into memory. Then, the classifier is executed for each window to obtain the user activity. If miss-
ing data are detected, the generator function is executed to recover missing data, so that we can
perform accurate activity classification.
To understand the implementation overhead of SensorGAN,we first characterize thememory re-

quirements of storing the generator weights on the wearable device. As shown in Table 16, w-HAR
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Table 16. Memory Storage of

SensorGAN Generator

Datasets Storage in kB

w-HAR 183
Shoaib 3,509
PAMAP2 5,368

dataset requires 183 kB of memory to implement SensorGAN. As the inputs to the model in Shoaib
and PAMAP2 are larger, the memory requirements increase for Shoaib et al. and PAMAP2 datasets.
Specifically, Shoaib et al. requires 3,509 kB and PAMAP2 requires 5,368 kB of memory. We also
measure the execution time and energy overhead of running the generator function for w-HAR
on the Odroid-XU3 board. GNU C timing libraries are used to profile the execution time of the
generator in SensorGAN. Specifically, we insert timing functions before and after each invocation
of the generator function to measure the execution time. We run the generator function using A7
cores on the Odroid board, because they are closer to processors used in commercial wearable
devices. We observe that each invocation of the SensorGAN generator takes about 1.5 ms for w-
HAR (average of 1,000 iterations), which results in an energy consumption of 606 μJ. In summary,
the SensorGAN architecture is suitable for effectively recovering data in tinyML applications on
energy-constrained devices.

7 CONCLUSIONS AND FUTURE WORK

Human activity recognition using wearable devices has the potential to enable a number of inter-
esting applications, such as health monitoring, rehabilitation, and fitness improvement. However,
HAR approaches with multiple sensors may suffer from reliability issues if one or more sensors
have missing data. To address this limitation, we proposed a novel generative approach, referred
to as SensorGAN, to recover the missing data at runtime. Our approach is guided by the fact that
we can use the data from available sensors to generate the missing data. The SensorGAN approach
also includes additional losses in the generator training to ensure that the recovered data are able
to provide accurate activity classification. Experiments with three publicly available datasets show
that SensorGAN effectively recovers missing data and achieves accuracy that is within 10% of the
classifier accuracy with no missing data. Implementation of SensorGAN on a low-power proces-
sor for the w-HAR dataset shows that each invocation of SensorGAN takes about 1.5 ms, which
results in an energy consumption of 606 μJ. Our immediate future work includes developing low-
overhead algorithms for detecting missing data and the generalized recovery function that can
handle all combinations of missing sensor data.
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