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Abstract. A recent multiagent reinforcement learning method, the interactive
advantage actor critic (IA2C), engages in individual agent training coupled with
decentralized execution by predicting the other agents’ actions from possibly noisy
observations. This paradigm differs from the prevailing methods that engage in
centralized training, which involves knowing varied information about the agents
during the learning. Such epistemic commitments may not be feasible in live
adversarial settings and other agents in practice could have learned differently.
Against explicitly modeling others, in this paper we let IA2C utilize a specific
encoder-decoder architecture, which allows it to learn a latent representation
of the hidden state and other agents’ actions that does not encounter some of
the challenges of explicit modeling. Our experiments in two domains — each
populated by many agents — reveal that the latent IA2C not only learns better
quality behaviors but also improves sample efficiency by reducing variance and
converging faster. We add further realism by introducing open versions of these
domains where the agent population may change over time, and evaluate on these
instances under the added uncertainty with good results.

1 Introduction

Recent multiagent RL (MARL) techniques either generalize policy optimization or the
actor-critic (AC) architecture to multiagent settings while predominantly following the
centralized training and decentralized execution (CTDE) paradigm. These techniques
maintain a joint-action value or advantage function whereas each actor learns individual
policies that map an agent’s own observations to its actions. For example, multiagent
proximal policy optimization (MA-PPO) [29] updates a centralized value function
with action-observation inputs from all agents and utilizes this value function to learn
improved policies for each agent. AC based methods such as MADDPG [13], LOLA [4],
and COMA [5] all subscribe to CTDE with the agents exchanging varying types of
information to facilitate a centralized critic. However, such information exchanges may
not be feasible in live competitive or adversarial settings and the learning agent could
be sharing its world with others who may have learned differently. This motivates
an individualistic or decentralized training and decentralized execution (DTDE), as
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adopted by AC methods such as TA2C [6] and independent Q-learning techniques such
as 12Q [10]. IA2C takes a subjective perspective (egocentric) to the learning by modeling
other agents. Such decentralized approaches also better align with Russell’s [21] and
Shoham’s [23] well-known Al stance of designing an optimal learning agent effective in
its environment.

A recent method, labeled IA2C T [7] scales DTDE to many-agent systems (fifty and
more) using Dirichlet-multinomial models to predict other agents’ actions. It updates
the Dirichlet-multinomial model using private observations of the agent but this is done
outside the critic network. While IA2C* is shown to converge to good quality policies
in mixed-motive settings, our experiments reveal that the method suffers from high
variance, particularly in domains where some states admit a single optimal action which
the Dirichlet-multinomial is unable to predict with probability one and also because the
model’s predictions change drastically when the sample size is initially low.

Against this explicit modeling, we present a new method for DTDE learning that uses
an encoder-decoder architecture to effectively simulate the Dirichlet-multinomial model
and its update using a neural pipeline, yielding an end-to-end neural network architecture
which facilitates training. Latent in the encoder-decoder is a representation of the hidden
state, its update, and the other agents’ mean-field action, which is input to the advantage
function in the AC. Use of this latent variable in the critic has a regularizing effect,
leading to lower variance and improved sample complexity, which has been corroborated
in recent work [12,28].

We evaluate this new method in two domains, Org [6] and MAgent [30], with up
to one hundred agents. Org models a typical business organization featuring a mix of
cooperation for achieving the overall improvement of the organization and individual
employee competition. In this paper, we let Org be an open many-agent system where
the supervisory agents may add or remove employees thereby exhibiting agent openness.
MAgent is a multiagent testbed focusing on battlefield simulation of two groups of
agents, for which we also introduce an open variant. In several instances of these domains,
we find that the latent IA2C with its individualistic perspective converges to significantly
better quality policies compared to baselines, exhibits less variance and is significantly
more sample efficient than relevant baselines. Consequently, the key contribution of
this paper is a state-of-the-art RL method which aligns with the DTDE paradigm and is
designed to generalize and scale to open contexts shared with many agents.

2 Background: Individualistic Learning in Multiagent Contexts

Non-stationary environments are a primary challenge for MARL. In cooperative settings,
agents may directly share their policies with others. If this is not feasible, then inferring
other agents’ actions based on their past action histories is a common workaround.
However, where communication between agents is not possible and other agents’ actions
are not perfectly observed, frequentist inference methods such as maximum likelihood
estimation struggle to provide accurate predictions. On the other hand, methods such as
TA2C engage in an individualistic perspective to RL training, which makes it better suited
for mixed cooperative-competitive environments compared to CTDE methods [5,13,4],
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which require information exchanges that may not be feasible among live competitive
agents. We briefly review IA2C and discuss how it performs RL in many-agent settings.

2.1 Interactive A2C with Explicit Models

Interactive advantage actor-critic (IA2C) [6] is designed for egocentric RL in partially
observable Markovian settings shared with other agents. Each agent in IA2C has its
own critic and actor, the critic mapping individual observations to joint action values,
Qo(0,a9,a_g), in terms of the agent’s own reward function and the actor mapping
individual observations to individual action probabilities, my g (ag|0), € is its parameters.
Observation stacking is used to manage the partial observability of the state. IA2C
estimates advantages as

Ap(0,a0,a_g) = avg[r + Qo (o', ag,a’ ;) — Qo(0,ap,a_)]
while the actor’s gradient is estimated as
avg[Ve log .6 (aglo) Ag(0, ap,a_o)]

where 7, o' and af, are samples from the trajectory, a_q and &’_, are predicted actions of
the other agents, and the avg is taken over sampled trajectories. IA2C does not require
access to other agents’ actions and/or gradients. Rather, agents hypothesize other agents’
possible models and maintain belief distributions over the set. Leta_og = (a; ..., an)
for N other agents. Given the ego-agent 0’s prior belief by, action ag, as well as its
public and private observations o}, wy,, the agent updates its belief over agent j’s model,
m} = <7T;‘, h;},

N

bg(m;|bo,ao,06,w6)ocz< H Z bo(my) Pr(ag|mg) Z bo(m;)

a_o “k=1,k#jmrEM;y m; €M;

x Pr(ajlm;) 5K(7r;,7rj) 0k (APPEND(h;, (aj,0'>),h;)) Wo(ag,a—g,wp) (1)

where public and private observations are noisy observations of the state and other agents’
actions; m; denotes agent j’s model: 7; is j’s policy and h; is its action-observation
history required to predict j’s action from its policy. W is the private observation
function that maps joint actions to the subject agent’s private observations. dx is the
Kronecker delta function and APPEND returns a string with the second argument
appended to its first. The belief update is performed by a separate belief filter not
integrated into the critic’s network.

In experiments including on SMAC [22], IA2C shows robust performance in noisy
environments and converges significantly faster to the optimal policy when compared to
several CTDE methods that require communication among agents or rely on frequentist
inference methods [8].
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2.2 TA2C for Many-Agent Contexts

Another key challenge for MARL is the exponential growth of the joint action space
with the number of agents. Often, many-agent environments naturally exhibit action
anonymity, which implies that environment dynamics and rewards depend on the action
configuration (notated henceforth as C), which is the count distribution of actions in the
population. Many-agent IA2C (IA2C* ) [7] — and other popular methods such as mean-
field RL — utilizes this key insight of action anonymity thereby using configurations
which scale polynomially with the number of agents rather than using joint action vectors
that scale exponentially.

IA2C* adapts Eq. 1 which updates agent 0’s belief over one other agent’s possible
models to using action configurations instead of joint actions.

bg(m9|b0,a0,06,w6)oc Z bo(mj)ZPr(aj\mj) Z P?‘(C|b0(M1),b0(M2),
m;EM; a; ceca-o

,bo(MN)) Wo(ao,C,W6) (;K(’/TJ,T(';) 5K(APPEND(hJ, <aj,o'>), h;) (2)

The term Pr(C|bo(M1),...,bo(My)) is the probability of configuration C in the dis-
tribution over the set of configurations C*-°. The distribution is obtained using the
dynamic programming procedure of Jiang et al. [9]. The algorithm takes as input NV
beliefs each of size |M;| compared to a single large belief of exponential size |M;|V.

The method above requires a pre-defined model set for each other agent. IA2CT DM
removes that assumption by using a Dirichlet-multinomial model to approximate action
distributions of the entire agent population, which can then yield the mean action.
Suppose the action space for the homogeneous agent population is {a1, as, ..., a4},
and for each agent 4, the probability of picking action ay, is 0. Let @ = (01,02, ...,0,4)
and 0 has a Dirichlet-multinomial prior distribution with parameter c if

I3, ax) 1

Pr(@la) = —&k 5 17, 9% 3
r(Bla) = A 1, )
where o, > 0 for all k, « = (a1, a9,...,an), and > . 0k = 1. We can write this as

6 ~ Dir(«;0). Then, probability of an action configuration C is expressed as:
Pr(C|0) = Pr(#ay, #as, ..., #a4)|0) = I} o7 )

where #ay, is the number of agents selecting the kth action. After executing action
ao and receiving (noisy) private observation wj = (#a1, #as, ..., #a4)), the subject
agent’s Dirichlet-multinomial distribution can be updated by noting that the posterior
Pr(0|ag,w}) is proportional to:

o Z Wo(ag,C,wy)Pr(C|O) - Dir(a; 6) = ZWO(aO,C,w{))Dir(a +C;0) (5)
c c
~ Dir(a+C'; ) (6)

Equation 5 makes a simplifying modeling assumption that the distribution over true
action counts of other agents, C, is conditionally independent of a( given 8. For the sake
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of tractability, the last step is approximated as a single component, Dir(c« + C’; 0). C’
can be calculated in several alternative ways as discussed by He et al. [7], and in this
paper we use the rectified method.

In IA2C™™, the critic network estimates advantage as:

Ap(0,a0,C*~°) = avg[r + v Qo(0', af, C*~0) — Qo(0, ag,C*~°)]
while the actor network’s gradient is:
avg [V log mo g(ap|o) Ag(o, ag,C3°)] @)

where r, o/, and q;, are samples, a_q and a’_ are the predicted joint actions of the
other agents for the current and next step, respectively, replaced by their corresponding
configurations, and avg is taken over the sampled trajectories. The predicted action for
the next time step is sampled from the updated Dirichlet distribution.

Empirically, IA2CT+DM benefits from large agent populations with the Dirichlet-
multinomial model accurately and efficiently predicting the population configuration.
The noised private observations stymie the convergence of previous many-agent RL
methods with their eventual learned policies being far from optimal.

3 Latent Interactive A2C

We present latent interactive A2C (LIA2C), which utilizes an encoder-decoder to model
the dynamism of the hidden state and the predicted actions of the agent population as
latent variables, for RL in partially observable multiagent settings.

3.1 Encoder-Decoder for Implicit Modeling

We aim to replace the explicit belief filter module in the critic of IA2C* with an
encoder-decoder combine. Figure 1 depicts the neural network architecture of this
encoder-decoder.

At each time step £, the inputs to the encoder network are the public observation o°,
private observation w?, self action a, and action distribution of the agent population
6%, which is initially uniform. The encoder generates a latent embedding z* based on
the inputs and label. The latent embedding z? is sent to the actor-critic network for RL
and the decoder network for reconstruction. Given z?, the decoder generates the public
observation o' ™! of the next time step through the observation reconstruction head f3,
and the updated action distribution of the agent population §?*! through the model
reconstruction head fg . The loss function of the encoder-decoder network is defined as,

H
£(ot !, 0) =2 SIS — o) ~log Pr(7i()le o)
t=1
+ Dy (Dir(C: S| Dir(a -+ € 0))]

= S (72 — o)~ log Dir(a + €' f1(21)
+ Drer(Dir(C: f4(=) | Dir(a+C50))] ®
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Fig. 1: The encoder-decoder network for modeling underlying state and agent population. Here, w*
and o' are the current private and public observations, a' is the self action, §° is the predicted action
distribution by the decoder from previous time step. 6°*! is the predicted next public observation,
6"t is the updated action distribution of the agent population. Notice that the original Dirichlet

also relies on w* for its update.

The first term of the loss function is the mean squared error between the reconstructed
next observation f§(z") = 6,41 and the true next observation o, 1. Minimization of
this loss term trains the parameters of both the encoder and the decoder to produce
observation estimates close to 0’1 at the observation reconstruction head, affecting
the latent representation z* en route. The second loss term is the log posterior of the
Dirichlet-multinomial model (see Eq. 6) that we want to maximize, hence it is negated. C’
is calculated by the rectified method as mentioned in Section 2.2. The last loss term is the
KL-divergence between the reconstructed model and the model obtained by maintaining
a Dirichlet distribution using private observation history. Here ¢ in the second term under
KL-divergence is sampled from the distribution Pr(8|a + C’) following Eq. 3. The C
in the first term under KL-divergence is sampled from Pr(C|f9(z*)) following Eq. 4.
Minimization of this loss term trains the parameters of both the encoder and the decoder
to produce an action distribution 6! at the model reconstruction head that is close to
the true Dirichlet-multinomial model, also affecting the latent representation z¢ en route.
Via the last two loss terms, the network can be viewed as learning both to match the
external belief update algorithm driven by the Dirichlet-multinomial model (Eq. 3-6) as
well as to maximize the resulting posterior. The latent representation z! is learned as a
by-product of this training.

Both these observations are important distinctions from previous methods that also
model other agents using an encoder-decoder such as LIAM [17] and LILI [27]. Intu-
itively, LIA2C’s network learns to update belief over hidden variables, thus creating a
latent representation z¢ in the belief space and does not require observation stacking.
This representation serves as an appropriate augmentation for our decentralized critic.

What would be the consequence if the network did not learn to match the external
belief update algorithm and instead learned its own internal version of such an algorithm?
The corresponding loss function would not contain the last loss term, and the posterior
maximization (second term) would be the sole driver of this aspect of learning. We
conjecture that this version will be slower to converge. Additionally, it may learn similar
policies as existing baselines that also do not explicitly model the belief update. We
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Fig. 2: The encoder-decoder network in LIA2C updates the model of the agent population. The
critic’s advantage function now depends on the latent embedding, self action, and observations
instead of the configuration as in IA2C*™.

include this version as an ablation in our experiments, called LIA2C-w/0oKLD, to evaluate
these conjectures.

Note that the Dirichlet distributions are only needed for training. During execution, it
is not required to maintain a Dirichlet distribution as actors do not use z* or anything else
that this network produces. Hence, both the critic and this encoder-decoder network can
be discarded at execution time. During training, however, the encoder-decoder introduces
an additional source of non-stationarity (apart from the inherent non-stationarity of
decentralized training) since a mapping from 6° to §’**!—and hence, z*—depends on
the agents’ time-varying policies.

3.2 Actor-Critic Network for DTDE RL

We augment the input of our critic network to include the latent embedding, 2%, from the
encoder-decoder network. In particular, the Q-function of agent 0 is now Qo(o, ag, 2)
(cf. the Q-function in Section 2.1). The advantage function of the critic is defined as,

Ao(0,a9,2) = avg [r +7 Qo(0', ap, ') — Qo(0, ag, )] ©)

where r, o/, wj, and af, are samples, z and 2’ are latent embeddings of the encoder-
decoder network, and avg is taken over the sampled trajectories. The agent population’s
predicted action for the next time step is obtained by sampling from the updated decoder
model. Note that the gradients from critic update are not backpropagated to the encoder-
decoder. This reduces the impact of the additional non-stationarity (explained at the end
of the previous subsection) on the Q-values.

It might be desirable to augment the actor network’s inputs to include the latent
embedding as it would bring useful information about the hidden state to bear on the
actor’s computation. However, we avoid this for two reasons. The first reason is technical
difficulty: to run the actor to output a?, we cannot use z' as one of its inputs because the
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encoder itself requires a* as one of its inputs. Using z*~! as an actor input instead would
introduce a one-step lag. The second reason is historical precedent. As Lee et al. [[12]]
argue in their paper, “... the policy is not conditioned on the latent state, as this can
lead to over-optimistic behavior since the algorithm would learn Q-values for policies
that have perfect access to the latent state. Instead, the learned policy in our algorithm
is conditioned directly on the past observations and actions. This has the additional
benefit that the learned policy can be executed at run time without requiring inference
of the latent state.” This observation applies to LIA2C as well (but is surprisingly not
followed by past methods LILI or LIAM). Consequently, we leave the actor network to
recommend an action based solely on the public observation o. The latent state still has
an impact on the actor’s updates via the advantage term, as its gradient is

avg [V logmg(aplo) Ag(o,ag, 2)]. (10)

Figure 2 demonstrates the overall network architecture of LIA2C. The actor receives
observation from the environment and sends self actions to the encoder-decoder network.
The encoder-decoder network updates the approximated model 6’ based on the actor’s
action and observations from environment. The latent embedding of the encoder-decoder
network is sent to the critic for advantage computation. The critic network updates
its parameters based on the latent embedding and environment reward, and sends the
advantage value to the actor for its gradient update (Eq. 10).

4 Experiments

We implemented LIA2C in Python and evaluate its learning performance on multiple
instances of two domains in reference to significant baselines. 3

4.1 Open Organization Domain

A typical business organization (Org) features a mix of cooperation among the em-
ployees for improving the overall financial health of the organization and individual
employee competition with each other for the predetermined bonus pool. Org [6] offers
substantially more realistic challenges than previous MARL evaluation domains. One
of these is that domains generally assume a closed system. In real-life organizations,
employees may leave the organization due to retirement or job-hopping. The organization
hires employees to fill job vacancies, or lays off employees due to business shrinkage. To
simulate this, we introduce the Open Org domain in this paper that generalizes Org to an
open multiagent system (see Fig. 3(a) for a visualization). Open Org contains two types
of agents: employee and manager. Employees have the option to leave the organization.
A manager can hire new employees or fire existing employees based on Org’s current
financial health level. Unlike existing open system domains where external agents enter
the system periodically and/or randomly [18], in Open Org, the system openness is fully
controlled by internal agents. The goal of the agents is to optimize their mixed-motive
payoff under the uncertainty of agent openness.

3 Qur code, parameters, and domain specs are available at https://github.com/thinclab/[A2C/tree/
LIA2C
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Fig. 3: (a) In Open Org, a manager can remove or add an employee to a group while any employee
may resign. (b) States, observations, and their relationship in Org.

States and Observations Five states represent the organization’s financial health levels
as shown in Fig. 3(b) [6]: very low (s,;), low (s;), medium (s,,), high (s3), and very high
(syn)- States are not observable by agents. Instead, agents receive observations of the
amount of orders received by the organization that relates to states, and this information
is public. Meager (o.) would be observed when the organization is in either s,; or s;.
Several (05) is observed when the organization is in either s,, or s;. Many (o,,) is
observed when the organization is in s,;. Agents also receive private observations of
other agent’s actions. Private observations reveal other agent’s true action with probability
1—6,where 0 <§ < 1.

Action and State Transition Employees have four possible actions: self, balance,
group, and resign. Self, as the label suggests, gives a high individual reward and no
group reward; group gives a medium group reward and no individual reward; balance
action gives a low individual reward and a low group reward. The resign action removes
the employee from the organization. In this paper, we let Org contain a single manager
only. The manager has six possible actions: self, balance, group, fire, and hire. Self,
balance, and group are similar to the employee’s actions. The fire action removes the
most recently hired employee whereas hire adds a new employee to the organization.
Joint actions are determined by the number of agents picking self compared to those
picking group, which transitions the state. More agents picking self yields self as the
joint action, which lowers Org’s financial health (by one level). More agents picking
group leads to group as the joint action, which improves the organization’s financial
health (by one level). If the same number of agents pick both, the organization’s financial
health remains unchanged. The employee’s action resign and manager’s actions fire
and hire do not impact the financial health of the organization. In addition, agents only
receive noisy observations of others’ actions. To maximize its overall return, an agent
needs to trade off individual benefits with group welfare to optimize long-term payolff.

Rewards The employee’s reward function is a sum of the agent’s individual reward,
RY £ Ro(st, al), and group reward, R, £ R (s, a). The manager’s reward function
consists of three components: individual, group, and cost:

N
an = (anl RZ) + RtG - Ot
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where o is a Sigmoid function that simulates diminishing returns from the individual
rewards of too many employees. ) _ R, is the sum of all agents’ individual rewards;
R is the group reward determined by joint action; and C' = ¢ X # of employees hired
in this time step, where c is the cost of hiring one employee.

Agent Openness in Organization Any employee agent may leave the system at will or
can be removed, and a new employee may enter the system. New agents may have no
knowledge about the domain and start with exploration, or they may be pre-trained with
domain knowledge. An open multiagent system is thus more challenging than a closed
one in terms of non-stationarity.

In the extant open agent domains, the internal agents do not have complete control
over the system openness. For example, Radulescu et al. [18] presents an open system
simulation of highway driving. High speed vehicles randomly enter the system, while
internal vehicles leave the system if they are too far away from the ego vehicle. Another
example is the firefighting domain introduced previously [1]. Internal firefighters leave
the system if they run out of fire suppressants. Only the firefighters who left the system
previously can subsequently re-enter. When the internal agents have minimal control
over the openness, rational decision making entails modeling the openness and predicting
its impact. In contrast, in Open Org, internal agents can actively manage the system
openness in order to reach optimality.

4.2 Evaluation Domains and Baselines

Our first experimental domain is Org; we use the original (closed) Org and our new
Open Org described in Section 4.1. Our topology of Org is fully connected, where all
agents share one neighborhood. For the Open Org domain, the cost ¢ for hiring one
employee is set to 1, and the individual reward for resign, hire, and fire are all set to 0.
The environment initiates with one manager and one employee.

(a) initial position (b) re-spawned red agent

Fig.4: (a) Agents from blue team are deployed on the left side, while agents from red team are
deployed on the right side. (b) A red agent re-spawned after retreat.

Our second experimental domain is the Battlefield in the well-known MAgent
environment [30] with 10 agents from each team as shown in Fig. 4. It is a grid world
and each agent possesses a field of view centered on itself, with a radius of 5 cells.
Agents can attack adversaries in adjacent cells. Public observation oy encompasses (,y)
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Fig. 5: LIA2C is more sample efficient as it requires much fewer samples to converge on average
than baselines. This is in part because LIA2C’s variance is lower than IA2CT"DM and LIAM.
The improved performance is observed for both (a) 30 employees, and (b) as Org scales up to
100 employee agents. (c) Open Org starts with one manager and one employee. LIA2C and
IA2C" DM policies hire 8 employees each, which leads to the maximum payoff for the manager.
All results are obtained over 5 runs.

coordinates of all agents within this observed area. Each agent receives the true (z, y) of
all agents in its observed area with a 70% chance otherwise receives coordinates that are
adjacent to the true positions. The reward function for an agent is mixed and consists
of two parts: individual reward and group reward. An agent receives -1 for moving or
attacking and 10 for eliminating an opponent. An agent gets a group reward of 2 if its
team has more alive members than the opponent team in each time step. Otherwise, the
agent receives -1 as the group reward. We introduce system openness to the Battlefield
by adding a new action retreat. All blue agents are spawned on the left of the field and
all red agents are spawned on the right of the field. If the agent is not eliminated at the
current time step, the retreat action removes the agent from the current location and
re-spawns the agent on the left or right depending on its color.

Baselines Our baseline methods include:

— an ablation of LIA2C without the KL-divergence term in the loss function (8) to
clarify the value of the process model update, labeled as LIA2C-w/oKLD;

— prior approach TA2C*T+DM described in Section 2.2; and

— a recent method LIAM [17] for modeling other agents that also uses an encoder-
decoder.

Implementation details and hyperparameters are specified in Appendix A in the supple-

mentary material. [A2C has previously been evaluated against CTDE techniques [8] so

we do not include any here.

4.3 Comparative Performance

Org and Open Org We show the learning performance over 5 runs on the original
Org with N=30, 100 agents in Fig. 5. Here, LIA2C converges to the optimal policy in
roughly 3 million steps (total across all episodes) whereas IA2CT DM takes more than
4.5 million steps to converge. For N=100, the latter converges to a policy whose value
is significantly less (Wilcoxon signed rank test, n=5, p=0.008). The ablation LIA2C-
w/oKLD fails to converge to the optimal policy in 5 million steps. LIAM converges to
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suboptimal policies only indicating that it may not be robust to noisy observations of
others’ actions. Equally important, the average variance of LIA2C is 32% lower than
IA2CT"DM and 44% less than LIAM. Indeed, we peeked into the action (Q-) values
for the top two methods and the reduced variance of LIA2C is evident, as shown in
Appendix C. This improved value performance is attributed to the joint latent embedding
of the update of the hidden state and predictive action distributions as discussed later.

However, LIA2C took 9 4+ 1 and 13 =+ 1 hours to converge in the 30- and 100-
agent Org contexts, respectively, on an Intel 64-bit i7 (4 cores, 3.6 GHz each) PC with
Linux and 64GB memory. These are about an hour more in both cases than that of
IA2CT"DM and the increase is due to the learning burden of the additional encoder-
decoder component.

In the Open Org, the manager’s individual reward component o (-) is discounted by
0.9%~1, where F is the number of employees hired. The manager’s cost C for hiring
an employee is 1 per time step. Figure Sc shows cumulative rewards for the different
methods in Open Org. Notice the higher variances from all methods in Open Org.
Clearly, the system openness has exacerbated the non-stationarity of the environment.
Whereas LIA2C converges in roughly 3.5 million steps, IA2C*T DM converges after 5
million. Both LIA2C and IA2C* DM learn to ultimately hire 8 employees, which is
the optimal number of employees that should be hired according to the reward function.
An employee’s policy remains the same as learned in the original Org. LIA2C-w/oKLD
and LIAM were not robust to the openness and failed to reach satisfactory policies with
LIAM achieving just 50-60% of the returns of LIA2C.

100, 100,

80| 80|

@
3

60}

»
3

Win Rate(%)
Win Rate(%)

— LIA2C
— LIA2C-w/oKLD 20
— IA2C++DM
— LIAM

— LIA2C
— LIA2C-w/oKLD
— IA2C++DM

— LIAM

20

0 1 2 3 4 5 0 1 2 3 4 5
Steps(m) Steps(m)

(a) MAgent Battlefield (b) Open MAgent Battliefield

Fig. 6: (a) Within 2 million steps, LIA2C learns a policy that exhibits about 80% win rate, while
baseline methods’ show win rates less than 50%. (b) All methods take more steps to learn good
policies due to the additional uncertainty introduced by system openness; LIA2C and IA2CT4+DM
remain robust to it.

Battlefield and Open Battlefield 1n the MAgent Battlefield domains, all methods are
tested against red agents pre-trained by independent A2C. Figures 6a and 6b show
the averaged win rates of the methods over 5 runs for the closed and open variants,
respectively.
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For the closed domain, LIA2C learns high-quality policies (with win rates of greater
than 80%) relatively early after 2 million steps while IA2CT DM takes nearly twice as
many to reach similar performance. LIAM converges to policies that are close to LIA2C
and IA2CT DM, but the variance is higher. On average, LIA2C’s variance is 29% lower
than TA2CT DM and 41% lower than LIAM’s.

Letting the agents retreat rather than get eliminated challenges LIA2C which takes
nearly 4 million steps to converge to high-quality policies, and IA2C*T+DM is able to
learn policies that are very close to LIA2C. However, we noticed a drop in the perfor-
mance of LIAM in the open MAgent Battlefield. As such, LIAM appears to struggle
with learning accurate latent representations under openness and noisy observations.

4.4 Model’s Predictive Performance

Prediction accuracy To better understand LIA2C’s improved performance, we evaluate
the novel encoder-decoder on its predictive accuracy as we increase the number of agents
N. Figure 7a compares the prediction accuracy of agent population actions in terms
of the predicted configuration (blue) and public observations (cyan) from the encoder-
decoder in LIA2C, with prediction accuracy of these actions by the Dirichlet model
in baseline IA2CTTDM (red). Note that the latter uses observation stacking and does
not explicitly predict the underlying state. We observe that the encoder-decoder model
reaches accurate predictions in few steps that are comparable to the explicit modeling in
the baseline, and these improve with N.

Accuracy (%)
100 Action - 100 Agents

Action - 100 Agents
Action - 30 Agents

80

60 Action - 30 Agents

40

20) Steps

5 10 15 20 25 30 100 75 50 25 3 5 50

(a) Prediction accuracy (b) t-SNE plot

Fig. 7: (a) Next-step action configuration and public observation prediction accuracy across time
steps for increasing N. Blue and cyan lines are the prediction accuracy of LIA2C, and red lines are
the prediction accuracy of IA2CTTDM. Accuracy of both models gets close, which validates the
encoder-decoder architecture. (b) t-SNE plot of the encoder-decoder latent embeddings. Different
colors represent different distributions of € and different points represent different time steps.

Embedding visualization We visualize the latent embeddings learned by the encoder-
decoder using a t-distributed stochastic neighbor embedding (t-SNE), a statistical method
for visualizing the high-dimensional embeddings by giving each data point a location
in a lower dimensional map [15]. Figure 7b shows the two-dimensional projection of
the latent embeddings and Appendix B has additional informative visualizations. We
observe that points with similar colors are connected or nearby, indicating a smooth
transition of the belief over others’ action distribution.
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5 Related Work

CTDE has been a common paradigm in recent MARL research [13,5,29,26] and there
is now better awareness of its limitations [14]. A thread within CTDE toward scaling
to several agents has been value-decomposition to alleviate joint-action based value
representation. For example, Sunehag er al. [24], Rashid ef al. [20] decompose joint
Q-functions as a function of individual agents’ local Q-functions. In contrast, the DTDE
paradigm is under investigated and LIA2C focuses on subjectively learning representa-
tions of the interactive state as well as latent state dynamics. A different thread under
DTDE is independent Q-learning where 12Q [10] improves on IQL [25] by learning
idealized transition functions that marginalize the actions of others under the strong
assumption that both the transitions and policies are deterministic. This line of work
does not aim to intentionally model the other interacting agents as we do.

Encoder-decoder in MARL The use of unsupervised learning techniques to learn low-
dimensional representations of the environment has led to promising improvements in
policy quality and sample efficiency. Recent works such as SIDE [28] and LIAM [17]
focus on learning embedded variable models which represent jointly the state and
environment dynamics, but not the state update, whereas LILI [27] learns the other
agent’s hidden strategy. Furthermore, LILI’s use of maximum likelihood estimation to
learn the latent variable cannot disentangle models of more than one other agent thereby
limiting to N=2 and is better suited for perfect observability of the state and other’s
action.

Learning in open agent systems The number of agents in real-world environments
may not be fixed — agents can leave or enter [3]. Such openness exacerbates the non-
stationarity of the environment. Note that open agent systems generalize classic ad hoc
teamwork [16] by letting agents exit the system and re-enter, and the agent interactions
can be competitive. Past work [1,2] manages the uncertainty due to openness by modeling
neighbors and learning to predict their future presence and behavior. Transfer learning
approaches can also be used for RL in multiagent open systems with Radulescu et
al. [18] offering a CTDE method by learning a single-agent policy and then transfering
knowledge to a multi-agent setting. The policy is shared by direct parameter sharing and
hence only applicable in homogeneous populations. A recent method called graph-based
policy learning (GPL) [19] builds on graph neural networks (GNN) to learn agent models
and joint-action value models in fully observable open multiagent systems. GPL learns
joint action-values that model the effects of other agents’ actions on the subject agent’s
returns, along with a GNN-based model to predict the teammates’ actions. However,
GPL may not scale to contexts containing more than a handful of agents.

6 Concluding Remarks

DTDE offers an alternative to CTDE RL that is better suited in certain contexts. This
paper presented a new individual agent learning method called LIA2C that models
the updates of both the hidden physical state and others’ predicted actions as latent
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while simultaneously utilizing the embedding for A2C in many-agent settings. LIA2C
is a clear improvement on the previous best DTDE method that explicitly models the
agent population’s actions using a Dirichlet-multinomial and updates it directly using
noisy private observations. Evaluations on several instances of two challenging domains
populated by up to 100 agents demonstrates for the first time convergence robustness not
only to noisy observations but also to agent openness where agents may exit and new
ones may enter the system. Favorable comparisons with an ablation lend correctness to
the loss function that facilitates learning.

This study opens up exciting future directions. The observed higher variance in open
domains indicates a need for renewed attention to non-stationarity and the Al stance [23],
long masked by a focus on CTDE. Indeed, volatility introduced by openness may very
well be amenable to latent space modeling.
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Technical Appendix

A Hyperparameters and Implementation Details

The encoder of LIA2C consists of one LSTM layer and a fully connected hidden layer
with the ReLU activation function. The size of the latent layer is 32. The decoder’s
output head for 6 is passed through a softmax activation function, and the observation
reconstruction head is passed through a ReLLU activation function. Both actor and critic
networks consist of an input layer, two hidden layers, and an output layer. The first hidden
layer uses tanh activation function, and the second hidden layer uses a ReL.U activation
function. The optimizer used for the encoder-decoder and IA2C networks is Adam [11].
The learning rates are 3 X 10~* for the encoder-decoder, 1 x 10~3 for the actor, and
1 x 10~ for the critic. The batch size is set to 32. We use the hyperparameter values
specified in [7,17] for the baselines IA2CTTDM and LIAM. The inputs to LIAM are
concatenated public and private observations as well as self actions. In all experiments,
public and private observation noise is set to 0.2. Episode length is set to 30.

B Additional t-SNE of the Latent Space

We show additional two-dimensional t-SNE projections of the latent embeddings for Org.
Figure 8a shows these for a fixed policy of the agent, which picks Self for observation
Omany» Obtained when the underlying states could either be s;g5, O Syery high- Group is
picked for all other observations. The two ends of the curved line in the plot correspond
to the lowest (Syery 10w) and highest (Syery nign) states, respectively. Only actions Self
(denoted in blue) or Group (red) are picked in these states. The red points and blue points
are mixed at the middle of the line, representing the belief transition in corresponding

states.
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Fig. 8: (a) 2D representation of latent embeddings using t-SNE for a fixed policy of the subject
agent. (b) 2D representation of latent embeddings using t-SNE for a uniform random policy.

Figure 8b shows the t-SNE plot of latent embeddings for a uniform random policy in
Org. Differently colored points are uniformly distributed on the curved line, which are
interpreted as corresponding to a uniformly distributed belief.
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o a_o a LIA2C [IA2CT'DM
Omeager| self self 3624 + 221| 3284 + 495
Omeager| self |balance|3768 + 218| 2982 + 511
Omeager| self | group [3828 £ 196| 3136 £ 449
Omeager |balance| self [3850 £ 246| 3252 £ 637
Omeager |balance|balance|3943 + 234| 3410 £ 594
Omeager |Dalance| group (4409 + 252| 3685 £+ 573
Omeager| group | self [4637 £ 271| 3806 £ 580
Omeager| group |balance|4585 + 206| 3591 + 452
Omeager| group | group |4904 + 232| 4013 £+ 515
Table 1: Mean and standard deviations of Q-values of LIA2C and IA2CTTDM in a critical state. o
is the public observation, a_ is the predicted joint action of others, a is the self action. Q-values
are the mean of 5 example runs.

C Comparing Q-Values

Recall that LIA2C shows significant improvement on IA2CTDM’s converged values
for N=100 in (closed) Org. We investigated this result further and compare the action
values Qo(0, ag, wo, z) of LIA2C and Qq(0, ag,C?-°) of IA2C*"DM. Table 1 shows
the Q-values when the observation is 0,,eqger, Which is a critical state in Org.

Observe that (a) the mean Q-values of LIA2C are all much higher than those of
IA2C**DM, and (b) the Q-values of IA2CTTDM clearly demonstrate much higher
standard deviations compared to LIA2C. As such, LIA2C exhibits better stability and
convergent points.

D Learning Time Comparison

Finally, in this section of the Appendix, we measured the clock time in hours required
by LIA2C and IA2CT*TDM to converge in various contexts for the two domains Org
and MAgent. Both methods either consume a similar amount of time to converge or
IA2CT+DM is faster by an hour in some contexts, as shown in Table 2.

Method Domain Convergence Time
LIA2C 30-Agent Org 9+ 1hrs
TA2CTTDM]| 30-Agent Org 8+ 1hrs
LIA2C 100-Agent Org 13 + 1 hrs
IA2CT"DM| 100-Agent Org 13+ 1 hrs
LIA2C 100-Agent Battle 13+ 1hrs
TA2CT TDM|100-Agent Battle 12 & 2 hrs

Table 2: All experiments were conducted on a standard Linux PC with Intel 64-bit i7 processor (4
cores, 3.6 GHz) and 64 GB memory.
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