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Abstract

Cut meshes are a type of mesh that is formed by allowing embedded boundaries to “cut”
a simple underlying mesh resulting in a hybrid mesh of cut and standard elements. While cut
meshes can allow complex boundaries to be represented well regardless of the mesh resolution,
their arbitrarily shaped and sized cut elements can present issues such as the small cell problem,
where small cut elements can result in a severely restricted CFL condition. State redistribution,
a technique developed by Berger and Giuliani [1], can be used to address the small cell problem.
In this work, we pair state redistribution with a high-order discontinuous Galerkin scheme that is
Lo energy stable for arbitrary quadrature. We prove that state redistribution can be added to a
provably Lo energy stable discontinuous Galerkin method on a cut mesh without damaging the
scheme’s Lo stability. We numerically verify the high order accuracy and stability of our scheme
on two-dimensional wave propagation problems.

Keywords: Energy stable discontinuous Galerkin, State redistribution, Cut meshes, Embedded
boundary methods

1. Introduction

Here we present a provably energy stable discontinuous Galerkin (DG) method on 2D cut meshes
using state redistribution. Our method falls underneath the umbrella of Embedded Boundary
methods, where embedded regions 2 are removed from the overall embedding domain, ), which
we take to be Cartesian, to yield the final PDE domain

Q=0\ Qp. (1)

Here we limit ourselves only to 2D domains and thus 0,0, Q cR2. An example of a domain with
embedded boundaries is shown in Figure 1la.

Of interest to us is the simulation of hyperbolic conservation laws. Such conservation laws govern
a wide variety of natural phenomena and include the wave equation, shallow water equations, and
compressible Euler equations. The inclusion of embedded boundaries allows simulation of fluid flow
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around objects and more geometrically complex domains. These laws feature wave-like behavior,
making the acoustic wave equation,

1 0p B

c—2§+V'U—O, (2)
ou
E"’Vp—oa (3)

a model problem before considering more complex hyperbolic conservation laws [2]. Here we limit
our focus to the scalar wave equation, but our scheme can be applied to any linear symmetric
hyperbolic system [3].

In general, linear hyperbolic conservation laws satisfy a continuous Lo energy conservation
property: the Ly energy is constant in time. When dealing with linear conservation laws, certain
numerical methods preserve this energy conservation at the semi-discrete level and are thus said
to be energy conservative. If the numerical method additionally is able to dissipate energy, i.e.
the Lo energy can decrease in time, it is said to be energy stable. For high-order methods, energy
stable formulations are particularly pertinent as high-order methods can suffer from instability [4].
High-order methods are of interest to us as they have greater accuracy per degrees of freedom [4]
and are better suited to unsteady flows [5] due to their lower dissipation compared to low-order
methods [6]. However, high-order methods also feature more degrees freedom per element and thus
are more expensive under mesh refinement. To avoid the need to refine our mesh we appeal to cut
meshes to capture embedded boundaries.

Q

(a) Example domain. (b) Example cut mesh.

Figure 1. An example of an embedding Cartesian domain, {2, with embedded boundaries defining regions Qp to
exclude and the resulting simulation domain €. Once meshed, elements remain Cartesian (white), become cut cells
(active portion purple and yellow), or get excluded from the simulation domain (dark grey). Note cut meshes can
result in extremely small or skewed elements, such as those shown in yellow.

Cut meshes are a form of hybrid mesh and can be linear or curvilinear in nature. In cut meshes
the (typically Cartesian) embedding domain is discretized using standard meshing techniques with-
out regard for the embedded boundaries to create a background mesh. Then, the embedded bound-
aries are allowed to “cut” and exclude elements from the background mesh resulting in a hybrid
mesh of cut and standard elements. An example is given in Figure 1b.



Cut meshes are attractive for use with embedded boundaries as they are relatively easy to gen-
erate and can capture complex geometries well while maintaining computational efficiency [7]. Cut
meshes have a long history in computational fluid dynamics field with one of their first appearances
in [8] in the 1970s. Since their introduction they have been used for a number of applications such
as fluid dynamics [9, 10, 11], fluid-structure interaction [12], front tracking [13], moving boundaries
[14], and physiology models [15]. Here we pair our high-order DG scheme with a Cartesian cut
mesh that features a coarse, computationally efficient Cartesian quadrilateral background mesh
with curvilinear cut elements.

Despite their advantages, cut meshes, which features arbitrarily shaped/sized cut elements, can
pose difficulties for many methods and classes of problems. A recurring challenge is the construction
of volume quadrature rules on cut elements, though this challenge is relative straightforward to
address using techniques from the curvilinear meshing community [3, 16] when exact quadrature
is not needed. A greater challenge when simulating hyperbolic problems on cut meshes is the
small cell problem, where the arbitrarily shaped (and sized) cut elements severely restrict the CFL
(Courant-Friedichs-Lewy; i.e., the maximum stable time step) condition of the simulation.

1.1. Methods for Addressing the Small Cell Problem

Addressing the small cell problem is an active area of research for which a number of methods
have been developed. One way to avoid the small cell problem altogether is to use implicit time inte-
gration as in [17]. However, the cost and complexity of implicit time integration can be prohibitive.
Hybrid explicit-implicit time integration schemes such as in [18, 19] seek to marry the stability of
implicit time integration with the practicality of explicit time integration by using implicit inte-
gration on small elements and explicit integration elsewhere. Such local time integration schemes
can also be fully explicit by using subcycling [20] on small cells. However the use of localized time
integration requires coupling of different time integration schemes and may not sufficiently stabilize
all small elements [20].

More standard method-of-lines approaches using special DG and finite element (FE) schemes
have also been developed that make use of special penalty terms or ghost values to stabilize small
elements. One such example is presented in [21] where penalization of jumps in normal derivatives
is used to build stabilization into the spatial discretization’s mass and stiffness matrices. This has
been done for DG and finite element [22, 23, 24, 21] formulations. The use of penalty terms can yield
the attractive result of being able to assert energy stability [21] or provide a priori error estimates
such as in [24, 23]. However, these error estimates may not always be robust for all geometries [25]
though some provably are [23].

Another penalty-term based method is the domain-of-dependence method, which was developed
solely for hyperbolic problems and uses penalty terms to redistribute mass from a cut cell to its
neighbors [26]. While it was originally developed on triangular meshes for the advection equation
[26] it has since been extended to general linear hyperbolic problems on general elements [27] and
in 1D to nonlinear hyperbolic problems [28]. It has been shown to be Ly energy stable [27], total
variation diminishing in the L; norm [26], and monotone for piecewise constant solutions [29].

While penalty terms seek to provide stabilization by modifying the DG or FE scheme’s formu-
lation, flux-based stabilization is also possible for finite volume (FV) and DG methods. One such
flux-based stabilization approach is h-box methods, which seek to solve a Riemann problem over a
“box” of length/scale h at cell interfaces to compute the numerical fluxes for each cut cell. h-box
methods were first developed for 1D FV cut cells in [30]. This method was further developed in
[31, 32] for adaptation to 2D and to improve accuracy and computational efficiency [33]. Another



flux-based stabilization method is flux redistribution, which was originally developed for front track-
ing in a hybrid finite difference, finite volume scheme in [34]. Similar to the h-box method, flux
redistribution seeks to adjust small cut elements/cells’ flux values but typically does so using flux
values from neighboring elements. While flux redistribution is conservative, it is only first-order
accurate [34, 35].

In the same spirit as flux redistribution is cell merging, also called cell agglomeration, where
small elements are merged with neighbors to eliminate small elements altogether. Cell merging is
a common solution to the small cell problem [11, 7] and can be used in conjunction with other
stabilization methods [20]. However, determining a provably stable time step with cell merging can
be difficult in 2D and 3D meshes [36]. Similar to cell merging is cell linking, which has the benefit
of maintaining the original, unmerged mesh [37, 38, 39].

To address the small cell problem in our solver we use state redistribution, a method developed
by Berger and Giuliani in [1]. State redistribution is in a sense an extension of cell merging and
linking but with the issue of order dependency resolved. Importantly, it is high-order accurate and
conservative in the sense that is preserves the average of the solution and polynomial degree [1].

In this paper we prove that when state redistribution is applied to an energy stable DG scheme
the resulting scheme remains energy stable. The proof of energy stability under state redistribution
is this project’s main contribution to the Embedded Boundary method literature.

The rest of this paper is organized as follows: in Section 2 we describe our DG formulation, which
is energy stable for arbitrary quadrature rules on cut meshes, before describing state redistribution
in more detail in preparation for Section 2.3, where we present our proof of energy stability under
state redistribution. Next, in Section 3 we numerically verify the theoretical properties of our scheme
and compare our solver to the benchmark “Pacman” model for 2D acoustic wave propagation [40].
Lastly in the Appendices we highlight some of the implementational details of our scheme, such as
our approach to representing the embedded boundaries and constructing volume quadrature on cut
elements.

2. Methods

2.1. The DG Formulation

For our DG solver we consider the linear acoustic wave equation. On a given domain ) with
appropriate initial and boundary conditions the acoustic wave equation is given by

19dp

C*QE‘FV'U—Oy (4)
du
EWLVP*O’ (5)

where c is the speed of sound in the medium, p is the pressure, and u € R? is the velocity. We
assume a Cartesian embedding domain {2 over which we impose a Cartesian rectangular mesh of
ng X ny elements. As stated previously our true domain §2 is related to the Cartesian domain €2 by

Q=0\ Qg, (6)

where Qg is the set of embedded regions to be excluded as illustrated previously in Figure 1. The
domain {2 is then decomposed into a cut mesh of N, non-overlapping Cartesian and cut elements,



DF, satisfying
Np,
=|JD" (7)
k=1

For a given polynomial degree N, we define the solution on Cartesian elements using a reference
element D = [—1,1]2. For the reference element solution space we use Q~ (15), the space of tensor
products of degree N polynomials in the & and y direction on the reference element. For this space
we use a tensor product basis of 1D Lagrange polynomials,

¢ij (£, 9) = Li(2);(9), 4,7 =0,1,2,...,N. (8)

We define the solution on cut elements similarly with a nodal basis, but due to the arbitrary
shape of cut elements we can no longer exploit a tensor product structure or use a reference element.
On cut elements we use the space of total degree N polynomials P (D*) = span{z’y’ | i + j <
N,i,j € Zar }. For convenience, we define these polynomials nodally on the physical cut element
using 2D Lagrange polynomials,

wl(xay)ZKZ(xvy)a El(xﬁy]):(slj fOI‘OSZ?L 7’+]SN7 (9)

whose nodal points are approximate Fekete points [41]. Fekete points are a class of interpolation
nodes that yield well-conditioned interpolation matrices [41] with the added benefit of being easy
to generate; however, any set of unisolvent points will suffice. Our cut quadrature rules also use
approximate Fekete points, but require a larger set of nodes which changes the points’ distribution.
In Appendix 6.3 we elaborate on how we generate approximate Fekete points for use as volume
quadrature nodes via a moment-fitting scheme. The same process is used to generate the polynomial
basis nodes and is a form of moment fitting [42].

We define our solution and test space as QY (D*) on Cartesian elements and P (D¥) on cut
elements. Given our solution (p,u) and test functions (g, v), the standard DG formulation [43] for
the acoustic wave equation on a single element D* is given by

190p 1

iy : Z . 1
/Dk 251 DkV uq+2/aDk[[u]] ng, (10)

ou 1

o= ) - 0. 11
. v DkVp 'u+2/3Dk[[p]]n'u (11)

where n is the outward normal of the element D* and [-] is used to denote the “jump” between
the solution on D* and its neighbors

[p] = p* —p, [u] =u — . (12)
where the “4” superscript is used to denote the exterior value of a quantity on a neighboring
element.

Under exact quadrature, this formulation is energy stable on affine meshes and standard DG
approximation spaces. However, cut elements necessitate custom quadrature rules, which in our
current implementation do not provide exactness guarantees. To maintain energy stability we
convert the standard formulation to its skew-symmetric form which is energy stable under arbitrary



quadrature [3, 16]. To derive the skew symmetric formulation, we split the volume terms into halves

1 1
V- oug= = V- -uqg+ = V - ugq, (13)
Dk 2 Jpr 2 Jpr
1 1
Vp-v=-= Vp-v+ = Vp - v, (14)
Dk 2 Jprx 2 Jpk

and then apply integration by parts to one of the halved terms. This allows terms to be com-
bined/canceled with the surface integral terms to yield a new expression for the RHS (right-hand
side):

1 1 1
V-uq—i—f/ [[u]]-nq:f/ (V~uq—u-Vq)+f/ u’ - ng, (15)
1 1 1 N
Vp-v+ - [pl nv = - (Vp-v—pV-v)+ - pn-wv. (16)
Dk 2 Dk 2 Dk 2 Dk

Substituting these expansions into the original formulation in Equations (10) and (11) yields the
skew-symmetric formulation

9P, UG — U - z : 1
/Dk 29 ¢ 2/Dk(V uq —u Vq)+2/8mu ng, (17)
ou 1 1 n
2y == ‘v — V- - .. 1
. v 2/Dk(va pV v)+2/akanv (18)

Lastly we add upwinding penalty terms to the skew-symmetric formulation. These terms dissipate
energy via penalizing jumps in the solution at element boundaries. Adding these terms yields our
final formulation:

1op 1 1 i
J a5 [, rwamw Vo g [ et bl )
1 1
87“,”:,/ (Vp-v—pV%:)—i—f/ (p+n-'u+7'u[[u]]-v). (20)
Dk ot 2 Jpk 2 Jopr

In all of our simulations we set the penalty parameters 7, and 7, equal to 1/2; in general they must
satisfy 7,,7, > 0. By adding energy dissipation, the penalty terms renders our final formulation
energy stable [3, 44]. While we assume here that the speed of sound in the medium c¢ is constant
for simplicity’s sake, varying ¢ can also be accommodated by incorporating its effect into the mass
matrix as shown in [45].

2.2. State Redistribution

Next we briefly describe the action of state redistribution. State redistribution stabilizes the
solution on small elements via a careful merging and redistribution of the solution with the solution
on neighboring elements. In subsequent work since its original publication, a newer, upgraded
version of state redistribution, called weighted state redistribution, uses a different weighting for



the projections to allow state redistribution’s effect to be smoothly activated [46]. Here we use the
original, volume-weighted version of state redistribution for high-order DG methods.

In state redistribution, we first identify cut elements in need of stabilization. A common condi-
tion is cut elements with volume less than one-half the volume of the background Cartesian element,
which we also use. For each small element D*, we determine a merging neighborhood, over which we
merge the constituent elements’ solutions via a volume-weighted projection, II;. Mathematically
we denote the merge neighborhood as

M, = {k, ky, ko, ...}, (21)

the set of all element indices in element D*’s merge neighborhood. For elements that do not require
merging My = {k}.

Unlike cell merging and linking, a given element may contribute to multiple merge neighbor-
hoods. We denote all merge neighborhoods to which an element D¥ contributes as the set

Cp=1{j:keM} (22)

We use the notation |C| to denote the cardinality of C, i.e., number of elements in Cj. The
final solution on each element is the average of all projected solutions to which a given element
contributed. This process is illustrated on a 1D mesh with two small elements and one full-sized
element in Figure 2.
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(a) Here we denote the solution on element DF as wy. Elements DU~ and DOTD are

in need of merging. For each element, including full-sized element DF, we compute merge
neighborhoods My _1, My, My_1.
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(b) Over each merge neighborhood we compute the projected solutions. Notice in the case of
a full-sized element the projected solution on its merge neighborhood is merely the original
solution on that element.
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(c) To compute the final updated solution u* on each element we take the average of all
projected solutions (restricted to the element of interest) to which that element contributed.

Figure 2. The three-step process of state redistribution in 1D over two-small elements and one full-sized element.



State redistribution has been shown to relax the CFL condition of cut meshes to be propor-
tional to the CFL condition of the underlying background mesh. Importantly, state redistribution
preserves polynomial order and conserves the average of the solution [1]. For systems of partial
differential equations, such as the wave equation, state redistribution is applied to each component
individually. State redistribution can be represented as a linear operator, S, acting on a semi-
discrete solution w, and is slightly dissipative in nature, making it a good partner for an energy
stable scheme. The main computational complexity in using state redistribution is in setup: de-
termining which elements are in need of stabilization, building their merge neighborhoods, and
constructing the necessary operators. For a static mesh the state redistribution operators need
only be computed once at the start of a simulation as a preprocessing step and then applied to the
solution are each time step.

2.8. Proof of Lo Stability of High-Order State Redistribution

To prove the energy stability of our final DG formulation with state redistribution, we appeal
to work by Nordstrom and Winters [47] which states that an energy stable DG scheme to which
a contractive filter is applied remains energy stable. Note that in general, filters can disrupt the
energy stability of their underlying method [48]. We interpret the state redistribution operator as
a filter, reducing our proof to showing that the state redistribution operator is contractive in the
Lo norm.

Theorem 2.1. Let S be the state redistribution operator and w € La(€2). Then S is contractive,

1Sull ey < lull ey - (23)

Before proving state redistribution is contractive we first introduce some notation and recall two
basic lemmas.

Definition 2.2. We define the weighted inner product (-,-)nr, over the elements of a merge neigh-
borhood Mj,, A

DMe = {DJ . je M} CQ,
for u,v € PN(DMr) as

1
(va)Mk. = Z W(%’”)@(Di) (24)
jeEMy 'Y

and denote its associated norm as

1
lullag, = (u,w)ar, = > WHUHLZ(DJ‘)- (25)
jeMy 'Y

Lemma 2.3. (Jensen’s inequality) For a set of numbers {x;}"_, € R the following inequality holds

[49] )
i=1 i=1



Lemma 2.4. Let (-,-) denote some inner product on a domain D with inner product norm || - ||.
For a given polynomial degree N, let T : PN (D) — PN (D) be a projection operator satisfying

(Hu,v) = (u,v), YovePY(D).
Then the projection operator 11 is contractive:

[Tl < flull.

The proofs of Lemmas 2.3 and 2.4 are straightforward using standard tools such as Jensen’s and
the Cauchy-Schwarz inequalities. We now present the proof of Theorem 2.3.

Proof. Let (-,-)r,(p) denote the Lo inner product on given subdomain B C (). For a piecewise poly-
nomial u the action of merging the element-wise solutions from all elements in a merge neighborhood
M, can be expressed as a volume-weighted Lo projection II; over Mj. Since state redistribution
conserves the moments of the solution, II; satisfies

(M, v) s, = (u,0)ar,,, Yo € PY(DMr), (26)
The state redistribution operator restricted to D* can then be expressed as
Su|pr = c > . (27)
[Crl bt

Using this notation the application of state redistribution over the entire domain can be ex-
pressed as

Np
HSUH%Z(Q) = Z ||SU|Dk||2L2(Dk) (28)
k=
= — ITu (29)
> fu @ 2o

Np, 1
:;W/m anu . (30)

Applying Lemma 2.3 to (30), we have that

2

Noo N
Z [Ck[? /ch Z Hju Z 7| Z 7“||L2 DF) (31)
k=1 JECk k= cCh

where NV, is the number of elements in the mesh.
We can express nested sums over all k and j € C} equivalently as a nested sum over all £ and
Jj € My, and vice versa. The first of these corresponds to a sum over the final, merged solutions while

10



the second corresponds to a sum of contributed terms from each element. Applying this change
and the definition of the || - |7, norm yields

N Nh
Z Z 111 UHLZ(Dk) Z Z |||Hku||L2(DJ) (32)
k:l jGCk k= 1]61\/Ik
= Z Lkl - (33)
k=1
We can then apply Lemma 2.4 to the RHS
Np
Z Meullig, <> llullis, (34)
My,

before returning the sum of the weighted norm over all £ and j € M}, to sums of the Ly norm over
all k and j € Cy:

Np,
D lluliy, = Z Z || ullZ,psy = Z Cr Z ullZ, ey (35)
k=1 k= lju’:']vf;C ]GCk
Since the summand ||ul[z,pr) does not depend on j we have that
Y ullZ,on = ICull?, o (36)
J€Ck
Substituting this into Equation (35) gives

Np Np

Z I, Z [|u HLQ(Dk) Z ||UH%2(Dk) = ||U||2LQ(Q) (37)
k=1

Jeck

which via the inequalities in (31) and (34) yield the desired result:

1Sull7, 0y < lullZ, -

3. Numerical Experiments

8.1. Manufactured Solution

To test the correctness of our solver we implement a manufactured solution for the wave equation

dp

LV =Lt (39)
ou
o + Vp=0. (39)

11



For the manufactured solution, we prescribe the pressure to be
p = cos(2nt) sin(wz) sin(my). (40)

Substituting the prescribed pressure into Equation (39) and taking w(x,y,t = 0) = 0 yields

T __ 1 sin(27t) cos(mz) sin(my)
v _/0 Vpdr= 2 lsin(%rt) sin(mx) cos(my) (41)
and
flz,y,t) = —msin(2nt) sin(wz) sin(7y). (42)

We simulate this PDE (partial differential equation) on the Cartesian domain [—1, 1]? from which
we cut out a circle C' of radius R = 0.3 centered at (z¢,yo) = (—0.5,0). We use the manufactured
solution to prescribe initial and boundary conditions. To assess our solver we performed a h-
convergence study using degree N = 1,2,3, and 4 polynomials and simulated the manufactured
solution using h = Ax = Ay = 1/2, 1/4, 1/8, 1/16.

Figure 3 shows the pressure solution at ¢ = 0. Note the velocity field is zero at t = 0. For a
degree N solution, we expect AN t! convergence. Figure 4 shows the Lo error convergence results
with KV 1 rates for comparison.

1.0 1.00
0.75
0.5 0.50
0.25
0.0
—0.25
=0.5 -0.50
-0.75
=1.0 -1.00

-1.0 —-0.5 0.0 0.5 1.0

o

Figure 3. Pressure field for the manufactured solution at ¢ = 0 showing the embedded object.
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L2 Error
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0.0625 0.125 0.25 0.5
h=Ax=Ay

Figure 4. Lo error for the manufactured solution at various grid sizes, h, and polynomial degree, N, at time ¢t = 1.3.

3.2. Figenvalues of RHS Operator

In this experiment we seek to highlight the influence of state redistribution on CFL condition in
the presence of a small cell by examining the eigenvalues of the RHS operator with the eigenvalues
of the combined RHS-state redistribution operator.

After the applying the DG discretization to the wave equation, we are left with the global system
of ordinary differential equations

%—lj =M QU = AU (43)

where U is the global vector of unknowns, M is the global mass matrix, @ is the discrete action
of the spatial derivatives, and A = M ~'Q is the overall action of the DG discretization prior to
applying any time integration.

State redistribution can be seen as a linear operator, which we will denote as S, that acts on
the current solution vector. Adding state redistribution to our scheme modifies Equation (43) by
applying state redistribution to the solution vector prior to applying the discretization operator:

oU
T ASU. (44)

We wish to compare the eigenvalues of A with the eigenvalues of AS. To perform this comparison
we consider a circle of radius R = 0.699 embedded at the origin of a 8 x 8 Cartesian mesh on the
domain [—1,1]?. This setup yields a volume ratio of 940 between a full Cartesian cell and the
smallest cut cell and a length ratio of 21.7. Note that we expect state redistribution to improve the
CFL condition/maximum eigenvalue magnitude by a factor similar to the length ratio between a

13



full cell and the smallest cut cell. For our solution space we use degree 4 polynomials. The mesh
for the discretization is shown in Figure 5.

Figure 5. The mesh and embedded object for the eigenvalue experiments, with one of smallest cells highlighted.

Of interest in these experiments is the sign of the imaginary component of the eigenvalues and the
maximum eigenvalue magnitude. The imaginary component of the eigenvalues reflects the energy
conservation status of the scheme: positive imaginary component reflects increasing energy, zero
imaginary component energy conservation, and negative imaginary component energy dissipation.
The maximum eigenvalue magnitude meanwhile dictates the CFL condition of the scheme; the
smaller the magnitude, the more gracious the CFL condition.

Figure 6a shows the eigenvalues of the RHS operator without state redistribution for the original
skew-symmetric energy conservative formulation and the penalized energy stable formulation. With
neither state redistribution nor penalty terms, the eigenvalues of the RHS operator fall solely on the
real axis. When penalty terms are added, the eigenvalues’ imaginary components are pushed into
the left-half plane but maintain a large maximum magnitude. These results confirm the respective
energy conservation and stability of these two schemes.

Figure 6b shows the eigenvalues of the combined RHS-state redistribution operator with and
without penalty terms. In both instances state redistribution is able to shrink the maximum
eigenvalue magnitude and thus improve the CFL condition of the scheme. Table 1 summarizes the
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changes in maximum eigenvalue magnitude both with and without state redistribution.
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(a) Eigenvalues without state redistribution.
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(b) Eigenvalues with state redistribution.

Figure 6. Eigenvalues of the discretization operator with and without penalty terms and state redistribution. With
penalty terms, the maximum magnitudes of the eignevalues’ real components were 183 with state redistribution and
2157 without state redistribution. Without penalty terms, the maximum magnitudes of the real component of the
eigenvalues were 6.07 x 108 with state redistribution and 1.24 x 10~13 without state redistribution.
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Table 1. Maximum eigenvalues for the RHS operator with and without state redistribution and penalty terms.

No Penalty Penalty
No State Redistribution 1438 2157
State Redistribution 100 183
Ratio 14.33 11.74
For reference: Volume ratio=940 Length ratio=21.7

3.3. Pacman Benchmark

Next we compare our solver’s solution with the “Pacman” benchmark given in [40] to test
the accuracy of our scheme. This benchmark provides an analytic solution to the acoustic wave
equation for multiple wave sources scattering around a circle with an angular section removed, an
object that resembles the video game character Pacman. This benchmark is of particular interest
as it features a non-trivial embedded object and wave field while supplying an analytic solution to
test simulations against. Here, we will only consider the case of a incoming plane wave originating
from outside the pacman “mouth”.

For our simulation, we take the circle radius to be R = 1 from which we remove the angular
segment from § = —7/6 to § = w/6. We simulate the resulting pacman object on the Cartesian
domain z € [-3.3,3], y € [-3, 3] and a single 33 x 33 mesh. The offset in the lower z boundary is
to prevent split cut elements, where a single background Cartesian element is cut into multiple cut
elements [50], which our code does not currently support.

As given in [40], the analytic solution to the wave field is given in polar coordinates by infinite
sums of either Hankel or Bessel functions depending on whether the point of interest is outside
(pD, vél), vy(al)) or inside of the pacman mouth (p{D) vén), vy(an)). The solution in the region outside
the pacman mouth is given by:

pD(r,0) = Z (a;? sin(nf) + a;, cos(nd)) HP (kr), (45)
n=0
v (r,0) = ZL Z (af sin(nd) + a; cos(nb)) H.® (kr), (46)
0 n=0
véj)(r, 0) = krlZo Z n (afy cos(nf) — a; sin(nf)) H® (kr). (47)
n=0
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Similarly the solution in the region inside the pacman mouth is given by:

1
pID(r Z b4 7 J(nt1ya) N (k) sin ((n + 2) NH) + b3 Jun (kr) cos (nNG) (48)
n=0
. 1
oD (r,9) Z b“‘J(n#/2 (kr) sin ((n + 2) N9) b3 J!  (kr) cos (nN9), (49)
véll) "0 (n + 1/2) b n J(n+1/2)n (kT) cos ((n + ;) N9> — b3 J,n (kr) sin (nN)

(50)

where H,SQ) is the n'" Hankel function of the second kind, J,, is the n*" Bessel function, N = 6
is the wedge number for defining the pacman mouth angle, and the coefficients a:},a?, bﬁ, bs are
calculated as described in [40]. To compare this solution to our simulation, we truncate this sum to
100 terms. For our simulation we take p = ¢y = 1 and k = 9 which then dictates Zy = 1, f = 1.432,
and w = 9. The plane wave is introduced from the upper right corner of the domain at an angle of
/4.

To introduce the plane wave in our simulation, we use the analytic solution as the boundary
conditions on the Cartesian domain boundaries and zero-velocity boundary conditions on the pac-
man boundaries. The analytic solution at t = 0 is used as the initial condition for our solver. We
ran the simulation up to an end time of t = 1 (approximately 1.43 periods) for degree N =1,2,3,4
polynomials using the Tsit5 adaptive time integration scheme [51] provided in OrdinaryDiffEq. j1
[52] and an initial time step of At =10"%.

Figure 7 shows the analytic and N = 4 solution. While the two seem indistinguishable, there is
in fact large localized error present in the solved solution.
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(a) Analytic solution. (b) Solver solution for N = 4.

Figure 7. Pressure field for the (a) analytic and (b) simulated solutions to the pacman wave scattering problem.

As described in more detail in Appendix 6.1, we represent embedded boundaries using explicit
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parameterizations. Due to this representation corners are represented exactly without smoothing.
The sharpness of the convex corners is a source of localized error due to their lack of differentiability.
Figure 8 shows the pointwise /5 error in (p, u) around the pacman object (clipped to various plotting
thresholds). The actual maximum magnitude of the pointwise error is 0.96. As can be seen in Figure
8a (whose color scale saturates at 0.4), the largest error values are highly localized and propagate
outward from the pacman mouth’s corners (Figure 8b). Besides the error at the corners very low
magnitude error can also be seen all around the embedded object in Figure 8c. This low-level error
around the object may be due to state redistribution and its dissipative nature.
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Figure 8. Pointwise error at ¢ = 1 for the N = 4 solution with the plotting scale clipped to various threshold values.

Figure 9 shows the Ly and L., error over time. Notably, the Lo, exhibits cyclic behavior; we
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theorize this is due to the corner effects of the pacman mouth. The Ly errors also reflect this
oscillatory behavior but still displays the expected long term behavior.
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Figure 9. Lo and Lo error versus time for the pacman benchmark. Note that despite the disturbance caused by the
mouth corners the Lo, error remains bounded.

3.4. Fish Simulation

For our final numerical experiment we consider multiple embedded objects on a high-resolution
mesh to test the versatility of our scheme. For this simulation, we embed 10 “fish” arranged in a
triangle pattern on the Cartesian domain [—1,1]? over which we impose a 120 x 120 mesh. Figure
10 shows the arrangement of fish in the Cartesian domain.

Figure 10. Embedded objects for the fish simulation. Note the fish contain sharp concave and convex corners.
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We impose zero-pressure boundary conditions at the right Cartesian boundary (z = 1) and
fish. On the top and bottom Cartesian domain boundaries (y = —1,1) we impose extrapolation
boundary conditions. For times ¢ € (0, 0.05], the pressure on the left Cartesian boundary (z = —1)
is set to p = 2 to generate a right-moving plane wave; for ¢ > 0.05 zero-pressure conditions are
enforced on this boundary instead. At time ¢ = 0 both pressure and velocity fields are zero. We
ran the simulation up to an end time of ¢ = 6 using the Tsit5 adaptive time integration scheme
[51] provided in OrdinaryDiffEq.jl [52] and an initial time step of At = 10~*. Figure 11 shows
snapshots of the solution as the plane wave passes each column of fish at times ¢ = 0.12,0.19, 0.26,
and 0.32.
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Figure 11. Pressure field at various times showing the reflection and scattering of the initial pressure wave off and
through the fish.

4. Conclusions

We have proven that state redistribution can be added to an energy stable DG formulation
without affecting the scheme’s energy stability. We implemented a high-order energy stable DG
solver with state redistribution for the acoustic wave equation on 2D cut meshes. To accommodate
the loss of polynomially exact quadrature rules on cut elements we use a skew-symmetric DG
formulation which is energy conservative under arbitrary quadrature and penalize the jumps along
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the interfaces of elements to add energy dissipation. Our code for constructing cut meshes and
their associated DG and state redistribution operators are given in the registered Julia packages
PathIntersections.jl and StartUpDG.jl [53, 54]. All code for our experiments is provided in
this paper’s accompanying GitHub repository [55]. Our codes represent embedded boundaries using
explicit parameterizations which allows exact computation of normal vectors on the embedded
boundaries and exact representation of sharp features. As shown in our numerical results, the
presence of sharp geometry features can be a source of error due to their lack of differentiability.
We have numerically verified our solver’s expected convergence rates, energy stability, and relaxation
of the CFL condition via state redistribution.
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6. Appendix: Implementation Details

6.1. Embedded Boundary Representation

To represent the embedded boundaries, we break with much of the Embedded Boundary method
literature and use explicit parameterizations in place of the more common level-set functions. In
the absence of a level-set/signed-distance function we determine which regions to include/exclude
via a right-hand rule. The code to generate our cut mesh and its interpolation, quadrature, and
state redistribution operators are provided in the respective Julia packages PathIntersections. jl
and StartUpDG. j1 [53, 54].

Given a parameterization of a curve C; : [0,1] — R? with parameter s € [0,1], our routines
use a step-based algorithm to calculate mesh-curve intersections. This algorithm walks/ “steps”
along the curve from s = 0 to s = 1 sensing for intersections with the mesh and calculating the
corresponding s values as needed. This setup also allows users to define arbitrary “stop points”.
Stop points can denote junctions in piecewise curves or points of interest on the curve to be used
alongside intersection points to define the faces of cut elements. The intersections and stop points
are then used to determine cut and excluded elements and build explicit piecewise representations
of cut elements’ boundaries. These routines are given in the Julia package PathIntersections. jl.
More information on the routines can be found in the PathIntersections.j1l documentation [53].
An example of the results of the intersection routine, including stop points, are shown in Figure 12
for the pacman mesh.

The use of explicit parameterizations, while not extensible to 3D in our current implementation,
comes with a number of benefits. Explicit parameterizations allow us to exactly represent sharp
features and the curved boundaries of cut elements and exactly evaluate normal and tangent vectors
via the use of automatic differentiation as provided in ForwardDiff.jl [56]. These normal vectors
are used elsewhere in our codes for constructing surface and volume quadratures.
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Figure 12. Example of the mesh-curve intersections calculated by PathIntersections.jl for the pacman mesh.
Note the stop points at the corners of the pacman mouth are included with the intersection points for use in defining
element faces.

6.2. Construction of Merge Neighborhoods

To determine when stabilization is needed for cut elements, we follow the convention in the
original presentation of state redistribution in [1] and stabilize cut elements whose volume is less
than one-half the volume of the Cartesian elements. We can calculate the approximate volume of
the cut elements using their volume quadrature rules applied to the constant function f(x,y) = 1.

To determine merge neighborhoods, we break with convention, which typically dictates merging
with the nearest neighboring element in the direction normal to the embedded boundary. Instead,
we use a greedy, volume-based approach. For a given cut element in need of merging, we compute
its face neighbors. The neighbor that yields that largest increase in volume is added to the cut
element’s merge neighborhood. This is greedy process is repeated, now using the neighboring
elements of the entire merge neighborhood, until the total volume of the cut neighborhood is at
least threshold volume. Notably, the outcome of this process is affected by the order in which
neighboring elements are found as multiple neighboring elements may have the same volume. In
the case of such ties, the first element to be listed is used for merging.

There are other, more advanced ways of computing merge neighbors, such as incorporating the
information on the outward normals of the cut boundary as previously mentioned. In many cases
our greedy scheme, which will always favor merging with Cartesian elements over cut elements,
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resembles the merge neighborhoods that would be found via a normal-based scheme. This is
especially true in the meshes we consider, where most cut elements have Cartesian or near Cartesian
neighbors. In such meshes the greedy nature of our scheme makes it efficient with little impact on
quality. For more complex meshes where cut elements have no Cartesian/near-Cartesian neighbors
our scheme may result in oddly shaped/oblong merging neighborhoods which may impact the extent
to which the CFL condition is relaxed.

6.3. Construction of Volume Quadrature on Cut Elements

To construct volume quadrature rules on cut elements we use the divergence theorem to first
compute target integrals via the surface quadrature. We then compute approximate Fekete points
to use as quadrature nodes and solve for quadrature weights over those nodes using the target
integral values. This approach is a form of moment fitting as described in [42].

6.3.1. Computing the Target Integrals

On each cut element D¥ we seek a high-accuracy volume quadrature rule for integrating an
arbitrary polynomial function g(x,y) € P2V (DF¥). To calculate volume quadrature rules we use an
orthogonal 2D Legendre polynomial basis. Since these basis functions are defined on [—1,1]? we
first map (z,y) € D* to (2,9) € D= [~1,1]2. This mapping consists of shifting the centroid of the
cut element, which we compute as the average of the face quadrature nodes, to the origin and then
scaling by the maximum distance between the centroid and face nodes:

. T — o - 1

xr = — — ) To = — T, (51)
max; \/(xi —%0)%, (i — Yo)? Mg ;

. Y —¥o - 1 ¢

max; \/(xz - 530)2, (yz - QO)Q’ - e 50

where (z;,y;) are the surface quadrature nodes on the faces of the element. We then define the
functional F' that maps g to a vector field F'(g) with V - F(g) = g using

3% (s9) ds] |

%ffl g(Z,7) dr (53)

F(g)(Z,9) = [
The divergence theorem then states that:

/AgdA:/AV-F(g) dA= [ (Fg)- 7) ds. (54)
D D oD

By using explicit parameterizations of the embedded boundaries we have access to exact normal
vectors which allows us to exactly map line quadrature rules to the edges of cut cells. However,
given the embedded boundaries are not (in general) polynomially defined, the resulting surface
quadrature rules are not polynomially exact, though they may be high accuracy. Via (54) we use
a highly accurate surface quadrature rule (4(V 4+ 1) Gaussian quadrature nodes, where N is the
solution polynomial degree) to calculate target volume integral for each basis function, v;, to yield
the vector of target integrals, b

[ptho dA Jop(F(to) - 1) ds
b= : = : : (55)
Jpn dA Jop(F(n) - 1) ds
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6.3.2. Computing Volume Quadrature Nodes
To compute quadrature nodes, we start by sampling a large number of equally spaced points
in the cut element, { (Jck,yk)}gil. We use these points to build a tall, rectangular Vandermonde

matrix V'
¢0($1,y1) ¢N($1,y1)
Yo(x2,y2) P (x2,y2)
V= : ' : (56)
Yo(n,—1,Yn.—1) - UN(TN,—1,YN—1)
Yo(Tn,,YN,) E (TN, YN,)

We apply QR factorization with pivoting to the matrix V7. Since our integrand is total degree 2N,
we take the (2N +1)(2N +2)/2 square matrix of pivot columns of VT to produce a reduced, square
Vandermonde matrix V7. As defined in [41], the sampling points corresponding to the pivot
columns of the QR factorization are approximate Fekete points. Fekete points are interpolation
points that ensure the reduced Vandermonde matrix V7 is well conditioned. With the vector of
target integrals and the reduced Vandermonde matrix we can then solve the linear system

Viw=>b (57)

for w, the vector of quadrature weights.

While our process for generating volume quadrature rules on cut elements is very practical and
utilizes robust routines like QR factorization it has two major drawbacks: it can return negative
quadrature weights and, on extremely small elements, poorly chosen nodes. We discuss both of
these issues next.

6.3.3. Conditioning of the Volume Quadrature Weights on Cut Elements

There are methods for generating purely positive quadrature weights, such as in [57, 58], but
they are more complicated and computationally expensive to compute. Here, the properties of
our formulation do not require positive quadrature weights so we accept the possibility of negative
quadrature weights but acknowledge their impact on numerical round-off.

In Table 2 we list the conditioning of these quadrature weights for the circle mesh used in
eigenvalue experiment and the fish mesh for polynomial degree N = 1,2,3,4. These condition
numbers are computed using the formula

KN = <Zwi> (Z wz) (58)

where w; are the quadrature weights and my is the number of quadrature points for the degree N
scheme. Note if all quadrature weights are non-negative the conditioning number will be 1. Figure
13 shows the cut elements with the best and worst conditioned quadrature weights for N = 4 in

each mesh while Figure 14 shows the spread of conditioning numbers for every cut element in the
fish mesh.
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Table 2. Best and worst cut element quadrature weight conditioning numbers for the circle and fish meshes.

Circle Mesh Fish Mesh
N | my Best Worst Best Worst
1 7 1 2.24163 1 2.17636
2 16 | 1.19370 2.02327 | 1.03374 1.96366
3 29 | 1.10240 2.63219 | 1.00875 2.64212
4 | 46 | 1.08764 3.19112 | 1.02858 6.15015

(a) Circle mesh.

(b) Fish mesh.

Figure 13. Cut elements with the best (green) and worst (red) conditioned quadrature weights from the for N = 4

schemes on the circle and fish meshes.

In the case of the fish mesh, while the cut elements around each fish is

analogous to the cut elements around other fish, analogous cut elements are slightly different. The best and worst

elements actually occur on different fishes.
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Conditioning Number

Figure 14. Cut element quadrature weight conditioning numbers for the fish mesh for N = 4 in order from best
to worst. Of the 520 cut elements in this mesh 48 (9.2%) have a conditioning number greater than 6. All other
conditioning numbers are less than 2.

6.3.4. Poorly Chosen Quadrature Nodes

The second, more problematic issue of poorly chosen quadrature nodes arises with extremely
small elements. Our routine finds the sampling points closest to true Fekete points. As a result the
quality of the final approximate Fekete points depends on the resolution of the sampling points. We
generate sampling points via an evenly spaced grid of points on the background Cartesian element
from which we remove points that are not in the cut element. If the cut element is extremely small,
very few of the generated points will actually be in the cut element and thus represented in V7,
from which the Fekete points are calculated. This issue is reflected in the rank of V'T: if there
where not a sufficient number of well-positioned points, V7' will be low-rank.

To address this issue, we check the conditioning of V7" and resample points on a finer grid until
VT has sufficient rank. This resampling likely influences the clustering of conditioning number
values seen in Figure 14. However, even with this safe guard, the conditioning of the quadrature
rules on extremely small cut cells may be poor. There are alternative methods for generating
volume quadrature such as work by Saye in [57] and [58]. However, for this proof of concept work
we used this approach as it is relatively straightforward in comparison to these other methods.
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