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Automated grading systems, or auto-graders, have become ubiquitous in programming education, and the

way they generate feedback has become increasingly automated as well. However, there is insufficient evi-
dence regarding auto-grader feedback’s effectiveness in improving student learning outcomes, in a way that
differentiates students who utilized the feedback and students who did not. In this study, we fill this critical
gap. Specifically, we analyze students’ interactions with auto-graders in an introductory Python programming
course, offered at five community colleges in the United States. Our results show that students checking the
feedback more frequently tend to get higher scores from their programming assignments overall. Our results
also show that a submission that follows a student checking the feedback tends to receive a higher score than

a submission that follows a student ignoring the feedback. Our results provide evidence on auto-grader feed-
back’s effectiveness, encourage their increased utilization, and call for future work to continue their evaluation

in this age of automation

1 INTRODUCTION

Automated grading systems (auto-graders), are a pop-
ular solution to providing immediate scores and feed-
back in programming courses. Though auto-graders
may not consistently provide the same quality of feed-
back as a human instructor, they can still be valuable
to instructors and students alike due to their imme-
diacy and constant availability. Auto-graders’ scala-
bility supports teaching larger classes, and their effi-
ciency provides students with more timely, on-going
guidance for learning and problem-solving. However,
empirical assessments of auto-grader feedback’s im-
pact on learning outcomes, such as grades and pass
rates, remain insufficient (Keuning et al., 2018). This
raises the question of whether auto-grader feedback
is in fact useful to students, or even utilized at all.
In absence of such studies, instructors run the risk of
dedicating considerable resources to developing tools
that may not necessarily yield better learning out-
comes. Such studies are especially timely when in-
creasingly many educators explore ways to replace or
augment human instructors’ feedback with feedback
generated by large language models (LLMs) (Prather
et al., 2023; Prather et al., 2024).

In this paper, we evaluate auto-graders from a
Python course we offered in partnership with five
community colleges in the United States during the
2022-23 academic year, with 199 student participants.

In this course, we logged and analyzed students’ nav-
igation history, submission history, estimated time
spent, and scores. The course is hosted on a propri-
etary learning and research platform called Sail()'.

For this course, students write source code in lo-
cal files, and submit them by running a submitter exe-
cutable file. Students then log on to the course website
and check their scores and feedback, which are usu-
ally available within seconds. The auto-graders are
containers in a Kubernetes cluster, developed by our
faculty and teaching assistants, and run against stu-
dent submissions. In this paper, we investigate the
following two research questions:

1. Do students consistently check auto-grader feed-
back every time they submit? (RQ1)

2. Is checking auto-grader feedback associated with
better learning outcomes, as measured by stu-
dents’ scores? (RQ2)

We show that checking auto-grader feedback more
frequently is associated with getting higher scores for
programming assignments, and that checking auto-
grader feedback between two consecutive submis-
sions is associated with a higher probability of get-
ting an improved score in the latter submission. We
could not show that checking auto-grader feedback is
associated with increased efficiency (as measured by
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estimated time spent). Further work is needed to ex-
amine our feedback template, experiment with vary-
ing templates, and better understand why some feed-
back templates might be more useful than others for
learning outcome improvements.

This study is focused on auto-grader feedback’s
impact on adult students learning to write correct
code, and excludes other learning objectives such as
style and algorithmic performance. In the rest of this
paper, all feedback is assumed to be provided by an
auto-grader.

2 Related Work

This paper extends our prior work on student out-
comes and working habits when engaged with auto-
graded project-based CS/IT courses delivered through
the Sail() Platform. Previously, we analyzed students’
persistence, their course grades, and self-efficacy in
an introductory programming classes, focusing on the
delivery modality (i.e., online, in-person, cohort, syn-
chronous, asynchronous) (Bogart et al., 2024; Savelka
et al., 2025). We also explored different student ap-
proaches to working on programming projects (work-
ing habits), showing if and how certain habits could
lead to better course performance (Anet al., 2021;
Goldstein et al., 2019). This paper follows up on those
work by investigating how students interact with auto-
grader feedback, provided in a project-based intro-
ductory programming course.

Multiple literature review papers found that there
is insufficient empirical evidence of auto-grader feed-
back’s effectiveness in improving learning outcomes
in programming education. One such systematic liter-
ature review of automated feedback generation tools
developed by the year of 2015 (Keuning et al., 2018)
shows a quarter of them had anecdotal or no evalua-
tion at all; even the tools that had empirical evaluation
(which was about a third of them) differed greatly in
how they were evaluated, and often lacked detail on
the methods and results.  Another systematic litera-
ture review of such tools published between the years
of 2017 and 2021 (Messer et al., 2024) shows most of
these tools had been evaluated using surveys or by be-
ing compared to human graders rather than learning
outcomes such as assignment grades, course grades,
and third-party assessment grades (Pettit et al., 2015).

Demonstrating auto-grader feedback’s effective-
ness for computer science education, and identi-
fying which methods of feedback generation and
presentation work better than others, can have far-
reaching impacts. During the 2021-22 academic year,
108,049 Bachelor’s degrees were conferred in Com-

puter and Information Sciences and Support Services
in the United States alone (National Student Clearn-
inghouse, 2024). Those numbers do not include stu-
dents in other parts of the world, or students in other
fields of study taking programming courses. At least
121 research papers on automated grading and feed-
back tools for programming education were published
between the years of 2017 and 2021 (Messer et al.,
2024). With the growing number of students and
institutions utilizing auto-graders, often in isolation
(Pettit and Prather, 2017), the importance of a shared
understanding on how to generate and present feed-
back that is as effective as it is efficient cannot be
overstated.

Generating effective auto-grader feedback for in-
troductory courses is arguably more difficult than it
is for intermediate or advanced courses, with fail-
ure rates of novice programming courses often ex-
ceeding 30% (Sim and Lau, 2018; Bennedsen and
Caspersen, 2007). This is because novice learners
may even struggle to write code that  compiles, not
to mention parsing feedback or error messages pro-
vided by the auto-graders and by their console. Fail-
ure to understand console messages may cause fail-
ure to compile and submit code, which may in turn
cause failure to receive any feedback at all. This adds
all the more necessity to demonstrating that the feed-
back indeed helps students learn, so that fewer stu-
dents feel left behind. At the time of our study, our
auto-graders suffered from the same limitation,  re-
quiring successful compilation of the students’ code
before they can submit. We have since improved both
our auto-graders and our learning platform such that
the compilation requirement is removed for the initial
programming assignments (Nguyen et al., 2024), the
effects of which we will extensively report on in the
future.

A few studies show a positive impact ~ of auto-
grader feedback on student learning, but with limi-
tations. Some had a small number of students work-
ing in groups and surveyed them after a short  time
period of observation (Kurniawan et al., 2023; Ku-
mar, 2005), which may not be representative of how
auto-graders are deployed in semester-long,  poten-
tially online, large courses. Some did not observe
improvements in the treatment group’s post-tests or
post-assignments (Mitra, 2023). Some did observe
improvements after introducing auto-graders that pro-
vides immediate feedback (Gabbay and Cohen, 2022;
Wang et al., 2011), but it is unclear if the students in-
deed checked the feedback that was provided.

This study builds on those earlier findings by ad-
dressing one of their key limitations:  being able to
differentiate between students checking feedback and



students not checking feedback, while providing feed-
back to everyone. We address that limitation by host-
ing the feedback on submission-specific web pages,
and logging student navigation to those web pages,
which allows us to evaluate our auto-grader feedback
based on knowledge of which students presumably
consumed them.

3 Background

3.1 The Python Course

Our Python course is entirely online and has 9 units,
of which 5 are used by all the colleges included in this
study:

1. In Hello World, students practice how to make a
submission and how to navigate to the feedback
for that submission, using the Sail() Platform.

2. In Types, Variables, and Functions, students
practice creating the basic building blocks of
Python, visualized using a simple calculator app
with a graphical user interface.

3. In Iteration, Conditionals, Strings, and Ba-
sic I/0, students implement a series of functions
which, together with the starter code, become a
report generating app.

4. In Data Structures, students build on that report-
generating app by manipulating lists, dictionaries,
sets, and tuples.

5. In Object-Oriented Programming, students
practice OOP basics by declaring, instantiating,
and extending simple classes.

The course also has optional units in Software Devel-
opment, Data Manipulation, Web Scraping, and Data
Analysis. We excluded data from those units in this
study because not every college used them.

Each unit has four types of modules:  concepts,
primers, quizzes, and projects. For this paper, we
focused solely on projects  as they employ auto-
graders. There is exactly one project per unit, fol-
lowing a project-based education model (Kokotsaki
et al.,, 2016). Our prior work, (Savelka et al., 2023),
provides additional details on the course itself.

Projects are where students spend most  of their
time. For each project, students are presented with a
real-world scenario, and handout code that scaffolds
the scenario (See Figure 1). To complete the tasks
within each project, which are usually spread across
multiple Python files, students extend the code in each
file (sometimes creating new files) drawing upon what
they learned earlier in the unit.

File Edit Options Buffers Tools Python Help

# TODO 6: Import the “pi’ constant here.

ef circle_area(radius):
pass # TODO 1: Replace this line with your code.

ef sphere_volume(radius):
pass # TODO 2: Replace this line with your code

def add_word(text, word):
pass # TODO 3: Replace this line with your code.

# TODO 4: Implement ‘max_minus_min® function here.

# TODO 5: Implement 'max_minus_min_abs' function here

# TODO 7: Implement ‘circle_area_exact® function here

# TODO 8: Implement sphere_volume_exact' function here
# TODO 9: Implement ‘add_numbers_return’ function here.

# TODO 10: Implement “add_numbers_print® function here.
-UU-:x%- F1  task2.py A P CV Ho R Do e ——————

Figure 1: Example of Handout Code
3.2 The Auto-grader Feedback

Auto-grader feedback is generated within seconds for
each submission. The feedback is hosted on a dedi-
cated webpage accessible via a hyperlink on the sub-
missions table for the task on the course website. The
feedback is not provided anywhere else. The feed-
back is available only to the student who made the
submission. The feedback is exclusively textual; an
example is shown in Figure 3.

3.3 The Offerings

When instructors offer the Python course, they may
choose to add additional materials or activities be-
yond the scope of the original course. We do not col-
lect data on those materials and activities.

Six instructors from five colleges in four Amer-
ican states offered the course in our one-year study.
All instructors completed the course before teaching.

Two colleges offered the course asynchronously,
which means all projects were open from the start to
the end of the semester which spanned four months.
The other three offered it synchronously, which
means all students from the same section worked on
the same project in a week, before they moved on to
the next project next week.

4 Dataset

The dataset consists of records of 15 sections of the
Python course, offered in Fall 2022, Spring 2023,
and Summer 2023, at five community colleges in the
United States, for 199 student participants in total.
Records of students who dropped the course (at any
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Figure 2: American States Represented by Participants;
Arizona (1), Illinois (1), New Mexico (1), and North
Carolina (2)

time) or chose not to participate in the research are
excluded from the study. The sections had between 3
and 28 students; most had around 15.

We analyzed data from the first five projects
(which are used by all colleges in this study), and ex-
cluded data from later projects. The projects are zero-
indexed, and will be referred to as projectthrough
projectdn later figures. Each project consists of
2-6 tasks, which could be distributed across multiple
Python files. Students submit their code for each task,
and get feedback for each submission. The number of
submissions is not limited as long as the deadline has
not passed.

We estimate how long a student spends on each
project by counting distinct clock hours in which
they navigate within that project’s web pages or make
submissions to that project’s tasks. This is called
ProjectHouurn later diagrams.

We note the final score a student
each project when that project is due.
ProjectScouna later diagrams.

The colleges are anonymized as A, B, C, D, E.

We do not know if a student actually read the feed-
back for a submission, or how carefully they read it.
We say that a student has checked the feedback if the
event of them navigating to the webpage that hosts the
feedback is logged by our web service.

receives for
This is called

5 Results

5.1 Do students consistently check
auto-grader feedback every time
they submit? (RQ1)

Students check auto-grader feedback almost as often
as they submit. Throughout the course, across five

projects, students made an average of 66 submissions
(o= 72) and checked feedback an average of 64 times
(o = 73). The pattern also holds for each individual
project and for each college, as shown in Figure 4,
where the regression line for all subsets of the data
(based on either project or college, as signified by the
color) closely resemble each other. Their correlation
is explored in the next subsection.

Project College
-+ project0
== project1
== project2
== project3
== project4

Number of Feedback Checks
Number of Feedback Checks

0 25 50 75 100 0 25 50 75 100
Number of Submissions Number of Submissions

Figure 4: NFeedbackChecks v. NSubmissions;
Grouped by Project and by College

However, not all feedback is checked. Recall that
feedback is generated by the auto-grader for each sub-
mission, on a webpage uniquely identified by the sub-
mission, and accessible only to the student who made
the submission. 28% of the feedback pages were
never checked. 56% were checked once. 16% were
checked more than once.

The number of feedback checks may be related
to the assignment’s difficulty. Students are about 3
times as active in projectas they are in project0
as shown in Figure 5. Instructors and authors of
the course expressed in interviews that projectis
the most difficult of the projects. It also has one of
the highest number of tasks (4), while project@nd
projectare two of the easiest projects with the low-
est number of tasks (2). Students are second-most ac-
tive in projectdwhich has the highest number of
tasks (6).



SUMMARY

Project 2: Iteration, Conditionals, Strings and Basic /0
Task 1: Color Game

LEARNING OBJECTIVES

[LO1 PARTIAL] Use conditional statements with complex boolean expressions to solve computational problems involving

| decisions. (3/10)

All feedback starts with
a summary section,
which identifies the
learning objectives that
have not been met and

T(I)TAL SCORE the activities that have
3/10

not been completed.
TO DO
[LO1 - ACTIVITY 2] Implement the “is_correct” function that evaluates if the player's answer is correct. J

DETAILED ASSESSMENT

[LO1] Use conditional statements with complex boolean expressions to solve ¢

[ACTIVITY 1] Implement the “time_color function that resolves the color of the displayed time to black, orange, or red.

[RULE] The “time_color function should return the correct output to a given input.
[RESULT] PASSED (3/3)
[FEEDBACK] Great work! Your implementation of ‘time_color appears to work correctly.

[ACTIVITY 2] Implement the “is_correct” function that evaluates if the player's answer is correct.

[RULE] The “is_correct™ function should return the correct output to a given input.
[RESULT] FAILED (0/7)

ional problems involving decisions.

Feedback exists for both
passed and failed tests.

Dynamic test vectors are
provided, in order for
students to test their

[FEEDBACK] The expected output to the provided arguments “("orange", "green", "yellow", "nonsense", "Neither")" is

| “False”. Your implementation of “is_correct” returned “True™.

own code and fix bugs.

Figure 3: Example of Auto-grader Feedback for A Student’s Submission
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Figure 5: Number of Submissions and Feedback Checks
per Student, Grouped by Project and by College

Figure 5 also shows that students at College E are
twice as active as students at  College A, and even
more so than students at  College B. To better un-
derstand the variations (of the numbers of submis-
sions and feedback checks) among the colleges, we
analyzed how many students from each college at-
tempted each project as their semesters progressed,
as shown in Figure 6. We observed that almost all
students from College B, and more than half of all
students from College A, did not attempt project3
or projectd Lower levels of participation would
explain lower numbers of submissions and feedback
checks.

200

@
o

project0 project1 project2 project3 project4
Project

College [l A [lle [l c Mo &

Number of Active Students
g 3

Figure 6: Number of Students Active for Each Project;
making at least one submission to a project qualifies them
as being active for that project

5.2 Is checking auto-grader feedback
associated with better learning
outcomes, as measured by students’
scores? (RQ2)

We investigated the relationship between the num-
ber of submissions ( nSubmissionsand feedback
checks (nFeedbackCheck the estimated time spent
on a project ( ProjectHouy,sand the project score
(ProjectScoydor each student, using Pearson Cor-
relations, as shown in Figure 7.

We observed that nSubmissions and
nFeedbackCheckhave a strong and positive
correlation (cor = 0-961, p < 0-001), which aligns
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with our earlier observation that students check
feedback almost as often as they submit regardless of
project and college.

nSubmissionand ProjectHouralso have a
strong and positive correlation (cor = 0-474,p <
0-001). We hypothesize that this is because it takes
more time to make more submissions.

The strong and positive correlation be-
tween nFeedbackChecksand ProjectHours
(cor = 0-497: p < 0-001) is a natural extension of the
previous two correlations, but we could not deter-
mine if past a certain threshold students who check
feedback more often per submission end up spending
less time, which would support the hypothesis that
checking feedback allows students to learn more
efficiently.

nFeedbackCheckand ProjectScordave a
moderately positive correlation (cor = 0-273,p <
0-001), which aligns with our hypothesis that feed-
back checks have a positive impact on scores,
but the impact may instead come from spending
more time on the project, as ProjectHourand
ProjectScoredso has a positive correlation that
is a little stronger (cor = 0-344, p < 0.001).

To better understand the impact of checking feed-
back, we analyzed consecutive submissions made by
the same student where the first submission did not
get a full score, and observed if the student checked
the feedback for the former submission, and if the lat-
ter submission got a higher score. We consider two
submissions to be consecutive even if the student at-
tempted another task or another project between the
two submissions. Recall that there are multiple tasks
in a project, and submissions are made to tasks.

Specifically, we call a submission non-maximal if
it does not receive the full score, and non-terminal
if the student makes another submission to the same
task at any time in the future. We analyzed the set of
all such non-maximal, non-terminal submissions, and
computed the following conditional probabilities.

P(Higher|Check) = 38-46%

P(Higher|NotCheck) = 33-77%

Students who check the auto-grader feedback af-
ter a non-maximal, non-terminal submission are more
likely to score higher in the subsequent  submission
(p = 0-0063 following a Fisher’s Exact Test). This
provides statistically significant evidence that check-
ing auto-grader feedback likely has a positive impact
on submission scores. Moreover, our result resembles
that of a previous study (Gabbay and Cohen, 2022)
where the authors noted in 36% of resubmissions for
an online programming course with auto-grader feed-
back, students corrected their mistakes.

6 Discussion

Our study shows that students check auto-grader feed-
back almost as often as they submit code. Our study
also provides evidence of a positive impact of check-
ing auto-grader feedback on assignment scores and
submission scores. Specifically, checking auto-grader
feedback more frequently for an assignment is asso-
ciated with getting a higher final score for that assign-
ment, and checking auto-grader feedback between
consecutive submissions is associated with a higher
probability of getting a higher score in the latter sub-
mission.

However, our study is limited in that it does not
take into consideration variations in the quality of
feedback provided by our auto-graders: some feed-
back may be more useful than others. Further work
is needed to categorize our feedback template using
a framework such as Narciss’ (Narciss, 2008), exam-
ine our feedback generation process, and better un-
derstand how to systematically generate more useful
feedback.

Our learning platform also lacked the ability for
students to give feedback on the feedback they get
from the auto-grader (a feature we are developing
now). A thumbs-up/thumbs-down button, a place for
students to enter plain text feedback, and a bookmark
mechanism allowing students to communicate exactly
where they feel improvements are needed, would help
course authors identify and focus their attention on
feedback that have been labeled as less useful, and
help researchers better understand why some feed-
back might be more useful than other.

Instructors should consider actively encouraging
students to check auto-grader feedback after each sub-
mission. This is particularly important for students
who may be new to programming or auto-graded as-
signments. Instructors should also consider monitor-
ing students’ feedback-checking behavior. ~Students
who rarely check feedback may need additional sup-



port or guidance. Finally, instructors should consider
incorporating discussions about how to effectively use
auto-grader feedback into their courses.  This could
include demonstrating how to interpret different types
of feedback, sharing strategies for debugging based
on feedback, and explaining how feedback relates to
learning objectives.

7 Conclusions

In this study, we explored if and how often 199 stu-
dents from five community colleges in the United
States checked auto-grader feedback as they took the
same introductory Python programming course,  to
see if their feedback-checking behavior seems related
to their scores. Our results clearly show the relation-
ship between the scores and students checking the
feedback. The more often a student  checks auto-
grader feedback for a programming assignment, the
more likely they are to get  a higher score for that
assignment. Furthermore, checking the auto-grader
feedback for a non-maximal, non-terminal submis-
sion is associated with a 4.69% higher probability of
getting a higher score in the subsequent submission
for the same task, than not checking it. Our findings
are based on logging student navigation to the web
pages hosting the individualized feedback, though we
do not know if the student indeed read the feedback
or how carefully they read it.

8 Future Work

Further analysis and categorization of our feedback,
using frameworks such as Narciss’ (Narciss, 2008),
will allow us to better understand what types of feed-
back are more useful than others. Keuning et al. also
called for such a comparison in their systematic liter-
ature review (Keuning et al., 2018).

Additionally, both researchers and instructors
could benefit from instrumenting the learning plat-
form for students to provide feedback on the feedback
they get, so that researchers can evaluate their useful-
ness and instructors can improve their courses. As we
enter an era where programming education is ubig-
uitous for learners at all levels, and generative Al is
starting to generate course content and contextualized
feedback, it becomes all the more necessary that we
continue to demonstrate the usefulness (and usabil-
ity) of auto-grader feedback provided to learners, so
as to ensure that the next generation of programmers
is well-prepare to enter today’s technology workforce.
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