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Program verification and synthesis frameworks that allow one to customize the language in which one is
interested typically require the user to provide a formally defined semantics for the language. Because writing
a formal semantics can be a daunting and error-prone task, this requirement stands in the way of such
frameworks being adopted by non-expert users. We present an algorithm that can automatically synthesize
inductively defined syntax-directed semantics when given (i) a grammar describing the syntax of a language
and (ii) an executable (closed-box) interpreter for computing the semantics of programs in the language of the
grammar. Our algorithm synthesizes the semantics in the form of Constrained-Horn Clauses (CHCs), a natural,
extensible, and formal logical framework for specifying inductively defined relations that has recently received
widespread adoption in program verification and synthesis. The key innovation of our synthesis algorithm is
a Counterexample-Guided Synthesis (CEGIS) approach that breaks the hard problem of synthesizing a set
of constrained Horn clauses into small, tractable expression-synthesis problems that can be dispatched to
existing SyGusS synthesizers. Our tool SYNANTIC synthesized inductively-defined formal semantics from 14
interpreters for languages used in program-synthesis applications. When synthesizing formal semantics for
one of our benchmarks, SYNANTIC unveiled an inconsistency in the semantics computed by the interpreter
for a language of regular expressions; fixing the inconsistency resulted in a more efficient semantics and, for
some cases, in a 1.2x speedup for a synthesizer solving synthesis problems over such a language.
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1 Introduction

Recent work on frameworks for program verification and program synthesis has created tools that
are parametric in the language that is supported [5, 13, 15]. A user of such a framework must define
the language of interest by giving both a syntactic specification and a formal semantic specification
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of the language. The semantic specification assigns a meaning to each program in the language.
However, for most programming languages, and even for simple ones used in program-synthesis
applications, it is usually a demanding task to create a formal semantics that defines the behaviors
of the programs in the language. Obstacles include: (i) the language’s semantics might only be
documented in natural language, and thus may be ambiguous (or worse, inconsistent), and (ii) the
sheer level of detail that is involved in writing such a semantics.

Synthesizing Formal Semantics from Interpreters. In this paper, we propose an alternative
approach—based on synthesis—that is applicable to any programming language for which a com-
piler or interpreter exists. Such infrastructure serves as an operational semantics for the language,
albeit one for which anything other than closed-box access would be difficult. Assuming existence
of a working compiler or interpreter is not hard — usually a language (typically not an “academic”
language) already has an interpreter already implemented, and the language users, if they want to
access techniques like verification and synthesis, need a formal semantics. Thus, we take closed-box
access as a given, and ask the following question:

Is it possible to use an existing compiler or interpreter for a language L to create a formal
semantics for L automatically?

In this paper, we assume that the given compiler or interpreter is capable of executing any program
or subprogram in language L.

This question is natural, but answering it formally requires one to address two key challenges.

First, in what formalism should the formal semantics be expressed? The right formalism should
be expressive enough to capture common semantics, yet structured enough to allow synthesis to be
possible. Furthermore, the formalism should not be tied to any specific programming language—i.e.,
it should be language-agnostic.

Second, how can the synthesis problem be broken down into simple enough small problems
for which one can design a practical approach? The representation of the semantics of most
programming languages is usually very large, and a monolithic synthesis approach that does not
take advantage of the compositionality of semantics definitions is bound to fail.

Our Approach. In this paper, we address both of these challenges and present an algorithm that
can automatically synthesize an inductively defined syntax-directed semantics when given (i) a
grammar describing the syntax of the language, and (ii) an executable (closed-box) interpreter for
computing the semantics of programs in the language on given inputs.

To address the first of the aforementioned challenges, we choose to synthesize the formal
semantics in the form of Constrained Horn Clauses (CHCs), a well-studied fragment of first-order
logic that already provides the foundation of SemGusS [6, 13], a domain- and solver-agnostic
framework for defining arbitrary synthesis problems. CHCs can naturally express a big-step
operational semantics, structured as an inductive definition over a language’s abstract syntax,
which makes them appropriate for compositional reasoning.

For example, the operational semantics for an assignment to a variable x in an imperative
programming language can be written as the following CHC:

[el(s) =r S0 =81 A1 =so[x 1]

IIX = eﬂ(so) =T

The CHC is defined inductively in terms of the semantics of the child term e.
To address the second aforementioned challenge, we take advantage of the inductive structure
of CHCs and design a synthesis algorithm that inductively synthesizes the semantics of programs
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in the grammar, starting from simple base constructs and moving up to more complex inductively-
defined constructs. For each construct in the language, our algorithm uses a counter-example-guided
inductive synthesis (CEGIS) loop to synthesize the semantic rule—i.e., the CHC—for that construct.
For each construct, we use input-output valuations obtained by calling the closed-box interpreter
to approximate the behavior of its child terms. Such an approximation allows us to synthesize
the semantics construct-by-construct, rather than all at once, which converts the problem of
synthesizing semantics into many smaller problems that only have to synthesize part of the overall
semantics.

To evaluate our approach, we implemented it in a tool called SynanTIC. Our evaluation of
SyNaNTIC involved synthesizing the semantics for languages with a wide variety of features,
including assignments, conditionals, while loops, bit-vector operations, and regular expressions.
The evaluation revealed that our approach not only can help synthesize semantics of non-trivial
languages but can also help debug existing semantics.

Goals and No-goals. Our tool SYNANTIC mainly targets users who want to use verification and
synthesis techniques on an existing language. Once SYNANTIC creates the semantics in SemGuS
format, a wide range of tools based on SemGusS can be instantly applied [10]. For example, such
a way enables the user to get a synthesizer for the existing language for free, because the cre-
ation of SemGusS files requires minimal manual labor. Also the original goal is helping SemGuS
users, our techniques are general and we envision they could potentially be applied to other
semantic-specification frameworks (e.g., to help formalize semantics for use with a theorem prover).
Synthesizing semantics of purely academic languages is a no-goal for our tool, because most of
them already have a formal semantics available before the interpreter is implemented, thus creating
the SemGusS specifications would be trivial.

Contributions. Our work makes the following contributions:

e We introduce a new kind of synthesis problem: the semantics-synthesis problem (Section 3).

e We devise an algorithm for solving semantics-synthesis problems (Section 4). In this algorithm,
we harness an example-based program synthesizer (specifically a SyGusS solver) to synthesize
the constraint in each CHC.

e We implement our algorithm in a tool, called SyNANTIC, which also supports an optimization
for multi-output productions, i.e., productions whose semantic constraints include multiple
output variables (Section 5).

e We evaluate SYNANTIC on a range of different language benchmarks from the program-
synthesis literature. For one benchmark, the SYNANTIC-generated semantics revealed an
inconsistency in the way the original semantics had been formalized. Fixing the inconsistency
in the semantics resulted in a more efficient semantics and a speedup (in some case 1.2x) for
a synthesizer solving synthesis problems over such a language (Section 6)

Section 2 illustrates how our algorithm synthesizes the semantics of an imperative while-loop
language. Section 7 discusses related work. Section 8 concludes.

References of the form Appendix A.1 refer to appendices that are available in the arXiv version
of this paper [17].

2 llustrative Example

As discussed in Section 1, our technique synthesizes a semantic specification that is compatible with
the Semantics-Guided Synthesis (SemGuS) format [13]. SemGusS is a domain- and solver-agnostic
framework for specifying program synthesis and verification problems [6]. A SemGusS problem
consists of three components that the user must provide: (i) a grammar specifying the syntax
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of programs; (ii) a semantics for every program in the language of the grammar, provided as a
set of Constrained Horn Clauses (CHCs) assigned to the productions of the grammar; and (iii) a
specification of the desired program that makes use of the semantic predicates. Crucially, SemGuS
enables the development of general tools for program synthesis and verification, thus reducing the
burden of creating such tools for custom languages [10]. However, the stumbling block is that the
end user must be able to provide a semantics of the language they are interested in working with,
a task that can be burdensome and error-prone to perform by hand. In this section, we illustrate
how our technique (implemented in SYNANTIC) automatically synthesizes such a semantics for
an imperative language Imp (cf. Example 2.1)—a simple but illustrative example of SYNANTIC’s
abilities.

Example 2.1 (Syntactic Definition of Imp). Consider the grammar Gryp, that defines the syntax of
Imp for programs with n variables x, ..., Xp:

Su=xy=E|---|xy=E|S;S|iteBSS|whileBdoS
| do Swhile B | repeat Suntil B

B:=false|true|-B|BAB|BVB|E<E

E=0|1]|x|---|*xn|E+E|E-E

The Imp language consists of arithmetic and Boolean expressions, statements for assignment to
the variables x; through x,, sequential composition, if-then-else, and various looping constructs.
Imp also comes equipped with an executable interpreter Jy, that assigns to each term t € £(G)
its standard (denotational) semantics (e.g., arithmetic and Boolean expressions are evaluated as in
linear integer arithmetic, x; = e takes as input a state, and outputs the input state with x;’s value
updated by the result of evaluating e, etc.).

Suppose that we did not know the semantics of Imp a priori; that is, suppose that we only have
access to the interpreter J;,,. How can we synthesize a formal semantics for each program in Gyyp
using the interpreter? A naive approach would randomly generate a large set of terms and inputs,
and try to learn a function mapping inputs to outputs for each term. However, this approach would
only provide a semantics for the enumerated terms, and fails to generalize to the entire language. A
less naive approach might attempt to form a monolithic synthesis problem to synthesize a semantic
function for each production of the grammar that satisfies a set of generated example terms and
input-output pairs. However, it is known that synthesizers scale exceptionally poorly in the size
of the desired output [3], even for Imp;, which has only 17 productions, this approach would be
practically impossible.

Nullary productions. One of the key innovations of our approach is that we synthesize the
semantics on a per-production basis, i.e., working one production at a time. We start by synthesizing
a semantics for nullary (leaf) productions. For Imp;, this means we synthesize a semantics for the
productions 0, 1, X1, false, and true before we synthesize the semantics of any other productions.
For a nullary production p, we synthesize a semantics of the form:

=
Sem(p, xé", xg“[)

which states that, because the term p has no sub-terms, the output is only a function of the input x/".
In our approach, we use a Counter-Example-Guided Synthesis (CEGIS) approach to synthesize a
function f that captures the behavior of Jj, on production p. Within the CEGIS loop, we synthesize
a candidate function f, then verify if it is consistent with 75, (e.g., on a larger number of inputs
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x"). If f is consistent, then we have successfully learned the semantics of p; otherwise, the verifier
generates a counter-example and a new candidate semantic function f.

Inductively synthesizing semantics. Next, our approach synthesizes the semantics for other arith-
metic and Boolean expressions. In this step, we inductively synthesize the semantics of productions
by reusing the semantics of previously learned productions to learn the semantics of new produc-
tions. At this point, we may assume that we know the semantics of all nullary productions. For
instance, suppose that we wish to next learn the semantics of +. At first, our algorithm generates
examples favoring terms like 1 + 1, x + 1, etc. that contains sub-terms whose semantics have already
been learned. For t; + t, our algorithm generates a semantics that can rely on the semantics of its
sub-terms t; and t,. Specifically, the semantics of t; + t, takes the following form:

sem(ty, x{", xf“t) sem(ty, xé", xé’“t)
=G A= O = )

sem(tq + to, xp", x4

which states that the semantics of t; + t; is inductively defined in terms of the semantics of t; and
the semantics of t,. The semantics enforces a left-to-right evaluation order:! the rule expresses
that the input to t;, xi", is a function of t; + t,’s input, x" and similarly that t,’s input, xé”, is
a function of t; + t,’s input, xé", and t;’s output, xlo'” . Finally, it also expresses that the t; + t,’s
output, x5, is a function of its input, x", and the outputs of t; (x?*') and t, (xJ*).

When the semantics of a sub-term t; is known (e.g., for nullary productions), we substitute its
learned semantics for sem(t;, xl?”, xlf’“t); otherwise, we approximate its semantics using examples.
Again, we use a CEGIS loop to generate examples for the entire term t; + t,, as well as any sub-
terms whose exact semantics have not yet been synthesized (e.g., for a sub-term that uses + or —).

The process proceeds analogously for most other productions in Imp.

Semantically recursive productions. The final interesting case is for while loops, for
which the semantics is recursive on the term itself. For semantically recursive produc-
tions, we assume that the semantics can make a recursive call (i.e., effectively acting
as if the term itself is a sub-term). We additionally synthesize a predicate determin-
ing if the recursive call should be made or not. For whilebdos, we synthesize two
semantic rules, one in which the recursive call is made, and one in which it is not.

sem(b, x{”, xf"’) sem(s, xé", xf“’) —Predec(x", xf"t, xf“t)
x{'n =f1(xé" xé’n :fz(xén, xlout xgut :ﬁ)(xé", xi)ur, xzour

sem(while b do s, x;", x{*')

sem(b, xi", x;’"t) sem(s, xé", xé"”) sem(while b do s, x", xé’"t) Pred,ec(xé", xi’”t, xé’”t)
xi’n — fl (xén) xzin — f2(xin’ xi)ut xén — fz(xén’ xi)ut’ x;ut xgut — f(-)(xin’ xi)ut’ xgut’ xé)ut)
sem(while b do s, x[", x7")

As with the previous productions, our algorithm uses a CEGIS loop to synthesize a candidate
semantics of the above form, verify its correctness, and generate a counter-example if the candidate
semantics is incorrect. While we may employ learned semantics for sub-terms, recursive calls to
a sub-term must be approximated using examples because we are still in the process of learning
its semantics. We formally define the semantics-synthesis problem that we solve in Section 3 and
explain how our synthesis algorithm works in Section 4.

Multi-output productions. In the above while-loop example, we saw that the function f; had four
inputs that must be considered when synthesizing a term to instantiate fj. As the number of input

I'We show how to overcome this restriction in Section 5.1.
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variables and the size of the desired result grows, synthesis scales poorly. In the above examples,
the notation is not showing the full picture. For Imp,, all input and (most) output variables are an
n-tuple of variables representing a state of an Imp,, program. Even for just Imp,, f; has twice as
many inputs.

To address this problem, we allow synthesizing the semantics of each output of a production
independently. For example, consider the production X = t (for Imp;). We generate a semantics
using two constraints F and G, independently. The constraint F (resp. G) represents the pair of
functions f; and f; (resp. go and gy).

sem(t, x{”, xi") x{” = fl(xé" = ﬁ)(xé”, x4 -

sem(xo = t, x)", x2"")

sem(t, x", x") x" = g1 (x) X3 = go (x g, x9") o

sem(xo = t, x", x0"!

By independently synthesizing F and G, we reduce the burden on the underlying synthesizer;
however, now the synthesizer is allowed to return an F and G for which f; # ¢;. Thus, F and G
have inconsistent inputs being provided to the child-term ¢. We use an SMT solver to determine
if f; and g, are consistent for each of the example inputs to the term xp = t. If so, we will return
either fy, go, fi (or fo, go, g1 because f; and g; are consistent on all examples—i.e., when evaluated on
the same example they return equal outputs—otherwise, we discover that f; and g; are inconsistent
on some input and add a new constraint to ensure that the same pair of functions f; and g; cannot
be synthesized again. This optimization is further discussed in Section 5.3.

3 Problem Definition

In this paper, we consider the problem of synthesizing a formal logical semantics for a deterministic
language from an executable interpreter. While there are many possible ways to logically define a
semantics, we are interested in an approach that is language-agnostic and inductive. The SemGuS
synthesis framework has proposed using Constrained Horn Clauses as a way of defining program
semantics that meets both of our desiderata. Concretely, SemGuS already supports synthesis for
a large number of languages (which we consider in our experimental evaluation) by allowing a
user to provide a user-defined semantics. As mentioned above, in SemGuS, semantics are defined
inductively on the structure of the grammar (i.e., per production/language construct) using logical
relations represented as Constrained Horn Clauses (CHCs) [13]. In this paper, we follow suit and
address the problem of learning a semantics of this form from an executable interpreter for the
given language. This section formalizes the semantics-synthesis problem that we consider. We
begin by detailing our representation of syntax (Section 3.1), interpreters (Section 3.2), semantics
(Section 3.3), and semantic-equivalence oracles (Section 3.4). Finally, we formalize the semantics-
synthesis problem in Section 3.4.

3.1 Syntax

We consider languages represented as regular tree grammars (RTGs). A ranked alphabet is a tuple
(2, rkx) that consists of a finite set of symbols X and a function rks : ¥ — N that associates every
symbol with a rank (or arity). For any n > 0, £" C ¥ denotes the set of symbols of rank n. The set
of all (ranked) Trees over 3. is denoted by Ts. Specifically, Ts is the least set such that %° C Ty and if
ok eskandty,..., tr € Ty, then O'k(tl, ..., tx) € Ts. In the remainder of the paper, we assume a
fixed ranked alphabet (3, rks).
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A typed regular tree grammar (RTG) is a tuple G = (N, X, 3, T, 0, ), where N is a finite set of
non-terminal symbols of rank 0, ¥ is a ranked alphabet, § is a set of productions over a set of types
T, and for each non-terminal A € N, and 64 (resp. 74) assigns A an input-type (resp. output-type)
from T. Each production in § takes the form:

Ay — 0o (A1,A2> cee ,Arkz(cr))

where A; € N and o € 2. We use L(A) to denote the language of non-terminal A and 5(A) the
set of all productions associated with A (i.e., all productions where Ay is A). In the remainder, we
assume a fixed grammar G = (N, 2,5, T, 0, 7).

Example 3.1 (Gpyp as a Regular Tree Grammar). Consider the Imp language detailed in Section 2,
Gye 1s a regular tree grammar that has been stylized to ease readability. For example, the non-
terminals consist of the rank-0 symbols E, B, and S. The productions include S — x; =(E),
S —;(S,S),and S — while(B,S). For Imp; (IMP with two variables x; and x;), O is the type Z X Z,
representing the state of the two variables, and 7 is Z, representing the return type of arithmetic
expressions.

3.2 Interpreters

We consider a class of deterministic executable interpreters—i.e., a program evaluator for which we
may only observe input-output behavior.

Definition 3.2 (Interpreter). Formally, an interpreter for G maps each non-terminal A € N to
a partial function 7 : (L(A) X 04) — 14—with the interpretation that the interpreter maps a
program t € £(A) and input value in € 04 to some output out € 74 if and only if ¢ starting with
the input value in terminates with the output value out.

Example 3.3 (Interpreters for Imp; ). Recall the ImP language defined in Section 2. The interpreter
I for ImP consists of three base interpreters Zg, Ip, and g, which are used to evaluate arithmetic
expressions, Boolean expressions, and statements, respectively. Throughout this paper, we assume
the interpreters for Imp; (and all IMp variants) evaluate according to the standard denotational
semantics (e.g., @ is the expression that always returns 0 regardless of input state; + is mathematical
+; while b s evaluates b, executes the loop body, and recurses if b evaluates to true and otherwise
immediately terminates; etc.).

3.3 Semantics

We represent the big-step semantics of a language (defined by some grammar G) using a set
of Constrained Horn Clauses (CHCs) within some background theory 7~ per production. While
CHCs (at first glance) seem limiting, this formulation of semantics has been employed by the
SemGuS framework to represent user-defined semantics for many languages [6, 13], including
many variations of Imp, regular expressions, SyGuS expressions within the theory of bit vectors,
algebraic data types, linear integer arithmetic.

Definition 3.4 (Constrained Horn Clause). A CHC (in theory 7) is a first-order formula of the
form:

V}Z‘l,. X, X ¢ /\Rl(xl) VANE /\Rn(xn) = H()Z')
where Ry, ..., R, and H are uninterpreted relations, %y,...,%, and x are variables, and ¢ is a
quantifier-free 7 -constraint over the variables.

To specify the big-step semantics of a non-terminal A € N (for which the interpreter has type

Iy : (L(A) X 84) — 14), we introduce the semantic relation Semp (4, xj‘”, xj“t), where t4 is a
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variable representing elements of £(A), x}' is a variable of type 64, and x3** is a variable of type 74.
Throughout this paper, we may also use [[tAﬂ sem(x') = x5 to denote that Sema (ta, x'¥', x5*) holds.

Example 3.5 (Semantic relations). Consider the Imp; language introduced in Section 2; a semantics
for Imp; uses the semantic relations:

Semg : L(E)XZXZ — bool Semp : L(B)xZxbool — bool Semg : L(S)XZXZ — bool

While CHCs are quite general and capable of defining both deterministic and non-deterministic
semantics, we limit our scope to CHCs that represent deterministic semantics. Furthermore, for a
grammar G, we assume that each production Ay — o(Ay,...,An) € G evaluates sub-terms in a
fixed order from left to right (i.e., for a term p(t;, ..., t,) sub-term t; is evaluated before t,, etc.).
While this imposed order may seem too restrictive, we later show how this restriction can be lifted
by considering all permutations of sub-terms.

Definition 3.6 (Semantic Rule, Semantic Constraint). Given a production Ay — p(A;,...,Ap) a
semantic rule for p is a CHC of the form:

Sema, (11, xi", xf"t) . Sema,, (tn, X, in 0’”) F(xi”, .. .,x x(‘)’“t, .. .,xzut)
Sema, (p(t1, ..., 1), x0 " x5 (1)
where F is constraint over theory 7, which we call a semantic constraint, that takes the form:
X = RO A AT = f (M x0M x) A X = (e xS X)) AP XM x0M)

@)
where each f; is a function that returns a term of type 64, for i > 0 and 7,4, for i = 0. The semantic

constraint also includes predicate P(x xout

Xt x;"“t) that determines when the semantic rule is
n

valid (e.g., for conditionals and loops).

Example 3.7 (Semantics of do_while). We give the semantics of the do_while ImMp statement
below:

[s](x1) = x}

[b](x2) =13 [do s while b](x3) = x5 rp X1 = Xo X2 = X] X3 = X] xg = x5
[do s while b](xp) = x;

[s](x1) = x] [b](x2) =1 =rp X1 = X X2 = X] x5 = Xx]
[do s while b](x9) = x;
The first rule executes the statement s and then, if the guard b is true recursively executes the

whole loop and returns the resulting value. The second rule executes the statement s and then, if
the guard b is false returns the output produced when executing the statement s.

3.4 Equivalence Oracle and Semantics Synthesis Problem
For a grammar G, a semantics Sem for G, and an interpreter 7 for G, an equivalence oracle is used
to determine whether Sem is equivalent to the semantics defined by the interpreter 7.

Definition 3.8 (Equivalent, Equivalence Oracle). Given an interpreter 7 for a language G, a
subgrammar G’ C G, and a semantics Sem for G’, we say that J and Sem are equivalent on G’ if
and only if for every term ¢t € L(G’), input in € 84, and output out € 7, we have:

I(t, in) = out & [[t]sem(in) = out

An equivalence oracle & for 7 is a function that takes as input a semantics Sem for G’ and
determines if Sem is equivalent to 7 on G’. If Sem is not equivalent to 7, then & returns an
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example (in, t, out) for which 7 and Sem disagree—i.e., there is some term ¢ and input in such that
[t]sem(in) # [t] r (in)—and otherwise returns None when Sem and I are equivalent.

Given a language (a grammar and accompanying interpreter), the semantics synthesis problem
is to find some semantics of the language that is equivalent to the interpreter. We formalize the
semantics synthesis problem as follows:

Definition 3.9 (Semantics-Synthesis Problem, Solution). A semantics-synthesis problem is a
tuple # £ (G, I,E), where G is a grammar, I is an interpreter for G, and & is an equivalence
oracle for 7. A solution to the semantics-synthesis problem  is a semantics Sem for G that is
equivalent to 7 as determined by &.

4 Semantics Synthesis

This section presents an algorithm SEMSYNTH (Algorithm 1) to synthesize a semantics for a language
from an executable interpreter. The input to SEMSYNTH is a semantics-synthesis problem consisting
of (i) a grammar G, (ii) an executable interpreter 7 for G, and (iii) an equivalence oracle & for 7.
Upon termination, SEMSYNTH returns a semantics Sem for G that is equivalent to the executable
interpreter 7 as determined by the equivalence oracle &.

Synthesizing a semantics for arbitrary languages comes with several challenges. In general,
semantics are defined as complex recursively defined functions that provide an interpretation
to every program within the language. Trying to directly synthesize such a semantics is already
impractical for relatively small languages, such as the Imp language defined in Example 2.1.

As described in Section 3.3, we consider semantics represented using logical relations defined
by a set of Constrained Horn Clauses per production of G (cf. Definition 3.6). By formulating
the desired semantics as CHCs per production, SEMSYNTH can synthesize the semantics of G one
production at a time. In fact, because SEMSYNTH uses examples to approximate the semantics of
all sub-terms during synthesis (cf. Section 4.1), SEMSYNTH can synthesize the semantics of each
production independently. Finally, by fixing the shape of the semantics (i.e., as a set of CHCs per
production), SEMSYNTH reduces the monolithic synthesis problem to a series of first-order synthesis
problems—specifically, by using a SyGusS or sketch-based synthesizer to synthesize the constraint
of each semantic rule (CHC) defining the semantics of a production.

The remainder of this section is structured as follows: Section 4.1 provides a high-level overview
of how SEMSYNTH solves semantic-synthesis problems, Sections 4.2 and 4.3 provide specifications
for SYNTHSEMANTICCONSTRAINT and VERIFY, which synthesize semantic constraints from examples
and verify candidate semantic constraints against the interpreter, respectively. Finally, Section 4.4
explains how SEMSYNTH handles semantically recursive productions.

4.1 Overview of SEMSYNTH

SEMSYNTH (Algorithm 1) uses the counter-example-guided synthesis (CEGIS) paradigm to synthe-
size a semantics for G that is equivalent to J according to the equivalence oracle &. Throughout
this section, we will use the Imp language from Example 2.1 to illustrate how SEMSYNTH operates.

Synthesizing a Candidate Semantics. After initialization, SEMSYNTH synthesizes the semantics of
each production. SEMSYNTH employs a CEGIS loop to synthesize the semantics of each production.
During each iteration, SEMSYNTH first synthesizes a candidate semantic constraint (cf. Definition 3.6)
for production p using SYNTHSEMANTICCONSTRAINT. The procedure SYNTHSEMANTICCONSTRAINT
returns some semantic constraint for p that satisfies the set of examples E. Section 4.2 provides a
formal specification of SYNTHSEMANTICCONSTRAINT’S operation.
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Algorithm 1: Semantics-Synthesis Algorithm
1 Procedure SEMSYNTH (G, 1, &)

2 foreach production p of G do

3 E—0; // Example Set for Production p
4 do

5 Sem|[p] < SYNTHSEMANTICCONSTRAINT(p, E) ; // Get candidate semantics
6 CEX « VERIFY(Sem[p],p, 1, E) ; // Check candidate semantics
7 if CEX # 0 then

8 ‘ E— EUCEX; // Update example set
9 while CEX # 0;
10 return Sem;

SEMSYNTH then uses the procedure VERIFY to determine if the semantics synthesized for produc-
tion p is consistent with the interpreter J as determined by the equivalence oracle &. A formal
specification of VERIFY is provided in Section 4.3. If VERIFY determines that the candidate semantics
of p is correct, then VERIFY returns an empty set of examples and SEMSYNTH proceeds to synthesize
the semantics of the next production. Otherwise, if VERIFY determines that the candidate semantics
of p is not equivalent to the interpreter 7, VERIFY returns a set of examples. The new examples are
added to the example set E, and the CEGIS loop repeats and synthesizes a new candidate semantics
for p.

4.2 Specification of SYNTHSEMANTICCONSTRAINT

Before formally specifying SYNTHSEMANTICCONSTRAINT (Section 4.2.3), we first define example
sets (Section 4.2.1) and when a semantic constraint is consistent with an example set (Section 4.2.2).

4.2.1 Example Sets. For an interpreter 7, an example set E is a set of examples consistent with 7.

Definition 4.1 (Example set for interpreter I'). Given an interpreter 7 for grammar G, an example
set E for interpreter I is a finite set of examples of the form (in, t, out), where t € L(G) and
I (t,in) = out.

Example 4.2 (Example set for Imp;). Recall the interpreter Iy, described in Example 3.3
for language ImMp;. An example set E for Iy, might include the examples (0,0,0), (1,9,0),
(Lx =0;x=x+4,4), and (10,while @ < x do x == x — 1,0); however, an example set for Jiy,
could not include any example of the form (n,while @ < x do x = x + 1,n’) where n (the initial
value of x) is some positive number. Since, while @ < x do x = x + 1 would not terminate on the
input n. The example (n,while @ < x do x = x + 1,n’) would violate the assumption that E only
contains examples consistent with the interpreter Jpp.

4.2.2 Example Consistency. In SEMSYNTH, we use the example set E to ensure that the semantic
constraint returned by SYNTHSEMANTICCONSTRAINT is consistent with 7 for at least the examples
appearing in E.

Definition 4.3 (Consistency with Example Set). Given a production Ay — p(Aj,...,A,), a se-
mantic rule R with semantic constraint F of the form defined in Definition 3.6, and example set
E, we say R is consistent with E if and only if the semantic constraint F is consistent with E.
Furthermore, the semantic constraint F is consistent with the example set E if for every example
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<inAo,p(t1, oo tn), outA0> € E the following condition holds:

xé” = ing
A Summary(t;)
Vxé", .. .,xfl", xg“t, X0 = x(‘)’”t = out (3)
A Summary(ty)
A F

where Summary(t;) = \/{xii" = in; A x{™ = out; : (in;, t;, out;) € E} summarizes the semantics of
t; according to the examples found in E.

Example 4.4 (Example Consistency). Consider the production for the operator +, and the (correct)
semantic constraint F = x[" = x{" Ax® = x[' Ax{" = x{" +xJ"'; F is consistent with the examples
(0, % + 1, 1), {0, X, 0), and (0, 1, 1). Specifically, the following formula is valid:

Ve, ol a8, 0 x g (P = 0N (AP = 0A X = 0)A ("= 0A XM = 1) AF) = XM = 1.
4.2.3 Formal Specification of SYNTHSEMANTICCONSTRAINT. The procedure SYNTHSEMANTIC-
CoNsTRAINT takes as input the production p whose semantics is to be synthesized and the current

example set E; it returns a constraint F—of the form defined in Definition 3.6—defining a semantics
for production p that is consistent with the example set E.

Example 4.5 (Synthesizing semantics of x = consistent with examples). Recall that for the language
Imp, the semantics of the production x = is represented as (a set of) CHC rule(s) of the form:

Sempg (e, x!", xg") A X = f(xé”) A X = g(xé”, x4

Sems(x =e, x;", xJ"*

for some functions f and g (in the theory of linear integer arithmetic). The procedure call
SYNTHSEMANTICCONSTRAINT(X =, E) synthesizes the formulas f(x[") = ty and g(x", x') = 1,
and returns the constraint F £ xI" = 7 A xJ" = t, so that F is consistent with E.

We note that for functions expressible in a decidable first-order theory, this problem can be
exactly encoded as a Syntax-Guided Synthesis (SyGuS) problem [2] and solved by a SyGuS solver

(e.g., cvcs [4]).

4.3 Specification of VERIFY

The procedure VERIFY takes as input the production p, a candidate semantics of p, the interpreter
7, and the equivalence oracle &; it determines if Sem is equivalent to the interpreter I for all
terms of the form p(t, ..., tx) € L(G). If VERIFY determines that the candidate semantics of p is not
equivalent to 7, VERIFY returns a set of counter-examples CEX such that (i) CEX is consistent with
7, (ii) CEX is not consistent with the candidate semantics of production p, and (iii) for the input
production p, there is exactly one example of the form (i, p(#,. .., tx), 0) appearing in CEX (for
any other production p” # p, there can be many examples of the form (i’, p’(t1, ..., tx), 0’) in CEX).
Otherwise, VERIFY returns an empty-set to signify that the semantics of p is equivalent to 7 for all
terms of the form p(ti,..., %) € L(G).

Example 4.6 (Synthesizing Semantics of @ for Gp,p). Recall the Imp language in Example 2.1.
On some iterations, SEMSYNTH will consider the production @ (a leaf/nullary production).
During the first iteration of the CEGIS loop for 0, the example set E will be empty and
SYNTHSEMANTICCONSTRAINT may return any constraint F of the form x{* = f(x/"). Assume
that SYNTHSEMANTICCONSTRAINT returns the constraint x0* = 1. VERIFY returns the counter-
example (0, 0, 0), and the example set E is updated.
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In the next iteration, the CEGIS loop must return a constraint satisfying the updated example set.
For example, suppose that SYNTHSEMANTICCONSTRAINT returns the constraint x{“ = x{". Again,
VERIFY determines that xg“‘ = xé” is incorrect and returns the new counter-example (1, 9, 0). The
example set E is updated with the returned counter-example.

A new iteration of the loop is run. On this iteration, SYNTHSEMANTICCONSTRAINT must return
a constraint that satisfies both of the previously returned examples. This time SYNTHSEMANTIC-
CONSTRAINT returns the constraint x(‘)’"t = 0, VERIFY determines that x(‘)’“t = 0 is correct, and
SEMSYNTH proceeds to synthesize the semantics of the next production (e.g., 1).

In Example 4.6, we see how SEMSYNTH handles nullary (leaf) productions. SEMSYNTH works
nearly identically for most production rules (excluding semantically recursive productions like
while loops). We demonstrate in Example 4.7 how SEMSYNTH synthesizes a semantics for non-
nullary productions.

Example 4.7 (Synthesizing Semantics of Sequencing for Imp.). Continuing from Example 4.6,
SEMSYNTH proceeds and comes to the sequencing operator (i.e., for production S — ;(S,S)).
After several attempts at synthesizing the semantics of sequencing, E contains the examples
0,x=1;x=0,0), (0,x =0;x =x+1,1),and (1, x = Q; (x = 1;x =x+1),2).

In addition to these examples, we summarize the semantics of each example’s sub-term with
further examples in the example set E. These summarized examples of sub-terms are generated by
data-flow propagation through the term p(#1, . . ., ) using the input i. Because the execution output
of a certain sub-term ¢; can be used as input for any following term t; where [ > j, we repeatedly
enumerate all possible inputs for each sub-term (and add them into E) until we reach a fix-point, i.e.,
no new examples for sub-terms are found. SEMSYNTH then generates the formula specifying that
the desired semantic constraint is consistent with the example set E using the generated summaries,
and produces a new semantic constraint using SYNTHSEMANTICCONSTRAINT. On this iteration,
SYNTHSEMANTICCONSTRAINT returns the correct semantic constraint, VERIFY determines that it is
correct, and SEMSYNTH proceeds to synthesize a semantics for the next production.

4.4 Synthesizing Semantics for Semantically Recursive Productions

So far, we have seen how SEMSYNTH handles nullary productions and structurally recursive pro-
ductions (e.g., i te and sequencing). However, we have not yet seen how to handle productions that
are semantically recursive (e.g., while loops). To handle semantically recursive productions, we
augment the form of the desired constraint to be synthesized: SYNTHSEMANTICCONSTRAINT must
synthesize a predicate P, and two base constraints Fyonre. and Fy. such that for every example
(in, p(t1, ..., ty), out), the following conditions hold:

in  out
Sema, (11, x4, X31)

in out in out out in out out in _ .
SemAn(tnsxA"ax n - rec(xAU,xAl s Xa, Fnon—rec(xAu,xAl;---,xAn Xy, =N
out NON-REC
on = out
in out in out
Sema, (t1, x,, x3") Sema, (tn, x}y s X4")
in’ _ out’ in  out out in  out out in _ .
Seon(P(tl,u.,tn),on )on ) Prec(on,xAlw-uxAn Frec(on:xAl)-n’xAn on =1in REC
x5 = out

where P,.. determines if the non-rec or rec condition should hold. The non-recursive case is similar
to the conditions for non-semantically recursive statements (with the addition of asserting that Py,
is false). The recursive case, however additionally allows the semantics to make use of a recursive
call to the program term. Other than the change in the shape of the desired semantics, SEMSYNTH
remains unchanged.
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Example 4.8 (Synthesizing semantics of while loops for Imp.). Continuing from Example 4.7,
SEMSYNTH eventually considers the while production. We assume that the grammar G additionally
annotates whether each production is semantically recursive.

After several iterations of the CEGIS loop, the example set E contains the examples (0, ¢, 0),
(1,t,0), and (2,t,0), where ¢ is the term while @ < x do x := x — 1. In this iteration, SYNTHSEMAN-
TICCONSTRAINT gets called with a recursive summary of ¢ containing the three examples, and
examples for x := x — 1 and @ < x.

In this iteration, SYNTHSEMANTICCONSTRAINT finds the correct Prec, Fron—rec and Frec. VERIFY
determines that the result is indeed correct and the main loop of SEMSYNTH continues to the next
production. If while is the last production of the considered grammar G, then SEMSYNTH terminates
and returns the synthesized semantics for each production.

Now that we have defined how SEMSYNTH handles semantically recursive productions, SEMSYNTH
is fully specified. Theorem 4.9 states that SEMSYNTH is sound.

THEOREM 4.9 (SEMSYNTH Is SOUND). For any semantics-synthesis problem P = (G,1,E&), if
SEMSYNTH(G, I, E) returns a semantics Sem, then Sem is a solution to P.

PrROOF. SEMSYNTH iterates over the productions in some order, say py, . . ., px—1. For all iterations
0 < i < k, SEMSYNTH maintains the invariant that the synthesized semantics Sem is correct with
respect to the oracle & for all previously considered productions p, through p;_;. This condition
trivially holds on the first iteration. To proceed to iteration i + 1, the CEGIS loop for production
p; must terminate. For the CEGIS loop to terminate, VERIFY must return an empty set of counter-
examples, which implies that Sem is correct for the production p; (and that the semantics for
productions py, . . ., p;—; were left unmodified)—and thus the invariant is maintained. The algorithm
only terminates after exploring all productions. Consequently, upon termination, Sem must be
correct for all productions of G—i.e., Sem satisfies the given semantics-synthesis problem . O

While Theorem 4.9 states the soundness of SEMSYNTH, it fails to show that SEMSyNTH will
eventually synthesize a correct semantics. Theorem 4.10 states that SEMSYNTH makes progress.
Intuitively, it states that once a semantic rule for production p is explored during some iteration of
the CEGIS loop, it is never explored in any future iteration of the CEGIS loop for production p.

THEOREM 4.10 (SEMSYNTH MAKES PROGRESS). For any semantics-synthesis problem P = (G, I, E),
if SEMSYNTH(G, I, ) is synthesizing the semantics of production p and on the k™ iteration of the
CEGIS loop for production p, SYNTHSEMANTICCONSTRAINT produces the semantic relation Ry, then for
all future iterations j > k, SYNTHSEMANTICCONSTRAINT will return some relation R; # Ry.

Proor. Assume that the negation holds, i.e,, “3j > k.R; = R”. By the assumption j > k, it must
be that VERIFY (Rg, p, Z, &) returned a non-empty set of examples CEX. Otherwise, the CEGIS loop
for production p would have immediately terminated and not continued to iteration j. By definition,
Ry is inconsistent with the set of counter-examples CEX. The returned counter-examples CEX are
then added to the example set E for all future iterations. By assumption, R; must be consistent with
the example set E, and thus R; must not be Ry, a contradiction. O

5 Implementation

This section gives details of SYNANTIC, which implements our approach to synthesizing semantics
via the algorithm SEMSYNTH. SYNANTIC is developed in Scala (version 2.13), and uses cvc5 (version
1.0.3) to solve SyGuS problems—which are used within our implementation of SYNTHSEMANTIC-
CONSTRAINT to generate candidate semantic constraints. The remainder of this section is structured
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as follows: Section 5.1 details how we implement SYNTHSEMANTICCONSTRAINT. Section 5.2 summa-
rizes the implementation of VERIFY, and explains how we approximate an equivalence oracle for an
interpreter. Section 5.3 presents an optimization of SYNTHSEMANTICCONSTRAINT for productions
with multiple outputs (i.e., where the output type of a production is a tuple).

5.1 Implementation of SYNTHSEMANTICCONSTRAINT

In Section 4, SEMSYNTH is parameterized on the procedure SYNTHSEMANTICCONSTRAINT. On line 5
of Algorithm 1, we assume that SYNTHSEMANTICCONSTRAINT produces a semantic constraint F
for production p; that satisfies the example set E. To accomplish this task, we construct a SyGuS
problem consisting of a grammar of allowable semantic constraints and a set of conditions to
enforce that the semantic constraint is consistent with the example set. To handle productions
whose semantics does not evaluate its child terms from left to right, we run in parallel a version
of SYNTHSEMANTICCONSTRAINT for each permutation of the child terms and immediately return
upon any permutation’s success. In practice, for all of our benchmarks, all the productions evaluate
their children from left to right.

We defer discussion of the SyGuS grammars we use to Section 6.1 when we discuss each
benchmark. The specification of the semantic constraint is exactly the condition specified in
Equation (3).

5.2 Implementation of VERIFY

In Section 4, Algorithm 1 is parameterized on the procedure VERIFY (line 6), which uses the
equivalence oracle & to determine if the learned semantics Sem is consistent with the interpreter
for all terms of the form p(ty,...,t) € L(G) for some production p. In SYNANTIC, we approximate
an equivalence oracle using fuzzing. Specifically, we randomly generate terms and inputs and use
the interpreter 7 to generate an output. We then use the learned constraint for p; to generate
inputs to each sub-term (from left to right), and compute outputs for each using interpreter 7. In
effect, we are computing a new example set E’, and testing the semantic constraints learned so far.
If any example disagrees with the learned semantics of production p, we return the example (and
necessary child-term summaries) as a counter-example.

When VERIFY fuzzes the semantics, it uses the interpreter to generate examples (i.e., terms with
corresponding input-output examples). During example generation, we set a recursion limit of 1,000
recursive calls. We discard an example—i.e., we assume the program does not terminate—if its run
exceeds the recursion depth. We then evaluate the candidate semantic constraint from left-to-right
to ensure that the semantic constraint is consistent with each of the generated examples. We return
the first example (and the child-term summaries for the example) that is inconsistent with the
candidate constraint.

5.3 Optimized SYNTHSEMANTICCONSTRAINT for Multi-Output Productions

In Section 5.1, we described how SYNTHSEMANTICCONSTRAINT produces and solves (using cvc5) a
SyGusS problem to synthesize a semantic constraint that is consistent with the current example set.
However, it is well known that SyGusS solvers scale poorly as a function of the size of the desired
grammar/result. This issue is especially problematic when learning a semantic constraint for a
language in which productions have multiple outputs (e.g., statements for Imp with more than one
variable) and thus the grammar and resulting constraint grow with the number of outputs.

For some languages, it is possible to augment the semantics of the language to use a suitable
theory to encode multiple outputs as a single output—e.g., using the theory of arrays to support
multi-variable states in the IMPARR language (cf. Section 6.1). However, for other languages this
methodology may require the use of theories that are not well suited for existing SyGuS and
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Algorithm 2: Verifier implementation using (approximate) fuzzing based oracle.

1 Procedure VERIFY (R, p, 1, -)

2 E « random set of examples of the form (in, p(ty,..., ), out) consistent with 7;

3 (/\,-xii" =fi) A x?ut =fo «— Rp ; // Destruct semantic constraint to recover each f;
4 for (in, p(ty,..., 1), out) € E do

5 E' « (in,p(ty, ..., ), out);

6 M — {xé" — in} ) // Build up model to evaluate sub-terms’s semantics
7 fori < 1tok do

8 in; «— [[ﬁ]]M; // Get input to term t;.
9 out; «— I(t;,in;); // Evaluate term ¢;
10 M — M[xlf"” [ Outi] ; // Update model. Ensures next term’s input is defined.
11 E' «— E" U {(in, t;, out;)} ; // Add sub-term’s summary to set of examples
12 if [fo]m # out then

13 ‘ return E’ ; // The output computed by evaluating R, is inconsistent with E’
14 return

SMT solvers (e.g., REGEx (k) in Section 6.1 would require the theory of strings). Instead, for such
instances we developed a variant of SYNTHSEMANTICCONSTRAINT that synthesizes a constraint for
each output independently. However, this process may lead to constraints that do not agree on the
internal data flow of the constraints (i.e., the functions determining the input to each child term). To
remedy this issue, our implementation of SYNTHSEMANTICCONSTRAINT uses an additional CEGIS
loop that resynthesizes the constraint for each output until all agree on the inputs to each child
term.

We detail SYNTHSEMANTICCONSTRAINT for N outputs in Algorithm 3. For simplicity, we explain
how Algorithm 3 works for a production that has two outputs (i.e., N = 2). Consider the case for

Ay — p(Ar, ..., Ay) where 74, = 71 X 72. In this scenario, our goal is to synthesize two constraints
Fand G (ie., F = F and G = F,),
F 2x1=fi(x0) A+ Axp = fu(x0, X7, ..., X0_1) A Xog = fo(xo, %], %x),) (4)
G £x1=g1(x0) A+ AXp = gn(X0, X1, .., X5_1) A X0t = go(x0, X7, ..., %)) )

To determine if F and G agree on each child term’s input for example set E’, we generate the
formula ¢ shown below, for each example (in, p(ti,...,t,), out) € E":

F G

x, =x, = in A Summary(t xF,x/F A -+ A Summary(t, xF,x/F
0 0 Yy 1°%1 y n

n

A Summary(tl)(le,x;G) A A Summary(tn)(xg’, x.9) (6)

n
/\F/\G/\(xf75)616\/"'\/35,1;75x,?)/\<x0;)F,x0;G>:Out

which asks if F and G agree on the input to each child term for the given example. To make this
concept concrete, consider the following example.

Example 5.1 (Synthesizing Semantic Constraint for Multi-Output Production.). Consider the task of
synthesizing a semantics for xp := in the language Imp,, using the examples: ({0, 1), Xp = x1, (1, 1)),
(0,1), x1, 1), (1, 1), %1, 1).

For the above examples, SYNTHSEMANTICCONSTRAINT might generate F £ x[" = x" A xI" =

in out _ ,.out A in _ ,.in in _ ,.in out _ ,.out in ; :th : :
xop AN Xgo =x77 and G = xiy = xgy Axy) = xg) Axgy = X7, where x;" 1s the j™ projection

of xl.i". While both F and G are consistent with the examples, the data-flow of F is not consistent
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Algorithm 3: SYNTHSEMANTICCONSTRAINT for multi-output productions.

1 Procedure SYNTHSEMANTICCONSTRAINT(p, E)

2 Ay > a(Ay, ..., Ay) « p;
3 T X - XTIN € T4, 5 // Determine number of outputs for production p.
4 D « true; // Data flow constraints.
5 while true do
6 I' — D;
7 fori < 1toN do
// Construct per-output conditions (c.f., Equation (4))
Fi _ Fi —_ Fi .
8 Fie—x1=fi " (x0) Ao Axp = fr (X0, X7, ..., X5,_ 1) Axo) = fy (%0, X7, ..., X7);
9 I' T AF;
// Generate SyGuS conditions (c.f., lines 1-2 of Equation (6))
F: F,/ ’ ’
10 ¢ — (/\l-,j Summary(t;)(x;”, x;’ )) A (xog" oo X0’y = outs
11 F(—qﬁ/\(/\ixg":in);
12 m « SoLveSycus(T');
13 M « CHECKSAT(¢);
// Check if inconsistency is found (line 3 of Equation (6))
. .. F;
14 if M.sat A 3i, j,k : M(x;”) ¢M(xf") then
// Inconsistency is caused by inaccurate summary of a child term
15 if 3t; : V(in, t;, out) € E:Vj: in# M(x;’) then E < EU {(in, t,1(t;,in))};
// Real data flow inconsistency
F; F;
16 elseD<—D/\( i,jxl.’iM(xi’));
17 else
// No inconsistency
F; .
18 merge f; 7 € m to form the solution;
19 return solution;

with the data-flow of G (i.e., in F, x)p is assigned Xo'os while in G, x{7 is assigned x(’)”l). We can

construct the formula in Equation (6) for F and G, and find out that in F, the variable xi”OF takes

the value 0, and in G, the variable xi"OG takes value 1. Thus, F and G are not consistent on data-
flows to children for the provided example. We generate a new condition for the next iteration of
SYNTHSEMANTICCONSTRAINT that asserts xé"OF 0V xé”OG # 1.

In practice, we create a copy of each variable indexed by F and G, respectively, to avoid clashing
variable names when encoding the constraints F and G within a single formula. To check the
consistency of F and G’s data flows, we use cvc5 to check the satisfiability of the formula ¢ in
Equation (6). If ¢ is unsatisfiable, then F and G must agree on the inputs of all child terms for the
given examples. If so, then we may return either F A xpy = go(...) or GAxo; = fo(...) (ie., because
F and G agree on all child term inputs, we may use either to constrain the data-flow to child terms).

If ¢ is satisfiable, then F and G do not agree on the input to all child terms. In this case, we find a
model that satisfies ¢. If there is some subterm ¢; such that there is no example (in, t;, out) € E such
that in = M(xf) or in = M(xiG), then we add the example (in, t, I (t;, in)) to the set of examples,
and resynthesize the constraints F and G. Otherwise, we know that the sub-term summaries are
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sufficient to fully specify both F and G for all examples in E. Thus, we must add a new constraint
that ensures the pair of constraints F and G are never synthesized again. To do this, we add a new
constraint xg # M(xg) \% xOG # M(xg;) VeVl M(xE) v xS # M(x$), which ensures that the
input of at least one of the child terms for either F or G must change. A new candidate F and G
are then synthesized. The CEGIS loop continues until it finds a valid pair of F and G for the set of
examples.

6 Evaluation
The goal of our evaluation is to answer the following questions:

RQ1 Can SyNAaNTIC synthesize the semantics of non-trivial languages?
RQ2 Where is time spent during synthesis?

RQ3 Is the multi-output optimization from Section 5.3 effective?

RQ4 How do synthesized semantics compare to manually written ones?

All experiments were run on a machine with an Intel(R) 19-13900K CPU and 32 GB of memory,
running NixOS 23.10 and Scala 2.13.13. All experiments were allotted 2 hours, 4 cores of CPU, and
24 GB of memory. Cvc5 version 1.0.3 is used for SMT solving and SyGuS function synthesis. For
the total running time of each experiment, we report the median of 7 runs using different random
seeds. For every language, we record whether SYNANTIC terminates within the given time limit of
2 hours, and when it does, we also record the set of synthesized semantic rules. A language that
does not terminate within the time limit on more than half of the seeds is reported as a timeout.

6.1 Benchmarks

We collected 15 benchmarks from the two sources discussed below. For every language discussed
in this section, we manually translated the semantics to a simple equivalent interpreter written in
Scala; our goal was then to synthesize an appropriate CHC-based semantics from the interpreter.
The one non-standard feature of our setup is that the interpreter must be capable of interpreting
the programs derived from any nonterminal in the grammar.

SemGusS benchmarks. Our first source of benchmarks is the SemGuS benchmark repository [13].
This dataset contains SemGuS synthesis problems where each problem consists of a grammar of
terms, a set of CHCs inductively defining the semantics of terms in the grammar, and a specification
that the synthesized program should meet. For our purposes, we ignored the specification and
collected the grammar plus semantics for 11 distinct languages that appear in the repository. We
do not consider languages that contain abstract data types (e.g., stacks) or require a large range of
inputs (e.g., ASCII characters) due to their poor support by the SyGusS solver. These languages gave
us 11 benchmarks.

Some of the languages used in the SemGuS benchmark set are parametric (denoted by a parameter
k), meaning that the semantics is slightly different based on a given parameter (e.g., number of
program variables for IMP and length of the input string for regular expressions). For these
benchmarks, we ran SYNANTIC on an increasing sequence of parameter values and reported the
largest parameter value for which SYNANTIC succeeds.

ReGEX(k) is a language for matching regular expressions on strings of length k; Given a regular
expression r and string s of length k (index starts from 0), the semantic functions produce a Boolean
matrix M € Bool (F*Dx(k+1) gych that M; ; = trueiff the substring s; _;_; matches regular expression
r—here s; ; denotes the empty string, and by definition, M; ; = false for i > j.

Cnr(k), DnF(k) and CUuBE(k) are languages of Boolean formulas (of the syntactic kind indicated
by their names, i.e., conjunctive normal form, disjunctive normal form, and cubes) involving up to
k variables.
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Imp is an imperative language that contains common control flow structures, such as conditionals
and while loops, for programs with k integer variables. Note that ImP includes operators such
as while and do_while for which the semantics involves semantically recursive productions
(Section 4.4). The complete semantics of IMmP can be found in the supplementary material. Two
versions of IMp are used in our benchmarks. The first version is called Imp(k), where we explicitly
record the states of k variables as k arguments of semantic functions. SYNANTIC could synthesize
its semantics up to k = 2. We also present another version of this language called IMPARR where an
arbitrary number of variables can be used. In IMPARR, variables are named vary, vary, ... where
the subscript is any natural number. We use the theory of arrays to store the variable states into an
array, passing the array as an argument to the semantic function. The array is indexed by variable
id. When we present results later in the section, the results for both languages (i.e., Imp(2) and
IMPARR) are shown for comparison. (For Imp(2), the goal is to synthesize a semantics that works
on states with exactly 2 variables; for IMPARR, the goal is to synthesize a semantics that works for
states with any number of variables.)

INTARITH is a benchmark about basic integer calculations, like addition, multiplication, and
conditional selection. It also includes three constants whose value can be specified in the input to
the semantic relations.

BvSimpLE(k) describes bit-vector operations involving k bit-vector constants. BvSimpLEIMP (m, 1)
is essentially a variant of BvSimpLE(k) that augments the language with let-expressions. Param-
eters m and n mean that the language can use up to m bit-vector constants and n bit-vector
variables. BVSATURATE(k) and BvSATURATEIMP(k) use the same syntaxes as BvSimpPLE(k) and
BvSimpLEIMP(k), respectively, but operations use a saturating semantics that never overflows or
underflows.

Attribute-grammar synthesis [12]. Our second source of benchmarks is from the Panini tool for
synthesizing attribute grammars [12]. An attribute grammar (AG) associates each nonterminal of
an underlying context-free grammar with some number of attributes. Each production has a set
of attribute-definition rules (sometimes called semantic actions) that specify how the value of one
attribute of the production is set as a function of the values of other attributes of the production.
In a given derivation tree of the AG, each node has an associated set of attribute instances. The
attribute-definition rules are used to obtain a consistent assignment of values to the tree’s attribute
instances: each attribute instance has a value equal to its defining function applied to the appropriate
(neighboring) attribute instances of the tree. Effectively, AGs assign a semantics to programs via
attributes, and the underlying attribute-definition rules can be captured via CHCs. While there
are AG extensions to handle circular AGs [11, 18]—i.e., AGs in which some derivation trees have
attribute instances that are defined in terms of themselves—the work of Kalita et al. concerns
non-circular AGs.

Kalita et al. [12] present 12 benchmarks. We ignored 4 benchmarks that are either (i) not publicly
accessible, or (ii) use semantic functions that cannot be expressed in SMT-LIB and are thus beyond
what can be synthesized using a SyGusS solver—e.g., complex data structures, or (iii) identical to
existing benchmarks from other sources. We did not run their tool on our benchmarks because our
problem is more general than theirs, supporting a wider range of language semantics: the scope of
our work includes recursive semantics, which can be handled only indirectly in a system such as
theirs (which supports only non-circular AGs)—i.e., by introducing powerful hard-to-synthesize
recursive functions that effectively capture an entire construct’s semantics. The running time is
also not directly comparable, because Kalita et al.’s approach uses user-provided sketches (i.e.,
partial solutions to each semantic action), which simplifies the synthesis problem. In contrast, in
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our work we do not assume that a sketch is provided for the semantic constraints and instead
consider general SyGuS grammars.

The remaining 8 benchmarks of Kalita et al. are consolidated as 4 languages (i.e., giving us
four benchmarks). ITEEXPR is a language of basic integer operations, comparison expressions, and
ternary if-then-else expressions (not statements). Our ITEExPR benchmark subsumes benchmarks
B3, B4, and B5 of Kalita et al. because their only differences stem from whether the expression
is written in prefix, postfix, or infix notation. For SYNANTIC, such surface-syntax differences are
unimportant because SYNANTIC uses regular tree grammars to express a language’s abstract syntax,
and the underlying abstract syntax of prefix, postfix, and infix expressions is the same. BINOP is
a language of binary strings (combined from benchmarks B1 and B2 of Kalita et al.), along with
built-in functions for popcount (counting the number of ones) and binary-to-decimal conversion.
CURRENCY is a language for currency exchange and calculation. DIFF is a language for computing
finite differences. Because the original benchmark from Kalita et al. involves differentiation and
real numbers (which are not supported by existing SyGusS solvers), we modified the benchmark to
perform the related operation of finite differencing over integer-valued functions. Specifically, for a
function f, its finite difference is defined as Af = f(x+1)—f(x). Starting from here, finite differences
for sums and products can be obtained compositionally, e.g., A (u - v) = u(x)Av(x) +v(x + 1) Au(x).

SyGuS grammars. For each semantic function, we also provided a grammar for the SyGusS solver,
which contains the operators of the underlying logical theory and any specific functions that must
appear in the target semantics.

For instance, for all benchmarks using the logic fragment NIA, we allow the use of basic integer
operations and integer constants, along with language-specific operations like conditional operators
(if-then-else).

For the languages Di1rF and CURRENCY we did not include conditional operators, because they
do not appear in the semantics.

For BVSATURATED and BVIMPSATURATED we provided operators for detecting overflow and
underflow.

Lastly, for languages known to be free of side effects, we modified the SyGuS grammars to forbid
data flow between siblings, and only allow parent-to-child and child-to-parent assignments.

6.2 RAQT: Can SyNANTIC Synthesize the Semantics of Non-trivial Languages?

Table 1 presents a highlight of the results of running SyNANTIC on each benchmark (column 1) for
each production rule (column 2). For the parametric languages, we ran each benchmark up to the
largest parameter k for which the solver timed out and reported the running time and other metrics
for the largest such k (more details below). The third column provides the median number of
CEGIS iterations taken to synthesize each production, and the fourth column provides the median
number of (in, term, out) counterexamples found for one production rule. We take the median of
total execution time on one production rule and list it in column 7. Columns 5-6 are breakdowns
of the total time into time for SyGuS solving and time for SMT solving. To summarize, SYNANTIC
could synthesize complete semantics for 12/15 ~ 80% of benchmark languages (two languages
exist for the Imp benchmark, see below).

For REGEx(k) (k = 2,...,8), SYNANTIC could synthesize a semantics for up to k = 2. For CnF(k)
(k=4,...,8),DnF(k) (k=4,...,8),and CuBE(k) (k = 4,..., 11), SYNANTIC could synthesize seman-
tics for all parameters included in the SemGuS benchmarks. For the bit vector benchmarks, SyNANTIC
could synthesize a semantics for BVSIMPLE (k) up to k = 3, and a semantics for BVIMPSIMPLE (1, n)
((m,n) € {(1,2),(3,3)})uptom=1and n = 2.
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Table 1. Detailed results for selected benchmarks. See supplementary material for the full list of results.

Lang. Rule #Iter. #Ex SyGuS(s) SMT(s) Total/(s)
E—0 1 1 0.01 0.01 0.04
E—1 1 1 0.01 0.01 0.04
B—f 1 1 0.01 0.01 0.05
B—t 1 1 0.01 0.01 0.10
S —dec_var; 3 2 4.29 0.56 5.36
S —inc_var; 3 2 3.56 0.54 4.51

& B — —-B 3 2 0.01 1.42 5.53
&  E-var; 3 2 0.01 0.28 0.66
E E—>E+E 3 2 0.02 6.51 12.38
— E—E-E 3 2 0.01 6.43 12.13
B—E<E 4 3 0.01 3.38 10.33
B —>BAB 4 3 0.06 2.36 6.23
S —var; =E 2 1 0.03 8.11 11.60
B—BVB 5 4 0.03 2.42 6.14
S—-S;S 3 1 0.02 13.88 25.91
S —do while S B 5 2 0.22 342.25 499.11
S —while B S 4 2 0.10 218.66 321.11
S —iteBSS 4 2 0.03 7.08 27.82
E—0 1 1 0.01 0.01 0.05
E —1 1 1 0.01 0.01 0.04
S —ox—— 2 2 0.06 0.02 0.11
S—oy—— 2 2 0.11 0.03 0.17
B—f 1 1 0.01 0.01 0.06
S o x++ 2 2 0.04 0.03 0.11
S—oy++ 2 2 0.12 0.02 0.16
B—t 1 1 0.01 0.02 0.13
< E —x 2 2 0.01 0.01 0.04
= E-ovy 1 1 0.01 0.01 0.04
= S —>x=E 2 2 0.10 3.23 6.17
= S—>y=E 2 2 0.04 3.22 6.19
B — -B 3 3 0.02 2.49 5.26
E—>E+E 4 3 0.05 8.52 14.83
E—>E-E 5 2 0.13 8.03 13.83
B—>E<E 8 5 0.08 7.50 13.66
B —>BAB 4 4 0.03 5.33 11.71
B—BVB 4 4 0.05 4.61 8.99
S—-S5;S 5 3 4.55 15.00 72.53
S —do while S B 27 35 858.50 257.33 1374.13
S —while B S 9 7 16.88 122.41 266.80
S —iteBSS 11 5 525.28 33.88 628.71
B—0 1 1 0.01 0.01 0.07
B —1 1 1 0.01 0.01 0.22
o B —>x 2 2 0.01 0.01 0.08
@) N — atom B 2 2 0.09 0.04 0.30
Z M —aton B 3 3 0.07 0.05 0.26
M S —bin2dec M 2 2 0.02 0.09 0.30
S —count N 2 2 0.04 0.05 0.24
N —concat N B 5 5 8.61 0.22 10.31
M — concat’ M B 5 5 288.81 0.23 308.50
Start —eval R 3 3 0.02 4.43 13.40
R—? 3 3 3.84 0.07 4.07
- R —a 4 4 11.10 0.07 11.53
= R —b 5 5 11.63 0.06 12.01
) R —e€ 1 1 0.07 0.07 2.38
2 R—0 1 1 0.19 0.07 0.46
o~ R —>!R 5 5 2.85 15.77 77.36
R > R* 6 6 0.99 13.06 31.91
R—>R-R 24 24 333.71 72.58 495.45
R—R|R 10 10 10.96 59.54 140.82

For all these parametric cases that timeout, the number of input and output variables in semantic
functions is large: 10 inputs and 10 outputs for REGEx(3).

Additionally, SyNANTIC timed out for the benchmarks D1rr, BVSATURATED, and BVIMPSATU-
RATED.? For DIFF, 4 of the 7 runs resulted in a timeout, so DIFF is reported as a timeout (even
though at least one run could synthesize the semantics of all the productions). For the 4 runs that

?Data for some languages are only listed in the supplementary material.
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timed out, SYNANTIC can solve the semantics of 5 of the 6 productions in the grammar. SYNANTIC
could synthesize the semantics of 9/18 productions for BVIMPSATURATED, and 10/17 productions
for BVSATURATED in at least one run.

In benchmarks that timed out, the time-out happened during a call to the SyGusS solver—i.e., the
functions to be synthesized were too complex (more details in Section 6.3).

Finding: To answer RQ1, SYNANTIC can synthesize semantics for many non-trivial languages as
long as the semantics does not involve very large functions (more than 20 terms).

6.3 RQ2: Where is Time Spent during Synthesis?

SyGusS vs SMT Time. Appendix B also presents the breakdown of how much time the solver
spends solving SyGusS problems (to find candidate functions) and calling SMT solvers (to compute
complete summaries). Among all the benchmarks, a median of 16.24% of the total solving time
is spent on SyGuS problems, and a median of 19.90% of the time is spent solving SMT queries.
However, for the slowest 10% production rules (>32.17 s), the median of SyGusS solving time grows
to 64.91%, which indicates that SyGuS contributes to most of the execution time on slow-running
cases.

Among all benchmarks, 90% of the per-production semantics are solved within 32.17 s. The
12 rules that take longer than 32.17 s to be synthesized are all non-leaf rules and their partial
semantic constraints fall into the following three categories: (i) 5 of them contain large integers or
complex SMT primitives (e.g., 32-bit integer division, theory of arrays); (ii) 3 of them involve large
logical formulas with sizes ranging between 8 and 24 subterms, e.g., formulas representing 3 X 3
matrix multiplication or other matrix operations; (iii) 4 of them contain multiple input and output
parameters of semantic functions that correspond to variable states, e.g., while and do_while.
In particular, SYNANTIC takes 1374.13 s to synthesize the CHC for do_while in Imp(2) because
there can be many possible ways to modify the data flow between the production’s child terms;
this aspect occurs in many CEGIS iterations. In all of the above cases, as expected from known
limitations of CVCS5, the SyGuS and SMT solvers account for most of the execution time—45.63%
and 27.98% of the total running time is spent calling the SyGuS and SMT solvers, respectively.

Relation to CEGIS Iterations and Size of Solutions. Table 1 hints that the cost of synthesizing a
semantics may be proportional to the number of CEGIS iterations, which in general is a good
indicator of the complexity of a formula (and of how expressive the underlying SyGuS grammar
is). Additionally, the cost should also be proportional to the size of synthesized parts in the SyGuS
problems, which directly indicates formula complexity. We plotted Figure 1 to better understand
those relations by using the data from some slowest benchmarks.

Figure 1a shows the relationship between the time for synthesizing a per-production rule
semantics and the size of the final semantics. For the same language, the time grows exponentially
with the increase in the size of the final solution. Figure 1b shows that the time also grows
exponentially with the increase in solution size for per-output partial semantic constraint.

Because the performance varies greatly across different benchmarks, to better understand the
impact of CEGIS iterations, we focus our attention on one difficult benchmark, Imp(2). Specifically,
we analyze the time taken to synthesize the semantic rule for do_while, which was one of the
hardest productions in our benchmark set (2,500s). Figure 4 provides a stack plot detailing the
running time for all 16 CEGIS iterations needed to synthesize do_while. As expected, as more
examples are accumulated by CEGIS iterations, the SyGuS solver requires more time. The execution
time for different parts is plotted by the areas of different colors. We can conclude that for the rule
of do_while, SyGusS solver takes 64.3% of the execution time.
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Fig. 1. Plots relating the time to synthesize the semantics of one production rule vs final semantic constraint
solution size (a) and partial semantic constraint solution size (b). We only included selected slowest benchmarks
due to graph size limit.
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Fig. 2. Selected differences of semantic signatures between IMp(2) and IMPARR. &1{% stands for an SMT array
mapping integers to integers.
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Fig. 3. Selected semantic rules for IMPARR. g, ¢’, 6"’ are arrays.

Simplifying synthesis with appropriate SMT theory. To our surprise, the language IMPARR, which
uses the theory of array to model an arbitrary number of variables, takes 1041.2s on average, being
nearly twice as fast as Imp(2). To understand why this is the case, note the difference in their
semantic signatures (Figure 2): the signature of Imp(2)’s semantics contains 3 input arguments and
2 output arguments. However, the signature of IMPARR’s semantics contains only 2 input arguments
and 1 output argument, packing program states into a single array rather than k arguments (see
Figure 3 for some examples). By choosing an appropriate theory, the signature of the semantics
can be simplified, thus shrinking the solution space for synthesis.

Proc. ACM Program. Lang., Vol. 8, No. OOPSLAZ2, Article 284. Publication date: October 2024.



Synthesizing Formal Semantics from Executable Interpreters 284:23

3
L o5 8 X 10
7 K XK X X X X e
- & -
20 z S 5 e
=% 3 s
=z - £ 54 7
2 B g, e
; is] 2 4
] S £ L L x
= Fio = 2 3 xa&/, X%
-5 H*: 1 il X Time
&2‘ X === No speedup
-0 T T T T T T T
0 5 10 15 1 2 3 4 5 6 7 8
Tteration Index Time (optimization on) x10?
Fig. 4. Execution time per iteration for do_while in . . L
IMP(2) Fig. 5. Speedup provided by optimization

Finding: To answer RQ2, SYNANTIC spends most of the time (71.78%) solving SyGusS problems,
and the time is affected by the size of the candidate semantic function.

6.4 RQ3: Is the Multi-output Optimization from Section 5.3 Effective?

Figure 5 compares the running time of SYNANTIC with and without the multi-output optimization
(Section 5.3) on all the runs of our tools for the 7 different random seeds.

With the optimization turned off, SYNANTIC timed out on 10 more runs (specifically all the 7
runs for REGEx and 3 more runs for D1rF). All the benchmarks for which disabling the optimization
caused a timeout have 3 or more output variables. Comparing Figure 1a and Figure 1b shows how
the semantic functions used in the REGEx benchmarks are very large (up to size 50), but thanks to
the optimization, our algorithm only has to solve SyGuS problems on formulas of size at most 15.

On the runs that terminated both with and without the optimization, the non-optimized algorithm
is on average 8% faster—i.e., the two versions of the algorithm have comparable performance.
However, for 15/98 runs the optimization results in a 20% or more slowdown. When inspecting these
instances, we observed that the multi-output optimization spent many iterations synchronizing
the many possible data flows for productions where the final term was actually small but many
variables were involved—e.g., sequential composition in Imp(2).

Finding: The multi-output optimization from Section 5.3 is effective for languages with 3 or more
output variables in their semantics.

6.5 RQ4: How do Synthesized Semantics Compare to Manually Written Ones?

The synthesized semantics for almost all of our benchmarks are either identical to the original
manually constructed one, or each CHC in the synthesized semantics is logically equivalent to the
CHC of the original semantics.

The one exception is the semantics synthesized for the language of REGEx(2), for which the
individual CHCs for OR, CoNcAT, NEG, and STAR are not logically equivalent to the manually-
written ones. For instance, consider the Concat rule for the semantics of concatenation. For this
construct, the manually written CHC is shown in Figure 6a, whereas SYNANTIC synthesizes the CHC
shown in Figure 6b. The two CHCs are not logically equivalent. For example, if the children evaluate

true false false true false false
to the matrices M = false false | and M’ = false false |, the outputs computed by the manually

true true
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Fig. 6. Manually-written and synthesized semantics for CoNcAT in REGEx(2)
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Fig. 7. New semantics for CONCAT in REGEXSimp.
. . true false false false false false
written CHC and the synthesized CHC are M, = false false |, and M, = true false |,
true false

respectively, which have different values on the diagonal.

When inspecting the two rules, we realized that the example matrices M and M’ shown above
cannot actually be produced by the semantic rules for regular expressions. In particular, the
examples require different Boolean values to appear on the diagonal of one 3 X 3 matrix. However,
all the elements on the diagonal represent the semantics of the regular expression on the empty
string, so they must all have the same value! We note that this inconsistency in the semantics
can also be observed without a reference semantics to compare against because different runs of
the algorithm could return logically inequivalent CHCs—in fact, such inequivalence was how we
initially discovered the inconsistency.

SyNANTIC helped us discover an inefficiency in the semantics that was being used in the standard

regular expressions benchmarks in the SemGusS repository. We thus modified the interpreter so

that for the example above it only produces a 2 X 2 matrix M = (M‘“ %‘;2 ) (corresponding to the

non-empty substrings of the input string) and a single variable M, to denote whether the regular
expression should accept the empty string (instead of the previous multiple copies of logically
equivalent variables). This semantics reduces the total number of variables in the semantic domain
from 6 to 4 in this example.

We call this new semantics REGExSimP (see Figure 7 for an example). After modifying the
interpreter to produce this new semantics, SYNANTIC synthesized the corresponding CHCs in a
median of 1968.00s.

To check whether the semantics REGExS1mp is indeed more efficient than the original semantics
REGEX, we modified all the 28 regular-expression synthesis benchmarks appearing in the SemGuS
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benchmark set. Each of these benchmarks requires one to find a regular expression that accepts
some examples and rejects others.

We then used the Ks2 enumeration-based synthesizer to try to solve all the benchmarks with
either of the two semantics. Because Ks2 enumerates programs of increasing size and uses the
semantics to execute them and discard invalid program candidates, we conjectured that executing
programs faster allows Ks2 to explore the search space faster.

Ks2 was faster at solving synthesis problems with the REGExSimp semantics than with the REGEx
ones (although both solved the same set of benchmarks). Although the speedup over all benchmarks
is only 1.1x, the new semantics REGExSimp was particularly beneficial for the harder synthesis
problems. When considering the 13 benchmarks for which synthesis using the REGEx took longer
than one second, the speedup increased to 1.18x.

Finding: SYNANTIC synthesized semantics that were identical to the manually written ones
for 13/14 benchmarks. When SyNanTIc found a logically inequivalent semantics, it unveiled a
performance bug.

7 Related Work

Semantics-based Synthesis vs. Library-based Synthesis.

As discussed throughout the paper, our framework is intended for extracting a formal SemGuS
semantics that can be used to then take advantage of existing SemGuS synthesizers. One can
compare our two-step approach (i.e., first synthesizing the semantics in SemGusS format, then using
it to synthesize programs) to one-step approaches that only use the given program interpreter in
a closed-box fashion to evaluate input-output examples and use them to perform example-based
synthesis. (Such an approach is also used when synthesizing programs that contain calls to closed-
box library functions [9].) On one hand, the closed-box example-based approach is flexible because
it can be used for a library/language of any complexity. On the other hand, our approach allows
one to use any program synthesizer, even constraint-based ones [13], and to synthesize programs
that meet logical (and not just example-based) specifications (e.g., as in [20]) our approach provides
an explicit logical representation of the program semantics, whereas example-based approaches
are limited to generate-and-test synthesis techniques, such as program enumeration [10] and
example-based specifications.

Synthesis of Recursive Programs. At a high level, the semantics-synthesis problem we consider is
similar to a number of works on synthesizing recursively defined programs [7, 8, 14, 19]. In effect, a
semantics for a recursively defined grammar is a recursive program assigning meaning to programs
within the language. Both Farzan et al. [7], Farzan and Nicolet [8] use recursion skeletons to reduce
their task from synthesizing a recursive program to synthesizing a non-recursive program. Our
use of semantic constraints plays a similar role. While both of their techniques assume programs
are only structurally recursive (i.e., no recursion on the program term itself), and our framework
explicitly allows for program terms that are self-recursive (e.g., while loops in Imp).

Similar to the approach used by Miltner et al. [19] to synthesize simple recursive programs,
SEMSYNTH employs a bottom-up approach to synthesis (i.e., we first synthesize semantics for nullary
productions before moving on to other productions). However, unlike Miltner et al., SEMSYNTH
is well-defined for any ordering of production rules and targets a more complex setting—i.e.,
synthesizing program semantics.

Finally, Lee and Cho [14] synthesize recursive procedures from examples by first finding likely
sub-expressions that can be used to build a complex recursive program and then guessing the
recursive structure of the program. The key difference is that our approach targets a more restricted
program, synthesizing program semantics, and therefore already has the recursive structure in hand
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(thanks to the presence of the grammar in the problems SYNANTIC is solving). Because we have
limited the synthesis target to an inductively defined program semantics, SYNANTIC can directly
focus its effort on synthesizing the semantic functions of each CHC using well-known synthesis
techniques.

Datalog Synthesis. Albarghouthi et al. [1] synthesize Datalog programs (i.e., Horn clauses) with
SMT solvers, whereas Si et al. [21] use a syntax-guided approach. In our work, we use constrained
Horn clauses, which are strictly more expressive than Datalog programs, to denote semantics. Aside
from the fact that the Datalog-synthesis problem considers different inputs (i.e., the data), a CHC
also contains a function in a theory 7~ (such as LIA or BV), which SYNANTIC has to synthesize.

Synthesizing Attribute Grammars. Kalita et al. [12] proposed a sketch-based method for synthesiz-
ing attribute grammars. When provided with a context-free grammar, their tool can automatically
create appropriate semantic actions from sketches of attribute grammars. Instead of semantic ac-
tions, in our work we use CHCs to express program semantics. Our approach can model recursive
semantics whereas the technique by Kalita et al. is limited to non-circular attribute grammars. Ad-
ditionally, while their method requires providing a distinct program sketch (i.e., a partial program)
for each production, our approach only requires providing a (fairly general) SyGuS grammar for
each nonterminal in the language.

8 Conclusion

Writing logical semantics for a language can be a difficult task and our work supplies a method to
automatically synthesize a language’s semantics from an executable interpreter that is treated as a
closed-box. By generating example terms and input-output pairs from the interpreter, we use a
SyGusS solver to synthesize semantic rules. Our evaluation shows that the approach applies to a
wide range of language features, e.g., recursive semantic functions with multiple outputs.

As discussed in Section 2, one motivation for this work is to be able to generate automatically
the kind of semantics that is needed to create a program synthesizer using the SemGuS framework.
In our algorithm, we harness a SyGusS solver to synthesize the constraint in each CHC—i.e., we
harness SyGuS in service to SemGuS—which limits us to synthesizing constraints that are written in
theories that SyGusS supports. Going forward, we would like to make use of “higher-level” theories,
supporting such abstractions as stores or algebraic data types. As SemGuS-based synthesizers and
verifiers improve, we might be able to satisfy this wish by using SemGusS in service to SemGuS!
That is, we could extend SYNANTIC to use SemGusS solvers to synthesize semantic constraints.

Data-Availability Statement

The artifact that contains SYNANTIC and all benchmark data is available on Zenodo [16].
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