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SNS-Toolbox: A Suite of Tools for the Design, Optimization, and
Implementation of Synthetic Nervous Systems

Abstract

by

WILLIAM ROBERT PILLERS NOURSE

In this dissertation I present SNS-Toolbox, an open-source software package for the
design and simulation of networks of biologically inspired neurons and synapses,
also known as synthetic nervous systems (SNS). SNS-Toolbox allows SNS networks
to be designed using a lightweight Python API, simulated in real-time on consumer
computer hardware, and executed onboard physical robotic systems. I also present
a companion package to SNS-Toolbox which allows simulation and training of
large SNS networks using gradient backpropagation. This software is released
under an open-source license with online documentation for ease of use, and has
been disseminated to other researchers for their use. As a demonstration, I use
SNS-Toolbox to implement a stereo visual motion detector, based on circuitry
present within the Drosophila melanogaster (fruit fly) optic lobe. This network
analyzes local motion at each point within a visual field, and returns an estimate of
global motion when subjected to grating stimuli. Finally [ showcase the design of
FlyWheel, a robotic benchmark for studying models of insect vision and applying
SNS networks to physical hardware. This body of work marks the first tool which
is capable of simulating SNS networks with hundreds to thousands of neurons and
synaptic connections in real-time or faster, optimize networks with chemical reversal
potentials using gradient backpropagation, and interface these networks for control

of external systems.



Chapter 1

INTRODUCTION

While it may seem that roboticists have different research interests than neuro-
scientists and biologists, many in fact share a common goal: Understanding how
systems of varying intelligence interact with their environment to generate adaptive
behavior [24]. In robotics today, robots are being used to collect data on real world
interaction in order to generate large scale foundation models of how physical sys-
tems behave in interacting settings. Similarly, efforts are underway in neuroscience
to map the location and connections of every neuron in connectomic maps of ani-
mal nervous systems, and experimentally deduce the functional role of each neuron
based on behavioral experiments with electrical or optical recordings. In this light,
robotics and neuroscience have the possibility of working together to advance their
common goals: By implementing models of nervous systems which interact within
a real environment, neuroscientists can validate their models and run experimental
studies not possible in animals [83, 134], and roboticists can work towards un-
derstanding how intelligent behavior can emerge from the relatively small nervous
systems in animals [9].

For this synergy of interests to occur, it is vital to have software which can take
a biologically-inspired neural network, also known as a synthetic nervous system
(SNS), and run that network in a closed loop with a robotic system. While there
is a wide variety of neural simulation software available today [15, 51, 59, 141],
most do not offer an easy path to interfacing the neural simulation with external
systems such as robots or physics engines. Other frameworks which can interface
more easily with external systems exist [42, 91], but either reduce the complexity
of neural dynamics available or suffer performance issues when scaling to large

networks [28].



2

One area where artificial neural networks (ANNs) amd modern neural simulators
perform simplifications is that of synaptic dynamics. Most large-scale simulators
focus on synaptic weights [42, 141], ignoring more complex synaptic dynamics
such as chemical and electrical synapses. While many elements of these dynamics
can be approximated using weights, using the synaptic dynamics closer to those
seen in animal nervous systems allow SNS networks to perform some complex
computations with much smaller networks than ANNSs, such as multiplication and
modulation using chemical synapses [32, 121] or coordinate transformation using
electrical synapses [53, 97]. The primary aim of this dissertation is to develop
software for the design and simulation of networks with these complex bio-plausible
dynamics, as well as to interface these networks with other systems for the purposes
of control and interaction.

A domain of interest in both robotic systems and neuroscience is visual pro-
cessing of motion. Estimation of the body’s motion based on changes in visual
information is a problem known as ego-motion estimation [71], and is a prob-
lem which has been solved in the nervous system. In the fruit fly Drosophila
melanogaster in particular, an extremely detailed connectivity map has been pro-
duced which highlights the exact anatomy of the brain region responsible for this
behavior [108, 115]. The secondary aim of this dissertation is the design of a
reduced order implementation of the visual motion processing network in insects,
which is capable of discriminating direction of motion and could be implemented
on embedded robotic hardware.

Small networks of neurons can be designed and tuned by hand or analytic cal-
culations, and is often done in biological modeling [121]. However, this analysis
becomes intractable when extended to very large networks that are presented with
complex stimuli such as natural images. While numerous forms of optimization
exist for large neural networks, gradient backpropagation is currently the dominant
choice for optimizing large networks in machine learning with both feedforward [78]
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and recurrent [136] connectivity. While this is generally not viewed as the opti-
mization method used in real nervous systems, the optimization performance for
implementation of neural systems using backpropagation is currently the state of the
art. Plenty of frameworks exist for optimizing artificial neural networks (ANNs) [95]
and even spiking neural networks (SNNs) [42, 58] using gradient descent, but none
currently exist which handle the complex dynamics of chemical synapses. While
traditionally ignored in the world of ANNs, chemical synapses have been shown
to exhibit useful nonlinear behavior which is not possible using synaptic weights
alone |52, 121]. Based on this, the third and final aim of this dissertation is the
design of software which allows for the optimization of large SNS networks using
modern gradient-based optimization.

After Chapter 2, every chapter in this dissertation consists of work that has
been either published, presented at, or submitted for publication in a peer-reviewed
journal, conference tutorial, or conference proceeding. [ am the first author of each of
these works, and they are reproduced here in an order which is roughly chronological
but primarily for logical organization. Chapter 2 provides an overview in the fields
of SNS networks, neural simulation, and visual motion processing in both insects
and computational approaches.

Chapter 3 introduces SNS-Toolbox, the primary output of this dissertation. SNS-
Toolbox is an open-source Python software package which enables the design and
simulation of SNS networks using heterogeneous combinations of bio-plausible
neural and synaptic dynamics. Networks can be compiled to simulate on either a
CPU or GPU, and are easy to interface with external systems. As a demonstration
of this, I showcase examples of SNS-Toolbox controlling a robotic system in the
robot operating system (ROS) [99] and a musculoskeletal biomechanical model of
rat locomotion in the physics simulator MuJoco [127].

Using SNS-Toolbox, in Chapter 4 I present an SNS for estimating local visual

motion. This network is inspired by the connectivity information available for the
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optic lobe in the fruit fly Drosophila melanogaster, and aims to be a minimal neural
representation which is suitable for future implementation on a robotic platform.
Just as in the insect, visual information is split into two pathways for processing
increasing or decreasing change in brightness, and these pathways are nonlinearly
summed across neighboring pixels to produce a local estimate of motion. I evaluate
this system on a collection of simulated visual gratings, and show that the network
is capable of producing sharp directional selectivity.

In order to expand this model to larger sizes, it was necessary to iterate on
SNS-Toolbox in order to handle significantly larger layer-based networks in real-
time. In Chapter 5 I introduce SNSTorch, an open-source companion package to
SNS-Toolbox designed to simulate large populations of non-spiking neurons which
can be combined into layered networks using chemical synapses. | demonstrate the
performance improvements of SNSTorch over SNS-Toolbox for large networks, and
use gradient backpropagation within PyTorch [95] to optimize parameter tuning via
regression in a small network as well as a large-scale recurrent SNS for sequence
classification. This marks the first time that chemical synapses have been incorpo-
rated into a framework compatible with modern machine learning techniques, and
opens the door for exploration of their benefits in other domains.

In Chapter 6, | outline the products of initial efforts to develop an SNS for global
visual motion estimation in natural environments. 1 first describe the design of
FlyWheel, a mobile robot which uses a stereo visual system to model the visual
information available to the fruit fly. I then use FlyWheel to record a collection of
image sequences during rotation, and then augment these sequences to generate an
open-source dataset for global motion estimation of over 21,000 one-second clips.
I then present initial results for adapting the network presented in Chapter 4 for
naturalistic settings.

Finally, in Chapter 7 I discuss the novelty of and impact of this work in neural

simulation, as well as future work in expanded capabilities of the software as well



as improving the insect-inspired visual motion processing network.

Over the scope of this dissertation, | describe the design and use of SNS-Toolbox,
as well as a companion package SNSTorch. These are the first tools which are
capable of simulating large-scale synthetic nervous systems of thousands of neurons
in real-time or faster, particularly networks which contain a heterogeneous mixture
of neural and synaptic dynamics. These networks can be used for the control of any
external system, which is also a novel capability for large-scale synthetic nervous
system simulators. Additionally, I present the capability to optimize chemical
synapses using gradient backpropagation, which is currently unused in machine
learning but allows the learning of modulatory connections. With these tools in
place, research can begin on the next generation of synthetic nervous systems as

well as their application across a wide variety of domains.



Chapter 2

BACKGROUND

2.1 Synthetic Nervous Systems

As mentioned in Chapter 1, a common goal of neuroscientists and roboticists is to
understand how animal nervous systems interact with their body and their environ-
ment in order to generate adaptive and intelligent behavior [24]. By understanding
and modeling aspects of the nervous system, it is hoped that robots will one day
be able to exhibit embodied intelligence [9] as well as animal-like robustness and
adaptability [124]. One approach is to design Synthetic Nervous Systems (SNS),
networks of conductance-based neurons and synapses which can be used to model
animal nervous systems [109, 120] and control robots [5, 50, 64]. SNS networks are
different from traditional artificial neural networks (ANNs) [32] or deep learning
(DL) [78] systems, with the main differences coming from where dynamic behavior
is implemented. In ANNSs, particularly with recurrence [136], complex dynamics
emerge as a network property if the network contains enough static neurons. In
contrast, SNS networks are built with neurons which themselves are dynamic sys-
tems [10] and then integrated within larger networks. In this way, SNS networks are
more similar to spiking neural networks (SNNs) [81], although they may contain
either non-spiking neurons, spiking neurons, or a heterogenous mixture of neurons
with different dynamics [50]. Additionally, synapses within SNS networks can also

have their own dynamics [123], adding an additional layer of dynamic complexity.

2.2  Newural Simulation Software

A wide variety of software exists for simulating conductance-based neural dynam-

ics [15, 51, 59, 141], and these simulators are capable of simulating highly detailed
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and biologically accurate neural models. However, since these simulators were orig-
inally designed for the purpose of performing digital experiments and collecting data
over a long simulation run it can be challenging to interface these simulators with
external software and systems [39, 118]. Additionally, these simulators are limited
to being run on conventional CPUs, although some have begun to be adapted for
simulation on GPUs [2].

In the field of spiking neural networks (SNNs), many simulators have been
developed which simulate large networks of spiking neurons and train them with
principles from machine learning [42, 58, 89]. In general, training using modern
methods is limited to networks which use the leaky integrate and fire model of a
neuron. For pure simulation, simulators have also been designed to simulate the
Izhikevich neural model [66] at scale [91]. While these simulators are capable of
executing at high speed, they do so at the cost of limiting simulations to reduced
models of spiking neurons and current-based synapses. Additionally, most do not
support hybrid networks of neurons with heterogeneous dynamics, such as a mix of
spiking and non-spiking neurons.

Multiple solutions have been developed which combine a neural dynamics sim-
ulator with a physics engine. One approach is to combine an existing neural sim-
ulator with an existing physics engine using a middleware memory management
software [39, 131], allowing users who are comfortable with a specific neural simu-
lator to interface their networks with physics objects at the expense of complicated
software dependencies which are difficult to translate to other systems. The first
integrated system was AnimatLab [28], which allows networks consisting of either
a non-spiking or spiking neural model to control user-definable physics bodies to
be simulated in a GUI with an integrated plotting engine. Numerous models have
successfully been controlled with AnimatLab, both in simulation [27, 65, 120] and
with robotic hardware |50, 64], however the reliance on a GUI and the software im-
plementation makes it difficult to design larger networks [110]. The Neurorobotics
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Platform (NRP) is a similar system to Animatlab in that it is large software suite
which integrates multiple neural simulators with a physics engine in a cloud-based
simulation environment [43], and has been used successfully for multiple neuro-
robotic controllers in simulation [22, 84]. However, the NRP comes with significant
overhead and is consequently unsuited for real-time control of robotic hardware.
Following developments in neuromorphic hardware which aims to accelerate
spiking neural networks [33], software toolkits are beginning to emerge which
enable the mapping of neural models to neuromorphic hardware [11, 77]. High-
performance robotic controllers have been developed using these frameworks [29,
38], however as of the writing of this dissertation neuromorphic hardware is not
widely available or affordable, and the solutions which exist do not support complex

synaptic dynamics such as chemical reversal potentials [33].

2.3 Visual Motion Processing

One example of a problem which has potential solutions in both neuroscience and
robotics is the processing of visual motion. Stabilizing the yaw motion of a mobile
agent is a special case of visual odometry where the motion of a camera through a

fixed world is calculated, also known as ego-motion estimation [71].

2.3.1 Drosophila melanogaster

A popular model organism for studying visual motion processing is the fruit fly
Drosophila melanogaster, as it contains many of the same logical elements as that
of the visual system in vertebrate animals [26] while using three orders of magnitude
fewer neurons [14, 79]. Combining this reduction in scale with the extensive work
in recent years to create a full Drosophila brain connectome [108, 137] makes the
fruit fly a compelling inspiration for robotic implementation.

Within the fruit fly, the motion vision pathway is an extremely important system

for adaptive behavior which aids in estimation of body motion and enabling rapid
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Medulla

Figure 2.1: Neuroanatomy of the motion vision pathway in the Drosophila
melanogaster optic lobe. Connectivity based on information presented in Borst
et al. 2020 [14] and Braun et al. 2023 [17].

response to oncoming threats [1, 31, 48]. Within the Drosophila optic lobe, retinal
and lamina cells convert changes in light intensity using spatiotemporal filters into
information used in the rest of the network. Within the lamina, cells L1-L.3 separate
information flow into two pathways: an On pathway for encoding increases in
brightness, and an Off pathway for encoding decreases in brightness [112, 125].
This transformed visual information is then filtered in the medulla by two banks
of unique spatiotemporal filters (Mil, Tm3, Mi4, Mi9 for the On pathway; Tml,
Tm2, Tm4, Tm9 for the Off pathway) [4, 40], which are then combined nonlinearly
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Chapter 3

SNS-TOOLBOX: AN OPEN SOURCE TOOL FOR DESIGNING
SYNTHETIC NERVOUS SYSTEMS

Material in this chapter has been previously published in

» Nourse, W. R., Szczecinski, N. S., & Quinn, R. D. (2022, July). SNS-
Toolbox: A Tool for Efficient Simulation of Synthetic Nervous Systems. In
Conference on Biomimetic and Biohybrid Systems (pp. 32-43). Cham:
Springer International Publishing.

* Nourse, W. R., Jackson, C., Szczecinski, N. S., & Quinn, R. D. (2023). SNS§-
Toolbox: An Open Source Tool for Designing Synthetic Nervous Systems and
Interfacing Them with Cyber—Physical Systems. Biomimetics, 8(2), 247.

Additionally, some material in this chapter was presented in person as the tutorial
"An Introduction to Design and Simulation using SNS-Toolbox and SNSTorch" at
the 2024 conference on Neuro Inspired Computational Elements (NICE) on April
26, 2024. Edits have been made to place this material into context with the rest of

this dissertation.

} A

One developing approach for robotic control is the use of networks of dynamic
neurons connected with conductance-based synapses, also known as Synthetic Ner-
vous Systems (SNS). These networks are often developed using cyclic topologies
and heterogeneous mixtures of spiking and non-spiking neurons, which is a diffi-
cult proposition for existing neural simulation software. Most solutions apply to
either one of two extremes, the detailed multi-compartment neural models in small

networks, and the large-scale networks of greatly simplified neural models. In this
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work, we present our open-source Python package SNS-Toolbox, which is capable of
simulating hundreds to thousands of spiking and non-spiking neurons in real-time or
faster on consumer-grade computer hardware. We describe the neural and synaptic
models supported by SNS-Toolbox, and provide performance on multiple software
and hardware backends, including GPUs and embedded computing platforms. We
also showcase two examples using the software, one for controlling a simulated limb
with muscles in the physics simulator Mujoco, and another for a mobile robot using
ROS. We hope that the availability of this software will reduce the barrier to entry
when designing SNS networks, and will increase the prevalence of SNS networks

in the field of robotic control.

2 @

A common goal of neuroscientists and roboticists is to understand how animal
nervous systems interact with biomechanics and their environment and generate
adaptive behavior [24]. By understanding and modeling aspects of the nervous
system, it is hoped that robots will be able to exhibit embodied intelligence [9]
and exhibit animal-like robustness and adaptability [124]. One approach is to
design Synthetic Nervous Systems (SNS), networks of conductance-based neurons
and synapses which can be used to model animal nervous systems [109, 120] and
control robots [5, 50, 64]. Some strengths of SNS networks include that they can
be tuned using analytic design rules [121, 123] and that results obtained controlling
robotic hardware can propose neurobiological hypotheses [83, 134].

In order to design SNS networks for robotic control, software tools are needed.
Software for simulating SNS networks should support conductance-based modeling
of neurons and synapses, as there are elements of neural behavior in conductance-
based models which are incompatible with current-based models [100, 121]. Bidi-
rectional synaptic links, such as electrical synapses, should also be supported [33].

Simulators should also support networks with heterogeneous neural models, poten-
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tially containing both spiking and non-spiking neurons [50]. While individual spik-
ing neurons can be more computationally powerful than non-spiking neurons [81],
non-spiking neurons are capable of capturing much of the dynamics of popula-
tions of spiking neurons while being more amenable to real-time simulation [130].
Networks should be able to be constructed in a programmatic way, in order to aid
the design of large but formulaic networks [110]. SNS networks should be able
to be simulated with faster than real-time performance using CPUs and GPUs,
and the same networks should be easily interfaced with physics simulation engines
and robotic hardware. Additionally, for accessibility and ease of use in laboratory
and educational settings, a simulator software should be cross-platform compati-
ble with the Windows (trademark Microsoft Corporation, Redmond, WA, USA),
MacOS (trademark Apple Corporation, Cupertino, CA, USA), and Linux operating
systems. A selected survey of available simulation software is presented in Table 3.1.

Software for simulating conductance-based neural dynamics have long been
available, with the most popular options being NEURON [59], NEST [49], GEN-
ESIS [15], and Brian [51]. These simulators are capable of simulating highly
detailed and biologically accurate neural models, however they were originally de-
signed for the purpose of performing digital experiments and collecting data over a
long simulation run. As such, interfacing with external software and systems can
be challenging [118] and often requires dedicated software for memory manage-
ment [39]. Additionally, these simulators are limited to being run on conventional
CPUs, although some have begun to be adapted for use with GPUs [2].

Other simulators are capable of designing large networks of neurons using prin-
ciples from machine learning, such as snnTorch [42], SpykeTorch [89], and Bind-
sNET [58]. These simulators are capable of executing at high speed on both CPUs
and GPUs, but they do so at the cost of limiting simulations to reduced models of
spiking neurons and current-based synapses. Simulators have also been designed

to simulate the Izhikevich neuron [66] and other spiking neurons at scale, including
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No GUI Real-Time MNon-Spiking Chemical Electrical CPUIGPU Cross-
Software  Required Capable & Spiking Synapses Synapses Support Platform*

AnimatLab X X X X

NRP X Xt Xt Xt X
Nengo X X X Kt Kt Kt X
snnTarch X X X X
Spyke- X ® X ®
Torch

BindsNET X X X X
Brian2 X X X X X X
NEURON X X X X X X
MNEST X X X K X
AMNNarchy X X X X X X

SNS- X X X X X X X
Toolbox

Table 3.1: Comparison of neural simulation software. Note that due to the many sim-
ulators available, not all are presented in this table. ~ To be considered cross-platform
compatible, the software must be easily run on Linux, MacOS, and Windows. T To
implement some features, custom code must be implemented which is incompatible
with the rest of the Nengo ecosystem. * Limited GPU support is currently available.

CARLSim [91], NEMO [45], GeNN [138]. CNS [90], and NCS6 [60]; however
they typically do not support hybrid networks of spiking and non-spiking neurons.

Multiple solutions have been developed which combine a neural dynamics simu-
lator with a physics engine. One approach is to combine an existing neural simulator
with an existing physics engine using a middleware memory management software.
This has been used to combine Brian [51] and SOFA [3] using CLONES [131],
as well as NEST [49] with Gazebo [73] using MUSIC [39]. This approach al-
lows users who are comfortable with a specific neural simulator to interface their
networks with physics objects. However, it leads to complicated software depen-

dencies which are difficult to translate to other systems. The first integrated system
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was AnimatLab [28], which allows networks consisting of either a non-spiking or
spiking neural model to control user-definable physics bodies. It also comes with
an integrated plotting engine, allowing users to run experiments and analyze data
within a single application. Numerous models have successfully been controlled
with AnimatLab, both in simulation [27, 65, 120] and with robotic hardware [50,
64], however networks cannot be designed in a programmatic way and are difficult
to scale to larger networks [110]. The Neurorobotics Platform (NRP) is a large soft-
ware suite which integrates multiple neural simulators, including Nengo [11] and
NEST [49], with Gazebo [73] in a cloud-based simulation environment. The NRP
is a comprehensive toolbox which comes with a variety of advanced visualization
tools, and has been used successfully for multiple neurorobotic controllers in sim-
ulation [22, 84]. However, the NRP comes with much overhead and, as such, is
unsuited for real-time control of robotic hardware.

In recent years, high-performance robots have been developed which are con-
trolled using networks of spiking neurons [29, 38]. These networks achieve state-
of-the-art performance, but rely on specialized neuromorphic hardware, such as
Intel’s Loihi processors [33], which are not yet widely available. Lava [77] is a
relatively recent and promising software solution for designing spiking networks,
but it is primarily designed for use with CPUs and Loihi. Currently, the most widely
used software for implementing spiking networks and controlling real hardware is
Nengo [11], which has achieved impressive results [38]. However, Nengo is opti-
mized for networks designed using the Neural Engineering Framework [41], and can
have reduced performance without the use of neuromorphic hardware. One simula-
tor which can simulate networks with a mixture of spiking and non-spiking neurons
in real-time or faster is ANNarchy [130], which does so using a C++ code genera-
tion system. However, this code generation system which enables high performance
comes at the cost of incompatibility with the Microsoft Windows operating system,

which reduces its level of accessibility.
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Here, we present SNS-Toolbox, an open-source Python package for the design
and simulation of synthetic nervous systems. SNS-Toolbox allows users to design
SNS networks with a simple interface and simulate them using established numer-
ical processing libraries on consumer-grade hardware. We focus on simulating a
specified set of neural and synaptic dynamics, without dedicated ties to a GUI or
a physics simulator. This focus allows the SNS-Toolbox to be easily interfaced
with other systems, and for a given network design to be able to be reused without
modification in multiple contexts. In previous work [94], we presented an initial
version of SNS-Toolbox with reduced functionality. Here we explain in detail the
expanded neural and synaptic dynamics supported in the toolbox, and describe the
workflow for designing and simulating networks. We provide results which demon-
strate comparative performance with other neural simulators, and we showcase the
use of SNS-Toolbox in two different applications, motor control of a muscle-actuated
biomimetic system in Mujoco [127], and navigation control of a robotic system in

simulation using the Robotic Operating System (ROS) [99].

3.3 Materials and Methods

Herein we describe the internal functionality of the SNS-Toolbox, how different neu-
rons and synapses are simulated, designed, and compiled by the user. Section 3.3.1
defines the neural models which are supported in the toolbox, and Section 3.3.2
does the same for connection types. Section 3.4.2 describes the design process
using SNS-Toolbox, and how a network is compiled and simulated.

All software described is written in Python [105], which was chosen due to its
ease of development and wide compatibility. Unless otherwise specified, the units
for all quantities are as follows, current (nA), voltage (mV), conductance ( S),

capacitance (nF), and time (ms).
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3.3.1 Neural Models

SNS-Toolbox is designed to simulate a small selection of neural models, which are
variations of a standard leaky integrator. In this section, we present the parameters

and dynamics of each neural model which can be simulated using SNS-Toolbox.

Non-Spiking Neuron

The base model for all neurons in SNS-Toolbox is the non-spiking leaky integrator,
as has been used in continuous-time recurrent neural networks [10]. This neural
model can be used to model non-spiking interneurons, as well as approximate the
rate-coding behavior of a population of spiking neurons [121]. The membrane

potential  behaves according to the differential equation

_ (3.1)
where is the membrane capacitance, the membrane conductance, and is
the resting potential of the neuron. is an injected current of constant magnitude,
and is any external applied current. is the current induced via synapses

from presynaptic neurons, the forms of which are defined in Section 3.3.2.
During simulation, the vector of membrane potentials _ is updated at each step

by representing Equation (3.1) in a forward-Euler step:
(3.2)

where denotes the element-wise Hadamard product, and  represents the simu-
lation timestep. is the membrane time factor, which is set as _
Spiking Neuron

Spiking neurons in SNS-Toolbox are represented as expanded leaky integrate-and-

fire neurons [88], with the membrane depolarization dynamics described in Equa-
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tion (3.1) and an additional dynamical variable for a firing threshold [123],

— 0 (3.3)

where  is a threshold time constant, and o is the initial threshold voltage. isa
proportionality constant which describes how changes in  affect the behavior of ,
with O causing toalways equal . When the neuron is subjected to a constant
stimulus, (O results in a firing rate which decreases over time, and 0 causes a

firing rate which increases over time. Spikes are represented using a spiking variable

»

1

(3.4)
0 otherwise
which also triggers the membrane potential to return to rest:
if 1 . (3.5)
The vector of firing thresholds _ is updated as
_ _ _ _ 0 _ _ (3.6)
where — is the threshold time factor. Based on the threshold states, the spiking
states are updated as
0 (3.7

Note that for simplified implementation, all spikes with SNS-Toolbox are inter-
nally represented as impulses of magnitude 1. Using these spike states, the mem-

brane potential of each neuron which spiked is reset to .y

1 (3.8)

Neuron with Voltage-Gated lon Channels

The other neural model available within SNS-Toolbox is a non-spiking neuron
with additional Hodgkin—Huxley [61] style voltage-gated ion channels. The mem-

brane dynamics are similar to Equation (3.1), with the addition of an ionic current
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[122]:

_ (3.9)

This ionic current is the sum of multiple voltage-gated ion channels, all obeying

the following structure:

(3.10)
Any neuron within a network can have any number of ion channels. is the
maximum ionic conductance of the j ion channel, and is the ionic reversal

potential. and are dynamical gating variables, and have the following dynamics

_— (3.11)
where functions of the form are a voltage-dependent steady-state
1

(3.12)

1 exp

and is a voltage-dependent time constant
exp (3.13)
denotes an exponent, and is the gate reversal potential. and are
parameters which shape the and functions. is the maximum value
of . Note that depending on the desired ion channel, the exponent for various

sections can be set to 0 in order to effectively remove it from Equation (3.10). One
particular example of this is a neuron with a persistent sodium current, which is also

available as a preset in SNS-Toolbox,

(3.14)

which is the same as Equation (3.10) with one dynamic variable disabled and some

variable renaming.
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3.3.2 Connection Models

Within SNS-Toolbox, neurons are connected using connection objects. These can
either define links between individual neurons, or structures of connectivity between

neural populations (see Section 3.3.2).

Non-Spiking Chemical Synapse

When connecting non-spiking neurons, non-spiking chemical synapses are typically

used. The amount of synaptic current to post-synaptic neuron from presynaptic

neuron is
(3.15)
where is the synaptic reversal potential. is the instantaneous synaptic
conductance, which is a function of the presynaptic voltage
0 —_— (3.16)

is the maximum synaptic conductance, and voltages and  define the
range of presynaptic voltages where the synaptic conductance depends linearly on
the presynaptic neuron’s voltage.
When simulating, Equation (3.15) is expanded to use matrices of synaptic pa-
rameters (denoted in bold),

_ Gsyn E Gsyn (3.17)

and each term is summed column-wise to generate the presynaptic current for each
neuron. Synaptic parameter matrices have an NxN structure, with the columns
corresponding to the presynaptic neurons and the rows corresponding to the postsy-

naptic neurons. Equation (3.16) is also expanded to use parameter matrices,

E
Guon 0 G non = R G rnax non (3.18)
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Spiking Chemical Synapse
Spiking chemical synapses produce a similar synaptic current as non-spiking chem-

ical synapses (Equation (3.15)), but a key difference is that is a dynamical

variable defined as

—_— (3.19)

it 1 . (3.20)

The conductance is reset to , the maximum value, whenever the presy-

naptic neuron spikes. Otherwise, it decays to zero with a time constantof . When
simulated, these dynamics are represented as

Gopie Gepike 1 1 Teyn (3.21)

where Ggpie is the matrix of spiking synaptic conductances, and Ty, is the synaptic
time factor matrix.

An additional feature available with spiking synapses is a synaptic propagation
delay. This sets the number of simulation steps it takes for a spike to travel from one
neuron to another using a specific synapse, a feature which is useful for performing
some aspects of temporal computation [110]. If the synapse between neurons and

has a delay of timesteps, the delayed spike is represented as
(3.22)

For simulation, this propagation delay is implemented using a buffer matrix
buffer With  columns and rows, where  is the longest delay within the network.
The rows of pyrer are shifted down at each timestep, and the first row is replaced with
current spike state vector .  pusier is then transformed into a matrix of delayed
spikes delay by rearranging based on the delay of each synapse in the network. delay

is then used to simulate the synaptic reset dynamics from Equation (3.20),

Gspike Gspike G max spike (3.23)
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Electrical Synapses
Electrical synapses, or gap junctions, are resistive connections between neurons that

do not use synaptic neurotransmitters. As a result, the neurons exchange current

proportional to the difference between their voltage values. Their current is defined

as

(3.24)

where is the synaptic conductance. Electrical synapses are simulated
in SNS-Toolbox using a similar formulation as Equation (3.17),

Gelec Gelec (3.25)

SNS-Toolbox simulates electrical synapses as bidirectional by default, where
current can flow in either direction between the connected neurons. Rectified
connections are also supported, where current only flows from the presynaptic to
the postsynaptic neuron and only if . When simulating with rectified

electrical synapses, a binary mask M is generated,

M (3.26)

where  denotes outer subtraction. The voltage of each neuron is subtracted in
a pairwise fashion, with the result processed by the heaviside step function

This generates a matrix where each element is 1 if current is allowed to flow in
that direction, and 0 otherwise. This binary mask is then applied to a synaptic

conductivity matrix Grec to obtain the masked conductance Mg,

Mg M Gre (3.27)

To generate the opposite current flow in rectified synapses, the masked conduc-

tance is then added to its transpose with the diagonal entries removed,

Mp Mg Mg diag Mg (3.28)
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This final masked, transformed conductance matrix is substituted for Gejec

in Equation (3.25)

Mp Mp (3.29)

Matrix and Pattern Connections

In their base form, each of the preceding connection models defines the connec-
tion between two individual neurons. However, the connections’ behavior can be
extended to defining connections between populations of neurons. Following the
model presented in [123], in the simplest form of population-to-population connec-
tion all neurons become fully connected and the synaptic conductance is automat-
ically scaled such that the total conductance into each postsynaptic neuron is the
same as the original synapse.

For more complex desired behavior, more types of population-to-population
connections are available. Matrix connections allow the user to specify the exact
matrices for each synaptic parameter, and one-to-one connections result in each
presynaptic neuron to be connected to exactly one postsynaptic neuron, with all
synapses sharing the same properties. Pattern connections are also available, mod-
eled after convolutional connections in ANNs [78]. In pattern connections, a kernel

matrix K can be given,

K (3.30)

where the indices are values for a single synaptic parameter ( ). IfK

describes the connection pattern between two 3 3 neural populations, then the
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resulting synaptic parameter matrix P will present the following structure:

0 0000
000
0 0 000
0 0 0
P (3.31)
0 0 0
000 0 0
000
0000 0

3.3.3 Inputs and Outputs

In order for an SNS to interact with external systems, it must be capable of receiving
inputs and sending outputs. For applying external stimulus to a network, input
sources can be added. These sources can be either individual elements or a one-

dimensional vector, and are applied to the network via |,

Ci (3.32)

where Cip is an LxN binary masking matrix which routes each input to the correct
target neuron. L is the number of input elements, and N is the number of neurons in
the network. This external input vector is varied from step to step and could come
from any source (e.g., static data, real-time sensors).

Output monitors can also be added, both for sending signals to other systems
and for observing neural states during simulation. These outputs are assigned one-
to-one to each desired neuron, meaning one output applied to a population of five
neurons results in five individual outputs. Output monitors can be voltage-based

or spike-based, where the output is the direct voltage or spiking state of the source
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neuron. During simulation, the output vector is computed as

Cout voltage __ CﬂlllS]lili.B _ (3.33)

where Coyt voltage a1d Coyt spike are connectivity matrices for the voltage and spike-

based monitors, respectively.

3.3.4 Software Design and Workflow

Using SNS-Toolbox, the design and implementation of an SNS is split across three

phases, a design phase, a compilation phase, and a simulation phase.

Design

To design a network, users first define neuron and connection types. These describe
the parameter values of the various neural and synaptic models in the network,
which can be subsequently reused. Once the neuron and connection presets are
defined, they can be incorporated into a Network object (for a complete inventory
of the different elements which can be added to a Network, refer to Sections 3.3.1—
3.3.3). First, the user can add populations of neurons by giving the neuron type,
the size or shape of the population, and a name to refer to the population. When
simulated, all populations will be flattened into a one-dimensional vector, but during
the design process they can be represented as a two-dimensional matrix for ease of
interpretation (e.g., working with two-dimensional image data). After populations
are defined and labeled, the user can add synapses or patterns of synapses between
neurons/populations, giving an index or character-string corresponding to the source
and destination neurons or populations and the connection preset.

Once a network is designed, it can also be used as an element within another
network. In this way, a large network can be designed using large collections of
predefined subnetworks, in a methodology referred to as the Functional Subnetwork
Approach (FSA). Available within the SNS-Toolbox is a collection of subnetworks
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which perform simple arithmetic and dynamic functions. For acomplete explanation

of these networks, as well as the FSA, please refer to [121].

Compilation

While it describes the full structure of an SNS, a Network object is merely a dic-
tionary which contains all of the network parameters. In order to be simulated, it
must be compiled into an executable state. Given a Network, the SNS-Toolbox can
compile a model capable of being simulated using one of the four software backends,
NumPy [56], PyTorch [95], a PyTorch-based sparse matrix library (torch.sparse),
and an iterative evaluator which evaluates each synapse individually. These back-
ends are all built on well-established numerical processing libraries, with PyTorch
bringing native and simple GPU support. Each backend has different strengths and
weaknesses, which are illustrated in Section 3.4.2. Although each is different, all
backends are compiled following the general procedure described in Algorithm 1.
Once a network is compiled, it can either be immediately used for simulation or

saved to disk for later use.

Algorithm 1 General compilation procedure.

function CompiLe(net, )
Get network parameters
Initialize state and parameter vectors and matrices
Set parameter values of each neuron in each population
Set input mapping and connectivity parameter values
Set connection synaptic parameter values
Calculate time factors
Initialize propagation delay buffer
Set output mapping and connectivity parameter values
return model

end function

Simulation

Since the SNS-Toolbox focuses on smaller networks which are connected with

varying levels of feedback loops [10, 50, 63, 64, 96] instead of multiple massively
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connected layers [46], we optimize our computations by representing all networks
as single-layer, fully-connected recurrent networks. During simulation, the neural
dynamics are evaluated by unfolding the network through time. This is similar
to the method developed by Werbos et al., for training recurrent ANNs [136].
See Figure 3.1 for a visual representation of this strategy. At each timestep, every
neuron can receive input from any neuron at the previous step (including itself via an
autapse [ 113]). Although the SNS-Toolbox only acts as a neural dynamics simulator,
it is extensible to interact with other systems for controlling robot (Section 3.4.4) or

musculoskeletal (Section 3.4.5) dynamics.

t-dti]

t+did

Figure 3.1: Simulation method for a small example network using the SNS-Toolbox.
(A) Overall network diagram generated within the toolbox. (B) Diagram of the
general computational flow when simulating the network. The network is unfolded
in time, and neural voltages are propagated in feedforward layers from one time-step
to another.

3.4 Results

In this Section, we provide results showcasing the capabilities of SNS-Toolbox. We

first provide quantitative benchmarks which characterize the performance of the
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software, and conclude with two application examples.

3.4.1 Specifications

Unless otherwise specified, all of the following results were obtained using the

software and hardware presented in Table 3.2.

Table 3.2: Software and hardware specifications.
Item CPU GPU RAM Python NumPy PyTorch CUDA

Specification AMD Ryzen 9 NVIDIA 32GEBDOR4 3810 1211 19.0 1ns
3900x RTX2060 2400 MHz

3.4.2  Performance Benchmarking

For evaluating the performance of the SNS-Toolbox, we present benchmarking
results for varying network size, structure, and type. In these benchmarks, networks
consist entirely of either spiking or non-spiking neurons, and are either densely or
sparsely connected. In densely connected networks, every neuron is synaptically
connected to every other neuron. For sparse networks, the neurons are connected
with the following structure; 8% of neurons receive external input, 12% of neurons
are recorded for output, and the number of neurons and synapses is equal. This
structure is based on general principles observed in previous large-scale synthetic

nervous systems [50, 64].

Maximum Network Size

Networks were constructed following the structure described in Section 3.4.2, and in-
creased in size until one of the following two termination conditions were met, either
the network parameter matrices could not fit in memory or network synthesis took
an excessive amount of time (=10 h). These experimental results are shown in Ta-
ble 3.3. The limiting factors of whether a network can successfully be synthesized

are the synaptic parameter matrices, as these increase in size quadratically as the
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size of the network increases. CPU-based backends are able to achieve the highest
network sizes, which is expected due to the increased volume of memory available to
the CPU. The iterative backend is able to achieve the highest sizes of network, since
its neural and synaptic dynamics are computed by iterating over one-dimensional
arrays instead of vector and matrix operations on two-dimensional arrays. All of the
sparse networks took significantly longer to synthesize, resulting in termination of

their testing before running out of memory.

Table 3.3: Maximum network size.

Torch  Torch Sparse Sparse
(CPU) (GPU) (CPU) (GPU)
Max Dense 11,010 20,010 22,000 7865 151* 2510*

Max 1:1 158,010 23,010 24,010 7639 17,510* 11,120*

Backend lterative NumPy

* Larger networks can be simulated, but compilation takes excessive time.

Backend Performance

We show that SNS-Toolbox is capable of simulating thousands of non-spiking
neurons in real-time or faster, with slower performance when simulating spiking
neurons. In total. 100 networks, which varied in size from 10 to 5000 neurons
in a logarithmic spacing, were generated and simulated for 1000 steps in each
backend. A simulation step of At = ().1 ms was used. The elapsed time to simulate
each step was recorded, and the results are shown in Figure 3.2. Each of the
available backends exhibit different strengths and weaknesses. For networks with
less than 100 neurons, the Numpy [56] backend runs the fastest, followed by the
PyTorch [95] backend running on the CPU. Once networks increase in size beyond
200-300 peurons, the PyTorch backend running on a GPU becomes the fastest.
While this backend is the fastest, the exchange of data between the CPU and GPU
results in a higher degree of temporal variability than the CPU-based backends.

Further investigation is needed to reduce this variability in performance.
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The exact threshold for what could be considered real-time performance is
dependent on the simulation step size, which, in turn, is dependent on the membrane
properties of neurons within the network. While all networks in this test were
simulated with the same step size for consistency, accurately simulating spiking
networks will generally require a finer simulation step than non-spiking networks.
In this test, an elapsed time of (.1 ms per step is considered real-time for the spiking
networks. A step size of 1 ms would suffice for the non-spiking networks tested
in this section, so their real-time limit is 1 ms. For non-spiking networks, this
means that networks up to about 3000 neurons can be simulated in real-time, and for

spiking networks the threshold is about 100-200 neurons.
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Figure 3.2: Comparison of wall-clock times to simulate a network for one simulation
time-step over varying network sizes, using the six software backends provided in
SNS-Toolbox. (A,B): Networks of non-spiking neurons, (C.D): networks of spiking
neurons. Left: Fully-connected networks, Right: Sparsely connected networks,
following the structure described in Section 3.4.2. Lines denote the mean over 1000
steps, shaded region denotes the area between the fifth and ninety-fifth percentiles.
The real-time limit is denoted with a horizontal dashed black line.
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The exact threshold for what could be considered real-time performance is
dependent on the simulation step size, which, in turn, is dependent on the membrane
properties of neurons within the network. While all networks in this test were
simulated with the same step size for consistency, accurately simulating spiking
networks will generally require a finer simulation step than non-spiking networks.
In this test, an elapsed time of (.1 ms per step is considered real-time for the spiking
networks. A step size of 1 ms would suffice for the non-spiking networks tested
in this section, so their real-time limit is 1 ms. For non-spiking networks, this
means that networks up to about 3000 neurons can be simulated in real-time, and for

spiking networks the threshold is about 100-200 neurons.
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Figure 3.2: Comparison of wall-clock times to simulate a network for one simulation
time-step over varying network sizes, using the six software backends provided in
SNS-Toolbox. (A,B): Networks of non-spiking neurons, (C.D): networks of spiking
neurons. Left: Fully-connected networks, Right: Sparsely connected networks,
following the structure described in Section 3.4.2. Lines denote the mean over 1000
steps, shaded region denotes the area between the fifth and ninety-fifth percentiles.
The real-time limit is denoted with a horizontal dashed black line.
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Benchmarking Alternative Software

The SNS-Toolbox is faster than the majority of similar neural simulators. We per-
form the same testing procedure presented in Section 3.4.2, and compare against
the behavior of similar simulators, namely Brian2 [51], Nengo [11], and ANNar-
chy [130]. For these other simulators, the neural and synaptic dynamics for basic
spiking and non-spiking neurons within SNS-Toolbox (see Sections 3.3.1 and 3.3.2)
were implemented and verified to match the behavior in SNS-Toolbox. In Brian2
and ANNarchy, this was completed via their built-in interfaces for interpreting cus-
tom behavioral strings. This process was less straightforward in Nengo, requiring a
custom Nengo process object which re-implemented the equations as performed in
SNS-Toolbox. As such, while the networks are able to successfully run in Nengo,
they are not fully compatible with the rest of the Nengo ecosystem. Since these
benchmarks are not being compared against biological recordings, validation is
completed by comparing the behavior of the neural models across simulators and
verifying that the simulation recordings are identical.

Results are shown in Figure 3.3. For clarity, simulators with multiple backends
or variants are condensed to show the best performing version for each network
size. The variants tested in Brian2? are the normal version on CPU, and the GPU-
accelerated Brian2CUDA [2], and ANNarchy was compiled using the CPU and
GPU paradigms. All SNS-Toolbox backends were tested. Across all network sizes
and structures, SNS-Toolbox is faster or within performance variance of Brian2
and Nengo. SNS-Toolbox is faster than ANNarchy for some densely-connected
non-spiking networks, but, in general, is slower but competitive across the test suite.

Suggestions for improving this speed discrepancy will be explored in the Discussion.
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Figure 3.3: Comparison of wall-clock times for SNS-Toolbox to simulate a network
for one simulation time-step over varying network sizes, using SNS-Toolbox and
three other neural simulators (Brian2 [51], Nengo [11], and ANNarchy [130]).
For the following simulators, the time data presented are chosen as the best-
performing backend variant, Brian2, standard Brian2, and the GPU-accelerated
Brian2CUDA; SNS-Toolbox, all available variants; and ANNarchy, CPU-based
compilation, and GPU-based compilation. (A,B): Networks of non-spiking neu-
rons, (C,D): networks of spiking neurons. Left: Fully-connected networks, Right:
Sparsely connected networks, following the structure described in Section 3.4.2.
Lines denote the mean over 1000 steps, shaded region denotes the area between the
fifth and ninety-fifth percentiles. The real-time limit is denoted with a horizontal
dashed black line.

Performance on Embedded Hardware

The testing procedure presented in Section 3.4.2 is again repeated, testing the
performance of SNS-Toolbox on various embedded computing platforms. These
included a Raspberry Pi Model 3B (trademark Raspberry Pi Limited, Cambridge,
UK), Jetson Nano 4GB (trademark NVIDIA Corporation, Santa Clara, CA, USA),
and an Intel NUC SWNUC11PHKi7c00 (trademark Intel Corporation, Santa Clara,
CA, USA) with 32 GB of RAM. Due to the reduced available memory available on

the Raspberry Pi and Jetson, network size is varied logarithmically from 10 to 1000
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neurons, instead of the 105000 neurons in Sections 3.4.2 and 3.4.2. Results are
shown in Figure 3.4; for clarity, all backends are condensed for each device such that
the best performing solution at each network size is presented. The Raspberry Pi
performs comparably with a Jetson Nano, with the Jetson exhibiting slightly better
performance across all network sizes. The amount of memory available on the
Raspberry Pi is the smallest of the three devices, so it is unable to simulate densely-
connected networks over approximately 900 neurons in size. The Intel NUC is a
significantly more powerful computing platform than the Raspberry Pi or the Jetson

Nano, and accordingly behaves more closely to desktop-level performance.
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Figure 3.4: Comparison of wall-clock times to simulate a network for one simulation
time-step over varying network sizes, using SNS-Toolbox on three different embed-
ded computing platforms (Intel NUC, Raspberry Pi version 3b, and an NVIDIA
Jetson Nano). The time data presented are chosen as the best-performing backend
variant at each network size, with GPU-based backends excluded on the Raspberry
Pi. (A,B): Networks of non-spiking neurons, (C,D): networks of spiking neurons.
Left: Fully-connected networks, Right: Sparsely connected networks, following the
structure described in Section 3.4.2. Lines denote the mean over 1000 steps, shaded
region denotes the area between the fifth and ninety-fifth percentiles. The real-time
limit is denoted with a horizontal dashed black line.
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3.4.3 Basic Demonstration

Using the SNS-Toolbox, we implemented a network which models an anatomical
circuit and performs a useful function, but would be complicated and tedious to
design by hand. In the Drosophila melanogaster nervous system, the optic lobe
contains circuits for processing motion in the visual field[12, 85]. The first two
layers of this visual system are the retina and the lamina, which perform two distinct
visual processing operations. Retinal neurons R1-R6 encode incoming photons as
changing neural activity[26], and the lamina primarily consists of two pathways:
the L2 neurons have an antagonistic center-surround receptive field, and L1 neurons
have a traditional center-surround receptive field[47]. Based on this structure,
modeling the retina and L1 cells results in a circuit which performs high-pass
filtering of an input image. Previous work has created a synthetic nervous system
model of the Drosophila optic lobe motion circuitry[110] using the Animatlab
software[28]. This model was constrained to one-dimensional images, in part due
to the difficulty of implementing the model. In this previous approach neurons
and synapses have to be placed and routed by hand, which is time-intensive and
tedious to produce a simplified model with 510 neurons and 1574 synapses for one-
dimensional images[110]. To demonstrate the effectiveness of the SNS-Toolbox, we
created a model of the retina and L1 cells of the optic lobe capable of processing two-
dimensional images, consisting of 2048 neurons and 8476 synapses and generated
in only 18 lines of Python code (see Figure 3.5A).

To ensure the network responds to input in a realistic (within simulation) time,
we examine the temporal properties of the Drosophila optic lobe. Based on flicker
fusion studies, the response rate of the fruit fly to visual stimuli is in the range of
60-100 Hz[87]. Approximating the settling time of each neuron to be 4 , the
maximum time constant of the entire visual processing system is 40-66.67 ms. Since
our two-layer circuit is not the entire visual system, we will reduce these estimates

by an order of magnitude and set the membrane time constant of each neuron in the
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Figure 3.5: Using SNS-Toolbox to design a two-layer visual processing system.
A. Python code to generate the desired network. Image preprocessing and output
plotting are omitted. B. Network visual representation. An input image is converted
to stimulus current for a population of neurons, representing the insect retina. From
the retina, a 33 kernel of inhibitory (light blue) and excitatory (purple) synapses
is applied to create a high-pass filtering effect in the next layer, representing the
L1 insect lamina neurons. C. Output of retina and lamina neurons, respectively.
Voltages are mapped to grayscale intensities.

network as 5 ms.

We assume that input images are grayscale, because the retina neurons used
within the motion vision pathway only respond to a single light color (green)[25].
Since a single Drosophila eye consists of around 800 ommatidia arranged in 32-34
columns[75], we will also design for input images which are 32x32 pixels. As an
input transformation to the retina layer, pixel values are linearly scaled from their
original 0-255 to 0-R nA.

After creating two 32x32 populations of neurons and attaching an input source,
the last step is to define the connection between the retina and the lamina. Our
lamina model only consists of L1 neurons, so each neuron has center-on surround-

off receptive field. Since each L1 cell receives input from the directly adjacent
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ommatidia, we can implement these receptive fields as a 3x3 connection kernel:

where and are the desired gains for inhibitory and excitatory synapses,
respectively. For desired behavior, these gains were chosen as !'; and 1.
These synaptic gains can be transformed into synaptic conductances and relative

reversal potentials using the method described in[121],
(3.34)

where all excitatory synapses usean  of 160 mV and all inhibitory synapses use
an  of -80 mV.

The results of simulating the network are shown in Figure 3.5. The output of
the lamina layer is as expected, and correctly implements a rudimentary high-pass

filter or edge-detector.

3.4.4 Mobile Robot Control

As a toy application example, we use SNS-Toolbox to control a simulated mobile
robot. A skid-steer Jackal robot (trademark Clearpath Robotics, Kitchener, ON,
USA) is placed in a navigational course resembling a figure-eight in the Gazebo
physics simulator [73] (Figure 3.6B), with the goal being to drive the robot around
the course without colliding with any of the walls or barriers. The simulated robot
is equipped with a planar LiDAR unit, and is controlled and operated using the
ROS software ecosystem [99]. We implement the neural control system as a ROS
node which subscribes to the angular distance readings from the laser scanner,
and publishes to the velocity controller onboard the robot.
The control network, shown in Figure 3.6A, implements a Braitenberg-inspired [16]

steering algorithm. The laser scan sends distance measurements for 720 points in a
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270 arc around the front of the robot, and each neuron in a population of 720 non-
spiking neurons receives external current from a corresponding directional distance

scan. These currents are scaled and mapped by the following relationship,

B — (3.35)

such that each neuron has a steady-state voltage of 0 when the sensor distance  is
at its maximum value , and increases to 1 when the distance is at its minimum
This population then excites two heading control neurons, with the left
360 neurons exciting the clockwise rotation neuron, and the right 360 exciting the
counter-clockwise rotation neuron. All synapses between the sensory and heading
control neurons share the same synaptic conductance. The difference between the
potentials of these two neurons is taken and scaled to generate the desired angular
velocity of the robot,
(3.36)

As the robot approaches a barrier, the system generates stronger rotational com-
mands to move away from the obstacle. All 720 sensory neurons also inhibit a speed

control neuron, which scales the linear velocity of the robot as
(3.37)

The speed control neuron also has a constant applied bias current of 1 nA. This
has the effect of dynamically slowing the robot as it becomes closer to obstacles,
allowing the rotational commands to correctly orient the robot. This controller
results in successful navigation of the driving course in 133.24 s, with minimal
tuning. Currently the velocity is updated with every neural step, however for
improved speed performance the velocity can be updated after multiple neural steps.
This allows the neural states to converge to a steady-state for each scan distance,
and reduces the amount of communication traffic.

Braitenberg-inspired [16] networks have been widely used for steering and lane-
keeping tasks in the past [70, 132, 135] to great success. The network designed in
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Figure 3.6: LiDAR-based steering algorithm for a simulated mobile robot using
ROS. (A): Network diagram of the control network. Each distance measurement
angle of a simulated LiDAR is inverted, scaled, and mapped as the input to a
single input processing neuron. These are then summed onto directional neurons
corresponding to clockwise or counter-clockwise rotation, depending on which half
of the scanning field the neuron represents. All sensory neurons also connect to a
speed control neuron. The difference between the directional neurons is taken as the
rotational velocity, and the speed control neuron is scaled by the maximum speed
to control the linear velocity. (B): Overhead view of the simulation environment in
Gazebo [73]. Orange and white barriers act as boundaries of the course, the robot
trajectory is superimposed on top with a dashed blue line. (C): Neural activity of
the three command neurons during the generation of the trajectory shown above.

this section is intended as a proof of concept to showcase the ability to interface

SNS-Toolbox with ROS simulations, not as a state-of-the-art steering algorithm.

3.4.5 Musculoskeletal Dynamics

In Deng et al. [35], an SNS was designed to control a biomechanical simulation of rat
hindlimbs, with the network and body dynamics simulated using AnimatLab [28].
Here we reimplement this SNS using SNS-Toolbox and interface it with a new

biomechanical model implemented in the physics simulator Mujoco [127].



Neural Model

An overall network diagram can be found in Figure 3.7A. The general network
structure consists of a two-layer CPG with separate rhythm generation (RG) and
pattern formation (PF) layers [106], with each layer comprising of half-center (HC)
oscillators [19]. The RG network has two HC neurons which contain voltage-gated
ion channels (Equation (3.14)), which mutually inhibit one another via two non-
spiking interneurons (Equation (3.1)). This network generates the overall rhythmic
activity of the legs, and the global speed can be controlled via the level of mutual
synaptic inhibition [122].

The HC neurons of the RG network excite the corresponding HC neurons in the
PF networks, which are constructed in a similar manner to the RG network. Each PF
network shapes the phase from the RG network into the appropriate joint position
for a specific joint, with the knee and ankle joints sharing a PF network. The PF
networks are also presynaptic to a motor control network for each joint [63, 68],
where motoneurons (MN) drive the flexor and extensor muscles for each joint and

are adjusted by Ia and Ib feedback from the muscles.

Biomechanical Model

In Deng et al. [35], the rat hindlimbs were modeled in AnimatLab [28] using
simplified box geometry and a pair of linear Hill muscles for each joint. We replicate
this model in Mujoco [127] using a three-dimensional model of bone geometry [69]
and non-linear Hill muscles (shown in Figure 3.7C). Mujoco was chosen due to its
open-source availability, and its robust internal support for complex muscle-based
actuation with a lower computational overhead than OpenSim [34].

All muscles in the model share the same sigmoidal activation curve which

converts motoneuron activity to a muscle activation between 0 and 1. This is
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Figure 3.7: SNS-Toolbox controls a musculoskeletal model of a rat hindlimb. (A):
Diagram of the neural control network. (B): Relationship between motor neu-
ron voltage and muscle activation. (C): The musculoskeletal model used in Mu-
joco [127]. (D): Neural activity from the half-center neurons in the central rhythm
generator. (E,F): Neural activity from the hip and knee/ankle pattern formation cir-
cuits. (G-I): Motor neuron activity in the motor circuits for the hip, knee, and ankle.
(J-L.): Joint angles of the hip, knee, and ankle. All recordings are shown for a period
of 1000 ms, after the model has finished initialization. Pictured are recordings from
the elements within the left leg.

calculated in the same manner as [139], with the activation sigmoid defined as

1

] (3.38)

where is the steepness of the sigmoid and is the motoneuron potential. The
exact curve is shown in Figure 3.7B.
Simulation Results

The network and mechanical model are simulated for 5000 ms, with data shown in

Figure 3.7. On each step, muscle tensions from Mujoco are first formatted as la and
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Ib feedback for the SNS, then the outputs of the SNS are mapped via Equation (3.38)
into muscle activations for the Mujoco model. The network parameters are exactly
the same in this work as in Deng et al. [35], and result in oscillatory motor behavior.
The overall leg oscillation occurs at half the frequency of the original model, and the
joints exhibit scaled and shifted trajectories. The hip joint oscillates in the range
of 094 007 radians instead of 009 017 radians in the original model,
withthekneein 019 0 84 radiansinsteadof 047 009 radians and the ankle
in 176 097 radians instead of 092 026 radians. Further investigation
is needed to determine the sources of these discrepancies in behavior, however a

difference is to be expected given the difference in muscle modeling.

3.5 Discussion

In this work, we present SNS-Toolbox, an open-source Python package for simulat-
ing synthetic nervous systems. We focus on simulating a specific subset of neural
and synaptic models, which allows for improved performance over many existing
neural simulators. To the best of our knowledge, the SNS-Toolbox is the only neural
simulator available which meets all of the desired functionality for designing syn-
thetic nervous systems. The SNS-Toolbox is not tied to a dedicated graphical user
interface, allowing networks to be designed and simulated on embedded systems.
Heterogeneous networks of both spiking and non-spiking neurons, as well as chem-
ical and electrical synapses, can also be simulated in real-time on both CPU and
GPU hardware. All of these capabilities are also fully available across all major
operating systems, including Windows (trademark Microsoft Corporation), MacOS
(trademark Apple Corporation), and Linux-based systems.

We find that SNS-Toolbox can simulate networks with hundreds to thousands of
neurons in real-time on desktop hardware, and low hundreds of neurons on embedded
hardware. The performance is also competitive with other popular neural simulators.

Through a simple programming interface, it is relatively simple to combine networks
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made in SNS-Toolbox with other software. Using ROS [99], we implemented a
Braitenberg-inspired [16] neural steering algorithm and controlled navigation of a
simulated mobile robot through an environment in Gazebo [73]. We also take an
existing SNS network which controlled a musculoskeletal model [35] implemented
in AnimatLab [28], and achieved cyclical limb motion after reimplementing the
network in SNS-Toolbox and interfacing with Mujoco [127].

One decision we made early in the design process was to provide a simplified
design and compilation interface, as well as to build SNS-Toolbox on top of widely
used Python numerical processing libraries in order to facilitate use across all
computing platforms. This has allowed multiple researchers with varying degrees
of programming experience within our laboratories to begin using SNS-Toolbox
successfully, as well as an instructional tool in pilot classes on neurorobotics. While
other tools, such as ANNarchy [130], achieve higher performance by direct code
generation in C++, they do so at the expense of easy cross-platform support. Future
work may explore adding additional build systems for different operating systems
in order to achieve comparable performance.

In order to allow network simulation on GPUs, multiple backends in SNS-
Toolbox are built on top of Py Torch [95]. However, PyTorch has a large infrastructure
of features which are currently not supported by the structure of the SNS-Toolbox
backend, such as layer-based organization of networks and gradient-based optimiza-
tion using automatic differentiation. Additionally, models built using the formal
PyTorch style are able to be compiled into the C++-adjacent Torchscript, allowing
improved simulation performance. Work is currently underway to restructure the
PyTorch backend within SNS-Toolbox to allow these benefits.

Previous SNS models have often been made using the software AnimatLab [28,
50, 64, 120], which uses a different workflow than SNS-Toolbox. Within AnimatLab,
users have an integrated GUI that contains a rigid-body modeler, canvas for dragging

and dropping neurons and synapses into a network, and a plotting window for
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viewing simulation results. The SNS-Toolbox is designed to focus on the design
and simulation of the neural and synaptic dynamics, with the physics simulation
and plotting being relegated to external libraries. While this may be less convenient
for a user who is either a beginner or is migrating from AnimatlLab, we feel that
this separation is beneficial as it allows networks made using the SNS-Toolbox to
be more extensible to interfacing with other systems. When transitioning from
AnimatLab, the primary difference in workflow is that networks in the SNS-Toolbox
are described via code instead of drawn. If the transitioning user is familiar with
writing code in Python or another similar language, this change is easily managed.
The other difficulty when converting from AnimatLab to SNS-Toolbox is when using
MulJoCo [127] for physics simulation. As the native muscle model within MuJoCo
is different than Animatlab, we show in Section 3.4.5 that the same network with
the same parameter values will exhibit different behavior if not tuned to use the new
muscle model.

Throughout the design process of SNS-Toolbox, we chose to focus on im-
plementing specific sets of neural and synaptic dynamics. This brings enhanced
performance, however it does mean that there is no method for a user to add a
new neural or synaptic model to a network which has not been previously defined,
without editing the source code for the toolbox itself. One workaround to this issue
is to create more complicated models by treating individual non-spiking or spiking
neurons as compartments which are connected together as a multi-compartment
model, however, in general, we find that this is a limitation for the SNS-Toolbox at
this time.

The SNS-Toolbox is currently available as open-source software on GitHub
(trademark GitHub incorporated), and has an extensive suite of documentation
freely available online. In addition to installing from source, the SNS-Toolbox is
also available to install from the Python Package Index (PyPi). All of the features
within the toolbox are built on top of standard, widely used Python libraries. Aslong
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as these libraries maintain backwards compatibility as they update, or the current
versions remain available, the functionality of SNS-Toolbox should remain into
the future.

Examples were shown using the SNS-Toolbox to interface with external software
systems, particularly ROS [99] and Mujoco [127]. While the primary goal of SNS-
Toolbox is a simplified interface which focuses on neural dynamics, other users
may find our interface mappings between SNS-Toolbox and other software useful.
As such, we intend to release supplementary Python packages which contain helper
logic to interface the SNS-Toolbox with other software as we develop them.

Many robots have been built which use SNS networks for control, although these
are usually tethered to an off-board computer [50, 64] or require non-traditional
computer hardware [3] to operate. With the release of SNS-Toolbox, we have
two forward-looking hopes. Firstly, that more researchers design and implement
synthetic nervous systems for robotic control, and that members of the robotics
community will find value in neural simulators which are capable of simulating

heterogeneous networks of dynamic neurons.



Chapter 4

A SYNTHETIC NERVOUS SYSTEM FOR ON AND OFF
MOTION DETECTION INSPIRED BY THE DROSOPHILA
MELANOGASTER OPTIC LOBE

Material in this chapter has been previously published in

» Nourse, W. R., Szczecinski, N. S., & Quinn, R. D. (2023, July). A Synthetic
Nervous System for on and Off Motion Detection Inspired by the Drosophila
melanogaster Optic Lobe. In Conference on Biomimetic and Biohybrid Sys-

tems (pp. 364-380). Cham: Springer Nature Switzerland.

Edits have been made to place this material into context with the rest of this disser-

tation.

4.1 Abstract

In this work, we design and simulate a synthetic nervous system which is capable
of computing optic flow throughout a visual field, inspired by recent advances
in the neural anatomy of Drosophila melanogaster found through connectomics.
We present methods for tuning the network for desired stimuli, and benchmark its
temporal properties and capability for directional selectivity. This network acts as a
stepping point towards visual locomotion control in a hexapod robot inspired by the

anatomy of Drosophila.

4.2 Introduction

A continuing goal in the robotics community is to develop robots with the dynamic
capabilities and resilience of animals. A particular focus is on adding the influence

of visual information to improve the adaptability of robotic systems [7, 140]. A
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promising approach is to design robotic controllers using neuromorphic networks
of neurons with biologically inspired dynamics [6], also known as synthetic nervous
systems (SNS) [50, 64, 121].

Much is known about the circuitry within the Drosophila melanogaster optic
lobe, making it a convenient inspiration for robotic vision systems. For visual
motion processing in particular, the Drosophila nervous system contains many of
the same logical elements as that of mammals and vertebrates [26], but does so with
three orders of magnitude fewer neurons in the visual system [13, 80]. An additional
advantage of Drosophila over other model organisms is that extensive work has been
done in recent years to create a full connectome of their brains [107, 137], and the
visual system in particular has been extensively studied [112, 115, 125].

The motion vision pathway is extremely important for adaptive behavior in
Drosophila, aiding in estimation of body motion and enabling rapid response to
oncoming threats [1, 31, 48]. The structure is well documented, see Fig.4.1 for
a visual representation and refer to [13] for a more thorough review. Within the
Drosophila optic lobe, retinal and lamina cells convert changes in light intensity
into information used in the rest of the network. Of particular relevance to the
motion vision system are cells L1-L3, which perform spatiotemporal filtering of
input stimuli and separate information flow into two pathways: an On pathway for
encoding increases in brightness, and an Off pathway for encoding decreases in
brightness [112, 125]. From there, the transformed visual information is further
filtered in the medulla into a bank of unique filters (Mil, Tm3, Mi4, Mi9 for the On
pathway; Tm1, Tm2, Tm4, Tm9 for the Off pathway), each with slightly different
spatiotemporal characteristics [4, 40]. These are then combined nonlinearly (along
with the wide amacrine cell CT1 [86]) onto the elementary motion detector (EMD)
cells T4 and T35, and the resulting combination generates directional selectivity for
each point in the visual field [115] which can then be spatially integrated for more
complex behavior [13].
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Previous work has adapted this circuitry to robotics [7] and SNS networks [110],
but these studies were performed before the wide breadth and depth of connectivity
information from connectomic analysis for Drosophila became available. In this
work, we design an 5NS network which measures optic flow for both rising and
falling brightness levels, using inspiration from the current body of knowledge about
connectivity and activity within the Drosophila optic lobe [13, 115]. As there is
less known about the exact operation of the Off EMD, we make some design-based
decisions in its construction. Using the capabilities of this network, we plan future

visual control of motion onboard the bio-inspired robot Drosophibot [50].

Al | B0

Medullal]

Figure 4.1: A: A circuit diagram of a single column within the Drosophila motion
vision pathway, adapted from [13, 115]. B: Reduced diagram used in this work.
Node colors in both diagrams are chosen to highlight their common functional
roles. Single circles designate neurons which behave as a low-pass filter, double
circles indicate a band-pass filter. Dark closed circles indicate inhibitory synapses,
open triangles indicate excitatory synapses. In panel B, ID and 5 neurons approx-
imate band-pass behavior by filtering the responses of the B neurons, for reduced
computational complexity.



49

4.3 Network Components

4.3.1 Neural and Synaptic Models

As this work is primarily focused on designing general network behavior instead of
exactly reproducing neural recordings, all neurons in the network are simulated as
non-spiking leaky integrators following [121], where the neural state  is updated
as

(4.1)

where is the neural time constant, is any external input, and is a constant bias

term. is the synaptic input from any presynaptic neurons in the network,

(4.2)
with  denoting a presynaptic neuron, and denoting the synaptic reversal
potential. In this work, all excitatory synapses have 5, 2 for

inhibitory synapses, and specific modulatory synapses have a reversal potential of
01 , where isthe primary range of neural activity in the network. For
numerical simplicity, 1 in this work so that most neurons communicate when
their state is between 0 and 1, with the exception of the synapse between neurons
and . has an effect roughly analogous to cholinergic synapses in Drosophila,
to GABAergic synapses, and to glutamatergic synapses. isa
monotonic function which describes the incoming synaptic conductance such that

0 where is the upper bound. In this work, we define

0 1 (4.3)

where and  are the lower and upper threshold states of synaptic activity. For
most synapses in the network, we set 0, and . For the synapse between

neurons and ., we set . and 2 .
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Steady State Formulation
For some design sections, we required solving for the steady state of the neuron

given steady inputs. As in [121], the steady-state response s

(4.4)

Synaptic Pathway Designs

When connecting components of our network, different pathways are tuned analyt-

ically based on their functional role. One common example is signal transmission,

where the desired steady-state value (see eq. 4.4) of the postsynaptic neuron  is

the steady-state voltage of the presynaptic neuron multiplied by a transmission gain
. From [121], this can be solved as

(4.5)

where is for excitatory synapses, and  for inhibitory synapses.
Another formulation which is used throughout this work comes from setting a

target state  of the postsynaptic neuron, given a presynaptic steady-state and the

presence of other external or synaptic currents to the postsynaptic neuron. This is

derived from eq. 4.4 and written as

(4.6)

Finally, in some instances it is desirable for a presynaptic neuron to modulate
the sensitivity of a postsynaptic neuron to external and synaptic inputs. For this we
follow the derivation in [121], and use the modulatory reversal potential and

set the synaptic conductance as
1 4.7)

where the desired behavior is such that is divided by when . This

form of synapse is used within the On pathway between  and On.
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Figure 4.2: A: Circuit diagram of a band-pass subnetwork. Two neurons are tuned
as low-pass filters with different cutoff frequencies, and are subtracted to produce
a band-pass response. B: Response of each neuron within the subnetwork when
subjected to a time-varying input.

4.3.2  Neural Filters

Most neurons within the Drosophila motion vision pathway behave temporally
as either low or band-pass filters [13], and here we describe our methodology in
designing our network to behave accordingly. The process to tune our neurons as
low-pass filters is straightforward, as the leaky integrator is itself a low-pass filter
with a cutoff frequency (where the gain is -3dB) defined as f. = ﬁ

Common methods for implementing a neuron with band-pass temporal behavior
typically involve adding a second dynamic variable to the neuron model [66], such
as a voltage-gated ion channel [122] or adaptive spiking threshold [123, 126].
Inspired by the differentiation network in [121], we implement band-pass filters
in our network using a subnetwork of four non-spiking leaky integrators instead
of adding a new, more complex neural model. While this adds more neurons to
the network, we do this to reduce the computational complexity of our system in

anticipation of running it on embedded hardware. For a visual representation, please
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see Fig. 4.2.
This network is designed as follows. Inputs to the subnetwork enter as a synaptic
input for neuron I, which then inhibits neurons Fast and Slow using inhibitory
transmission synapses (eq. 4.5) with reversal potential and a gain 1, to

arrive at a maximum synaptic conductance of

— (4.8)

Neurons [, Slow, and output neuron Qut all have the same time constant, which
approximately acts as the upper bound of the filter's passband. Neuron Fast has
a larger time constant and lower cutoff frequency than the other neurons, and the
corresponding cutoff frequency results in setting the lower bound of the passband.
Neuron Fast inhibits neuron Out with a gain-controlled inhibitory synapse (eq. 4.5),

and neuron Slow excites Out with a synapse designed to mirror , where

(4.9)

This results in the state of neuron Out being the difference between the original signal
in I being processed via two different low-pass filters, resulting in a band-pass effect.
In practice, the value of the transmission gain  from Fast to Out is found using
the Brent method for scalar minimization [18] in SciPy [129] such that the change
in magnitude during a step input is -1. All neurons in this subnetwork additionally
have a constant bias input of , since the bandpass filters in our network need to
hyperpolarize during rising luminance levels, but omitting these bias terms and
swapping the inhibitory and excitatory synapses would result in a more traditional
band-pass filter [121].

4.4 Network Design

For a circuit diagram of the network described in this section, as well as the com-

parative structure present in the Drosophila optic lobe, please refer to Fig. 4.1.
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4.4.1 Input Processing

When presented with a visual stimulus, each input node (denoted In in Fig. 4.1B)
acts as a temporal low-pass filter, performing an analogous operation to a Drosophila
photoreceptor cell [26]. As this initial stage sets an upper bound on the frequency
response for the rest of the circuit, we set the time constant for this filter

such that no frequencies in our desired input range are filtered out and our network
dynamics remain stable. In this work, we set this as 10 based on our

simulation timestep

4.4.2 Initial Filter Stage

Similar to the cells present in the Drosophila lamina, we apply temporal filters to
the output of the initial input filtering stage. While the primary lamina cells in
the Drosophila motion pathway have slight differences in temporal behavior [40],
for analytic simplicity both  and  have the same properties in this work. For
reduced analytic complexity, all spatial receptive fields are condensed into single
columns.

We apply a band-pass filter which hyperpolarizes to stimuli of increasing bright-
ness within each pathway to the output of the input stage, analogous to the behavior
of the L1 and L2 cells [13], and we refer to them as and . These are con-
structed in the manner described in Section 4.3.2, and the time constant of the fast
side is set to . For the slow side, we choose so that for the fastest input
stimulus, the response has time to settle to baseline over the course of a single input
period. Approximating the settling period for a leaky integrator as 5 , we write the

time constraint as

1
- 4.10
3 (4.10)

where is the spatial wavelength and is the fastest spatial velocity of the input

stimulus.



54

Figure 4.3: A: Ddagram of a three-arm Haag-Borst HR/BL EMD circuit [54]. B:
Schematic of the three-arm motion detectors in this work, for both On and Off
stimuli. PD denotes the preferred direction, NI denotes the not preferred (null)
direction. Nodes without color do not contribute to behavior in this direction of
motion.

Similar to the L3 neuron in Drosophila [13], we include an additional low-
pass filter (denoted as L in Fig. 4.1B) which is shared across both the On and Off
pathways. In order to preserve the range of temporal information available for later
processing, we set the time constant of L to 7y, causing this node to act as a

delayed and inverted copy of the input stimulus.

4.4.3  Motion Detectors

For the design of the elementary motion detectors (EMD) in the On and Off pathways,
we take inspiration from the Haag-Borst HR/BL three-arm EMD [54](Fig. 4.3A).
This structure has been shown to be capable of reproducing recordings from T4 [54]
and T'5 [55] cells, and connectomic analysis has found candidate cells for each input
arm of the model [115]. In this model, the output neuron of each EMD (On for the
On pathway, Off for the off pathway) receives input from three separate elements: a
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direct input from the cell in the same column, an enhancement input which enhances
stimuli coming from the preferred direction, and a suppressor input which suppresses
stimuli coming from the null direction. In this work we choose to model the EMD
as a three-arm circuit instead of older models which used two arms to achieve
either preferred-direction enhancement [57] or null-direction suppression [8], as
the three-arm model generates finer directional selectivity and is less susceptible to
noise [54].

In Drosophila the inputs in each arm can come from multiple neurons, which
combine to create varied spatio-temporal properties [4, 13, 40]. For simplified
analysis and reduced computational complexity, each arm is represented as a single
neuron in this work. Additionally, while the cells in the medulla act as band-pass
and low-pass filters with a variety of time constants, for simplicity we represent
all of them as low-pass filters and reshape the activity from the higher-level filters
( ., ,and ). In this work, neurons which perform enhancement are named |,
direct stimulation . and suppression . Unless otherwise specified, all neurons
can be assumed to have a time constant of . This is only changed as needed for
behavioral reasons, which will be explained below.

On Pathway

Recent studies have focused on the behavior of T4 cells and found potential mech-
anisms which generate motion-detection and direction selectivity using the cells
which contribute to the On pathway [115], particularly in the work of Groschner
et al. [532]. In their work, they modeled the T4 pathway and found that multiplica-
tive behavior can occur during a period of low inhibition that creates a “window
of opportunity” [37]. We adapt a similar mechanism here based on our previous
work [121], with a circuit diagram in Fig. 4.3B and behavior shown in Fig. 4.4.
Neuron mimics the behavior of Mil and Tm3, the response of CT1, and

is analogous to Mi9.
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Direct: Neuron  receivesinputfrom  viaan inhibitory transmission synapse
(eg. 4.5), and the gain is tuned via Brent’s method [18] such that the peak during a
step input is 1. It excites On with an excitatory transmission synapse, with the gain

tuned again via Brent’s method for an isolated peak response of 1.

Suppression: Unlike the other arms of the On EMD,  receives input from

instead of the filtering stage. This is similar to CT1 receiving indirect input from
Mil [86, 115]. This creates a slight delay in the response, which improves the ability
of  to suppress stimuli in the null direction. The connection between  and On
is tuned as an inhibitory target synapse (eq. 4.6) which aims to bring the state of On

to zero when is signaling with peak strength.

Enhancement: Inour model, is responsible for the majority of the stimulus-
dependent behavior of the On EMD. Starting with the temporal response, we set the
neural time constant so that the state of  settles during the time it takes the signal
to travel from one column to the next at the slowest desired velocity , Assuming

that the neuron settles after a time period of 5 (eq. 4.10). This is found with

5 (4.11)

where is the spatial resolution of the model (5 in this work). stimulates On
using a modulatory synapse with a division factor of 10 (eq. 6.7), and is stimulated

by using an excitatory transmission synapse (eq. 4.5) with unity gain.

Off Pathway

While studies have found the presynaptic neurons which generate direction selec-
tivity within the Off motion detector circuit [86, 115], current studies which model
the Off pathway either omit the role of CT1 in suppression [74] or do not model

chemical reversal potentials [76]. As such, we make some base assumptions based
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on the connectivity in order to produce direction selectivity. Neuron  implements

the role of Tml, Tm2, and Tm4, is analogous to CT1, and mimics Tm9.

Direct: receives stimulation from  via an excitatory transmission synapse
(eq. 4.5) with a gain tuned such that the postsynaptic peak is 1 for a decreasing
step response in brightness, and and of and2 respectively. It stimulates
Off with an excitatory target synapse of target (eq. 4.6), with the conductance
multiplied by  , where is the percentage of direct stimulation. In this work,
0 5. We found that the peak of  is a primary factor in the magnitude of Off,
s0 we select the time constant so that the peak magnitude starts decreasing at
our slowest input velocity . We first find the frequency of our slowest input as
——, and scale that to get 10 . A scaling factor of 10 is chosen
because the gain of leaky integrators begins to decrease approximately 1 decade
below the cutoff frequency on a logarithmic scale.

Suppression: is tuned in a similar manner to  , receiving an excitatory
transmission (eq. 4.5) input from that is optimized using Brent’s method [18]
for a peak magnitude of 1.  inhibits Off via an inhibitory target synapse with the

same properties as the synapse between  and On.

Enhancement: is tuned with the exact input and neural properties of  for
simplicity. It stimulates Off with an excitatory target synapse (eq. 4.6) with target
, and the conductance scaled by =~ where  is the percentage of enhancement

stimulation and is constrained so 1.
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Figure 4.4: Simulation of elements within the On pathway during a stimulus moving
in the preferred (Left) or null (Right) directions. Dashed green traces correspond
to Enhancement ( ) signals, solid blue to Direct ( ) signals, dotted pink to
Suppression () signals, and solid indigo for the On EMD (On ). Top: Traces of
visual stimuli to the Enhancement, Direct, and Suppression columns of the motion
detector; Middle: Traces of the Enhancement, Direct, and Suppression neurons
which are presynaptic to the EMD neuron; Bortom: Trace of the final motion
detector, which depolarizes for stimuli traveling from left to right (On ).

4.5 Results

4.5.1 Simulation Setup

All simulations are done using SNS-Toolbox [94], a Python package for design-
ing and simulating synthetic nervous systems (https://github.com/wnourse()5/SNS-
Toolbox). A of 0.1 ms is used as the simulation step. In all simulations, the
network was tuned for sensitivity to images with a spatial wavelength of 30
and a velocity between 10  and 180  across the visual field. Code to sim-
ulate the network and generate all of the figures presented here is available at
https://github.com/wnourse05/Motion-Vision-SNS.


https://github.com/wnourse05/Motion-Vision-SNS
https://github.com/wnourse05/SNS
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Figure 4.5: Simulation of elements within the Off pathway during a stimulus moving
in the preferred (Left) or null (Right) directions. Dashed green traces correspond
to Enhancement ( ) signals, solid blue to Direct ( ) signals, dotted pink to
Suppression ( ) signals, and solid olive for the Off EMD (Off ). For further
description refer to Fig. 4.4.

4.5.2  Individual EMD Stimulation

To verify the basic behavior of the EMD circuits, we applied square wave gratings
with a spatial wavelength of 30 and a velocity of 30  to 3 adjacent columns. We
focus on the behavior of the B channel neurons, which are tuned for sensitivity in
motion traveling from left to right.

Shown in Fig. 4.4, we examine the behavior of the On pathway. When stimuli
of increasing brightness move across in the preferred direction, receives the
stimulus change first and starts to hyperpolarize. In the time it takes for the stimulus
to continue to the central column, has decreased. This allows the direct stimulus
from  toexcite On with reduced inhibition. As the stimulus continues to the right
column,  exhibits a bout of further inhibition. The timing relationship between

and  creates the speed-dependent behavior; as stimuli move more rapidly, the
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offset in time between these columns decreases and more inhibition is applied to
On, causing a decrease in the activity caused by . When stimuli move in the
opposite direction,  and are both activated while is strongly depolarized,
resulting in a significant reduction of peak magnitude in On.

Repeating the experiment for stimuli with decreasing brightness, as the off-edge
stimulus moves in the preferred direction  in the Off pathway begins to depolarize.
This is accentuated by a later pulse from , followed by strong inhibition from
As stimuli move in the opposite direction, is either at rest or hyperpolarizing
towards rest, depending on the timing of prior stimuli. The off-edge first arrives at

which strongly inhibits Off, followed by a pulse in excitation from  and then
a separate increase in excitation from . While the specifics of the mechanism are
different between the On and Off pathways, the net behavioral result is the same:
stimuli traveling in the preferred direction are enhanced to some degree, while

stimuli in the opposite direction do not have as strong a response.

4.5.3 Velocity Response

Square-wave stimuli with 30 are applied to a network which consisted of 49
columns, arranged in a 7x7 grid. The velocity of stimuli is varied from 10 to
360 , and data is recorded from the central EMD. As shown in Fig. 4.6, the peak
magnitude of both the On and Off pathways decreases as the velocity approaches
the maximum tuning range (180 ). The On pathway has a high dynamic range,
varying smoothly from 1 to near zero, and with peaks in the preferred direction
always greater than the null direction. Changes in the magnitude of the Off pathway
are more gradual as it approaches the desired maximum velocity, with a slow increase
slightly before this point. The ratio between the preferred and null directions
is always greater than 1, but to a lesser degree in the Off than the On pathway.
Behavior in the Drosophila T4 and T35 cells are more similar to the On results

shown in Fig. 4.6 than the Off results, with a peak response that decreases as the
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Figure 4.6: Output behavior of the On (solid indigo) and Off (dashed olive) motion
detectors when subjected to a square wave, translating from 10 to 360 per second.
Target maximum velocity (180 ) shown with a vertical dashed line. Top: Peak
magnitude of the motion detector in the preferred direction; Botrom: Ratio between
the motion detector in the preferred direction and the null direction.

input velocity increases [82]. However, in Drosophila this decrease occurs as input

velocity is both increased and decreased from a peak velocity.

4.5.4 Directional Selectivity

Stimuli of a consistent wavelength and velocity are applied to the same network
described in Section 4.5.3 while the direction of travel is varied from 0 360 in
45 increments, with results shown in Fig. 4.7. The EMD for each cardinal direction
exhibits enhanced sensitivity to stimuli in the preferred direction, and reduced
sensitivity to the other directions. The On pathway is able to generate a finer level
of directional sensitivity than the Off pathway, due to its multiplicative window
of reduced inhibition. Further work is necessary to find a similar multiplication

mechanism for the Off pathway.

As the networks for each cardinal direction are mirrored versions of each other,
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Figure 4.7: Peak response of each motion detector in the On (Lefr) and Off (Right)
pathways to a square wave grating with 30 and 30 . Preferred direction
of each sub-type: A: right to left; B: left to right C: bottom to top; D: top to bottom.

the resulting responses are identical except for their orientation. This is different
than the tuning found in Drosophila, where the sensitivity of each cardinal direction
is slightly different [82]. The general shape of our On and Off responses most
closely matches the behavior of the T4b and T5b neurons in the animal, consisting
of a sharp triangular point in the preferred direction and a slight bump in the null
direction, however T5b is much more similar to T4b than our Off neurons are to the

n neurons.

4.6 Discussion and Future Work

In this work, we implement an SNS network which is a reduced model of the
Drosophila motion vision system. The network performs optic flow measurement
at each point in the visual field, and can be tuned for different ranges of input
stimuli in a parametric manner. While some parameters are found via numerical

optimization, most are chosen by hand via analytic rules. With further optimization,
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we expect that the performance of the network could be tuned to detect particular
stimuli.

Compared to the circuit found in Drosophila, the model presented here is far
reduced in complexity. In particular, the animal uses more neurons as inputs to the
EMD cells, which allows for better temporal response and additional adaptation to
factors such as changing input contrast [40]. Adding more neurons into the motion
detection area in our network may be promising for future development. Another
simplification in our model is that the initial filter stage only receives visual input
within its own column. This is not the case for the lamina neurons in Drosophila,
which perform spatial filtering overa 15 20 radius for each column [13]. Future
work will extend our analysis to generate directional selectivity in the presence of
wider spatial receptive fields.

While our implementation of the On pathway is derived from detailed biological
models [52], less recordings and detail were available for the Off pathway. Our
model attempts to model direction selectivity using current information about the
structure of this system, but showcases some current gaps in understanding. In
particular, the neuron in our model which is intended to act analogously to Tm9
( )does not provide a significant role in motion detection based on its connectivity.
This differs strongly from biological experiments, where the effect of Tm9 in Off
motion detection is greater than many of the other neurons combined [112]. As
such Tm9 may have additional functionality and roles, as discussed in [115].

Much work has been done to study the effect of the visual system on walking
control in Drosophila [31, 48]. We aim to continue development of the network
described in this work, so that it may be used to assist in the control of legged motion

onboard our Drosophila-inspired robot, Drosophibot [50].



Chapter 5

SNSTORCH: SIMULATION OF LARGE-SCALE SYNTHETIC
NERVOUS SYSTEMS

Some material in this chapter was presented in person as the tutorial "An Introduction
to Design and Simulation using SNS-Toolbox and SNSTorch" at the 2024 conference
on Neuro Inspired Computational Elements (NICE) on April 26, 2024.

5.1 Abstract

SNS-Toolbox is an open-source framework for designing and simulating networks
of bio-plausible neurons and synapses at moderate network scale with arbitrary con-
nectivity. Due to representing arbitrary networks as a single recurrent population
however, SNS-Toolbox experiences timing and memory issues for networks with
more than thousands of neurons. In this work we introduce SNSTorch, a com-
panion package to SNS-Toolbox which supports larger networks and layer-based
design. We benchmark the speed perfomance of SNSTorch against SNS-Toolbox
on a population-based task, and then demonstrate the optimization of SNS networks

on both regression and classification tasks.

5.2 Introduction

In the world of neural simulation software, there is a wide variety of systems
which are capable of simulating different aspects of neural computation [41, 42, 91,
141]. Some focus on smaller networks with detailed models of biophysical mech-
anisms [59], while others focus on larger networks with simple neural dynamics
but complex population interactions [15, 58]. In Chapter 3 we presented SNS-
Toolbox, an open-source neural simulator in Python which can simulate synthetic

nervous system (SNS) networks of hundreds to thousands of neurons in real-time
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or faster [92]. While this scale of simulation is appropriate for modeling networks
in invertebrate locomotion [50] or population-level modeling of vertebrate loco-
motion [35, 64], it is difficult to simulate networks of higher scale such as those
used for visual processing [93, 110]. Additionally, SNS-Toolbox is not designed for
parameter optimization and is not optimized for layer-based structures.

In this work we present SNSTorch, a companion package to SNS-Toolbox for
larger networks. SNSTorch is built in PyTorch [95] to simulate the same non-
spiking neural dynamics as SNS-Toolbox, and does so in a layer-based manner
which is conducive to numerical optimization via automatic differentiation. As of
the writing of this manuscript, no other tool exists for simulating and optimizing

large networks with conductance-based synapses.

5.3 Methods

While there are a wide variety of neuronal and synaptic dynamics implemented
in SNS-Toolbox, we have initially focused on implementing non-spiking neurons
and their synapses in SNSTorch due to their reduced computational complexity and
faster simulation speed. Additionally, non-spiking neurons are more amenable to
training via gradient backpropagation than spiking neurons and synapses due to not
requiring a surrogate gradient. All of the implementations described in this section
are implemented using the PyTorch framework due to its popularity and ease of use,
and all of SNSTorch is compatible with the built-in autodifferentiation engine in
PyTorch for optimization.

5.3.1 Neural Dynamics

As in SNS-Toolbox, we base our implementation of non-spiking neurons after the

following dynamics,

_ (5.1
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where is the membrane capacitance, the membrane conductance, and is
the resting potential of the neuron. is an injected current of constant magnitude,

is any external applied current, and is the current induced via synapses
from any presynaptic neurons.
For simulation, we discretize the dynamics in 5.1 via the forward-Euler approx-

imation as
1 1 . (5.2)

where  is the state, is the time constant, is the leak rate, is the resting
state,  is the constant bias, and is any input coming from outside the neuron.
In comparison to SNS-Toolbox, this parameterization was done for training to be

semi-independent of the specific simulation timestep.

5.3.2  Synaptic Connections

Three types of syanptic connections are currently supported in SNSTorch, all of
which are based on the dynamics of a non-spiking chemical synapse:

(5.3)

where is the synaptic reversal potential and is the instantaneous
synaptic conductance as a function of the presynaptic voltage . In theory any
PyTorch activation function can be used to define the synaptic conductance, although

the default function and the one exclusively used in this work is the piecewise sigmoid
0 —_— (5.4)

is the maximum synaptic conductance, and voltages and  define the

range of presynaptic voltages where the synaptic conductance depends linearly on
the presynaptic neuron’s voltage.

These synapses are supported in three different permutations: dense, element-

wise, and convolutional. Each synapse type acts as a function which takes in the
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Figure 5.1: Comparison in performance between SNS-Toolbox and SNSTorch. (A)
The network to be evaluated is the same structure as section, with two populations
being connected by a convolutional synapse. (B) This network was compiled and
then run in SNS-Toolbox and SNSTorch at increasing population size.

presynaptic and postsynaptic states and applies the dynamics in eq. 5.3, with each
applying the conductance and reversal potentials based on differing connectivities.
The dense connection implements a synapse from every presynaptic neuron to every
postsynaptic neuron, the elementwise connection only connects neurons with the
same index, and the convolutional connection reuses a local pattern that is tiled

across the population.

5.4 Results

To test SNSTorch, we first compare the performance of this system with SNS-
Toolbox. We then evaluate the functionality of SNSTorch on two separate optimiza-

tion tasks.

54.1 Comparison with SNS-Toolbox

Although SNSTorch simulates some of the same dynamics as SNS-Toolbox, in-
ternally they are structured differently. SNS-Toolbox makes no assumptions about
connectivity and represents the entire network as a single recurrent population,
which lends it well to densely recurrent networks with nested feedback loops such

as those in locomotion [68]. SNSTorch on the other hand is designed in the more
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Figure 5.2: Using SNSTorch for a parameter identification task. (A) We are trying
to match the behavior of a simple network of neurons, where one neuron receives
a random stimulus and excites the other neuron via an excitatory chemical synapse.
Using a ground truth model, the network learned the neural and synaptic properties
to replicate this behavior. We chose to focus on minimizing the mean-squared error
between the final state of the original and trained network. Shown in (B) is the
training loss over 1000 random stimuli, and in (C) we plot the trajectory of the
postsynaptic neuron in the original and trained networks.

conventional fashion in deep learning, where each population is represented and
evaluated individually as its own layer. While this means arbitrary connectivity is
more challenging, the payoff is in higher speed and reduced memory consumption
for large networks. To demonstrate this, we simulated the same network structure
using SNS-Toolbox and SNSTorch, running it on the CPU and GPU and varying
across large differences in network size. Results can be seen in Fig. 5.1. For small
networks, SNS-Toolbox runs faster than SNSTorch. As the network size increases,
SNSTorch quickly becomes the fastest solution (or only solution, as memory con-

sumption increases).

5.4.2 Parameter Tuning and Regression

As a toy example, we use SNSTorch for parameter tuning in a simple network
(shown in Fig. 5.2A). Two neurons are connected via a chemical synapse, and the
presynaptic neuron is stimulated with a constant input. In this task, we have two
versions of this network: one which acts as the target, and the other which must be

trained to match the target. This system has 12 parameters: , , , ,and 0 for
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both neurons, and the synaptic conductance and reversal potential. For each batch
of random inputs, we evaluate the loss as the mean-squared error between the final

state of the destination neuron in both networks:

1

= ? (5.5
This loss is then passed through the network using backpropagation through time [ 136].
We used the Adam optimizer [72] for training, with a learning rate of 0 001.

Training converged relatively quickly to a near solution, with the training perfor-

mance shown in Fig. 5.2.

54.3 Sequential Classification

In order to showcase the optimization capabilities of SNSTorch, we expanded our
optimization problem to one with orders of magnitude more parameters. We trained
and evaluated a recurrent SNS on the row-wise sequential MNIST [36] hand-written
digit dataset, where the image is split into 28 rows and fed into the model sequentially.
The structure of the SNS (shown in Fig. 5.3A) is a single recurrent layer with 128
non-spiking neurons, which receives a synaptic current vector and input digit row
every step. For training we used the Adam optimizer with a learning rate of 0.001,
and evaluated the loss as the cross entropy between the maximally active output and
the target class. We compared this performance with a traditional RNN, which had
a hidden size of 177 in order to match the number of parameters in the SNS, and the
results are shown in Fig. 5.3. The SNS is able to learn up to 95 percent accuracy,

although it does converge more slowly than the traditional RNN.

5.5 Discussion and Future Work

In Chapter 3, we presented SNS-Toolbox as a tool for designing and simulating
networks of synthetic nervous systems of neurons and synapses with biologically

plausible dynamics. While SNS-Toolbox is effective in its role, it has difficulty
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Figure 5.3: Training an SNS for sequence classification. (A) We train an SNS
network to classify the row-wise sequential MNIST dataset [78], where each hand-
written digit is divided into 28 1x28 images. (B) The SNS network consists of
a single recurrent layer of non-spiking neurons, with the recurrence implemented
using chemical synapses. Training loss (C) and accuracy (D) of the SNS network
and an RNN with a similar number of parameters. Line denotes the mean across
five trials, the shaded area denotes the fifth and ninety-fifth percentiles.

when simulating large networks of neurons which could be structured based on
layers of populations. It is also primarily a tool for design, so it is not optimized for
optimizing parameters without recompiling the network. In this chapter, we present
SNSTorch as a companion software package to SNS-Toolbox. SNSTorch simulates
some of the same dynamics as SNS-Toolbox, while being able to simulate larger

networks and supporting optimization via automatic differentiation in PyTorch. We
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demonstrated its efficiency compared to SNS-Toolbox on a two-layer convolutional
network, and then evaluated its ability to train on both regression and classification
tasks.

In its current state, SNSTorch only supports neurons and synapses with non-
spiking dynamics. In order to match some of the versatility of SNS-Toolbox, in
future work we will incorporate all of the neural and synaptic dynamics implemented
in SNS-Toolbox in SNSTorch. While some of these dynamics may be difficult or
ineffective to train with gradient backpropagation, there should still be a performance
improvement in SNSTorch over SNS-Toolbox for simulating these dynamics at scale
in the forward direction. Once all of these dynamics are supported, we will also
provide a conversion tool which will map each population in SNS-Toolbox into a
corresponding layer in SNSTorch.

One of the major differences between SNSTorch and SNS-Toolbox is its sup-
port for numerical optimization, particularly gradient backpropagation, which is
not natively integrated into the workflow for SNS-Toolbox. Even though gradient
backpropagation is a powerful technique for optimizing neural networks, it is in-
herently a mathematical solution which does not occur in biological brains. Due
to the flexibility of being able to design new connection layers, in future work we
will incorporate synapses with local and modulated learning rules such as timing-
dependent plasticity. This will enable designers to simulate SNS networks which

train and adapt online.
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Chapter 6

FLYWHEEL: A MOBILE ROBOT FOR TESTING MODELS OF
FLY MOTION CONTROL

Material in this chapter is under review for the 13th Conference on Biomimetic and

Biohybrid Systems as

* Nourse, W. R. & Quinn, R. D. (2024). FlyWheel: A Robotic Platform for
Modeling Fly Visual Behavior.

Edits have been made to place this material into context with the rest of this disser-

tation.

6.1 Abstract

An ongoing problem in robotics is the calculation of body motion given motion in
the visual field, also known as ego-motion estimation. This is a problem which has
been solved in the visual system of most animals, including the fruit fly Drosophila
melanogaster. Here we present FlyWheel, an open-source robotic platform for
studying models of the visual motion-processing system in insects. We showcase a
dataset of rotational motion data in real-world conditions using the robot, and use
a simplified model of the motion pathway in Drosophila as a baseline for further

comparison and development.

6.2 Introduction

An important problem which must be solved for navigation in both robotic systems
and animals is visual ego-motion estimation, or the ability to use motion in the visual
field to calculate how the body is moving through a fixed world [71]. Calculating ego-

motion based on sequences of images has been a longstanding challenge in the field
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Figure 6.1: FlyWheel, a mobile robot for testing models of motion control in flies.

of computer vision, with the majority of successful solutions being built off of either
measurements of optic flow or point correspondence. Initial methods estimated
rotation then translation based on changing flows of point triplets [98], followed by
methods which took the first derivative of image brightness in regions of interest [62].
Further methods were developed which used motion parallax between pairs of
images, either to compute changes in depth [103] or image deformation [128].
In recent years convolutional neural networks have also been used, either as an
end-to-end solution [30] or starting from an initial optical flow field [143].

An organism often studied for its motion-vision processing is the fruit fly
Drosophila melanogaster [112, 115, 125], due to having a nervous system with
significantly fewer neurons than vertebrates [13, 79] as well as recent efforts to
create a full brain connectome [108, 137]. Drosophila and other insects generate
an estimate of directional velocity throughout the visual field using the differences

in timing between adjacent neurons in response to changing amounts of brightness,
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with sections being sensitive to increases in brightness and others to decreasing
brightness [13]. Initial models of this mechanism for directional selectivity con-
sisted of two-pixel (or arm) detectors which either enhanced motion in the preferred
direction [57] or suppressed motion in the opposite direction [8]. Many bio-inspired
algorithms have been developed which are based off of these two-pixel motion de-
tectors, and have been successfully used for applications including quadrotor flight
control [142] and target tracking [7]. It is also possible to estimate the velocity of
natural images by combining multiple of these two-pixel detectors which are tuned
to different spatial frequencies [21].

As more detailed information has become available about connectivity within the
Drosophila optic lobe, it has become clear that the motion detectors are implemented
as three-arm detectors, not two, allowing the combination of preferred-direction
enhancement and null-direction suppression within a single circuit [54, 115]. In the
work of Nourse et al. [93], a simplified version of this three-arm detector was used
to calculate the velocity of moving square-wave gratings using a network of neurons
with bio-inspired dynamics. Currently however, no three-arm detector system has
been used for any robotics application.

In this work, we present the open-source robot FlyWheel, a platform for testing
models of insect motion vision. We showcase a dataset of video clips collected
during rotation on the robot, and provide results of a neural three-arm motion

detector as a baseline for further improvement.

6.3 Robot Design

FlyWheel is built from three subsystems: central computation, a wheeled base, and
visual input. Each of these components was designed to be modular, and can be
removed and replaced on the robot. The robot body is fabricated using 3d-printed
PLA on a consumer-grade printer. The hardware and software for FlyWheel is

available at https://github.com/wnourse05/FlyWheel.
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Figure 6.2: System diagram of hardware and software components for FlyWheel.
There are three subsystems: visual input, central computation, and a wheeled base.
Each of these components is modular, and can be removed and replaced on the
robot. The visual input consists of two 160 degree FOV cameras, arranged to have a
similar stereo FOV as Drosophila melanogaster. The wheeled base provides power
to the system, and has two Dynamixel (Robotis Co. Ltd., Seoul, South Korea)
smart motors to provide propulsion. The central computing platform runs a ROS
framework on an NVIDIA Jetson Orin Nano (NVIDIA, Santa Clara, CA), with a
small wireless router as an external access point.

6.3.1 Central Computation

The Central Computation module onboard Fly Wheel is responsible for communicat-
ing with all of the sensors and actuators on the robot, as well as running any desired
control algorithms. We chose to use an NVIDIA Jetson Orin Nano (NVIDIA,
Santa Clara, CA) as our embedded computer due to its relative affordability and
support for GPU acceleration, although the mechanical design would support the
less expensive and less powerful Jetson Nano as well. For communicating with the
cameras, motors, and any external computers, the Jetson Orin Nano uses a custom
library built in the Robot Operating System (ROS) [99]. The combined camera feed
is published as a rostopic, along with the status of a wireless game controller and
commanded velocities for the motor system. Users can access the robot remotely

via a miniature wireless router onboard.
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6.3.2 Wheeled Base

The wheeled base has two primary roles: to move the robot, and to provide power
to the embedded computer. Power comes from a lithium-ion battery bank, which
provides 5 volts DC for the wireless router, 19.5 volts DC for the Jetson Orin Nano,
and a 21-29 volts DC output which is regulated down to 12 volts DC for the motors.
The motors are a pair of Dynamixel XL430 (Robotis Co. Ltd., Seoul, South Korea)
smart motors, allowing precise control of the wheel rotational velocities. The
motors receive commands from the Jetson Orin Nano using a Robotis OpenRB-150
microcontroller board. This board also sends rotational velocity information to the
Jetson Orin Nano based on readings from a Bosch BNOO0535 inertial measurement
unit (Robert Bosch GmbH, Gerlingen, Germany). The wheels are positioned in
a unicycle-model configuration on either side of the robot, in order to reduce the

distance between the axis of rotation and the cameras.

6.3.3 Visual Input

Since FlyWheel is designed for testing models of insect vision, it is important that
the robot has a visual system which replicates that of the model insect as much
as possible. Each of Drosophila melanogaster’s eyes has a field-of-view (FOV)
of approximately 144 degrees [133], and are combined to produce an overall FOV
of 270 degrees with a stereo overlap of 17 degrees [117, 119]. To replicate this,
FlyWheel uses two 160 degree FOV IMX219 cameras from Yahboom (Yahboom,
Shenzhen, China). These cameras are arranged to produce a net FOV of 286 degrees
with a stereo overlap of 34 degrees as shown in Fig. 6.3.

Although flies are able to improve the resolution of their vision through vibrating
their photoreceptors [44], they still have a fairly small visual resolution compared to
modern camera sensors. Each eye consists of approximately 800 facets or omma-

tidia [75] arranged in a hexagonal pattern [20], each with a receptive angle of five
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Figure 6.3: FlyWheel field of view (FOV). Each eye has a 160 degree FOV, and is
arranged to produce a net FOV of 286 degrees with a stereo overlap of 34 degrees.

degrees [13]. In total, each eye can be approximated as having a visual resolution
of 25x32 pixels. Additionally, most Drosophila melanogaster photoreceptors are
sensitive to green wavelengths of light [25, 116], although others are sensitive to
blue light [104, 114]. To replicate this on FlyWheel, we first strip the red and blue
channels from the images captured by the cameras. We then concatenate the stereo
pair of images side by side into a single image, and then downsample the image
using nearest-neighbor interpolation. While not as accurate as area-based interpo-
lation, the processing time of nearest-neighbor interpolation is significantly faster.
For a comparison of latency between both interpolation methods across different
final resolutions, please refer to Fig. 6.5A. The final resolution of the stereo image is
24x64 pixels, the dimensions which are closest to that of Drosophila melanogaster
while still having satisfactory performance. The entire image processing pipeline
runs at a rate of 30 frames per second (FPS), with a processing latency of 6 ms. For

a visual example of the final images, please refer to Fig. 6.4.



Figure 6.4: Example stereo video frames after processing. Stereo pairs are con-
catenated into a single image, converted to greyscale, then downsampled from the
native resolution of 1232x3280 to 24x64 pixels.

6.4 Motion Vision Dataset

A goal of FlyWheel is to test models of ego-motion estimation in Drosophila
melanogaster, specifically for lateral steering. We collected a dataset of rotational
motion data by placing the robot in multiple different interior locations with varied
lighting conditions and commanded it to spin in place while varying its rotational
speed between (0.1 and 0.5 radians per second. Using this paradigm, we created a
dataset of 2,646 one-second long clips which are labeled with their corresponding
rotational velocity, and where twenty percent of the clips are reserved for vali-
dation. Through data augmentation including spatial and temporal reversal, we
have expanded this set to 21,168 labeled clips. This dataset is freely available at
https://github.com/wnourse05/fly wheel-rotation-dataset.

6.5 Motion Processing Network

As a base system of performance, we implemented a motion vision processing
network in SNSTorch () based on the motion vision circuitry in the optic lobe of

the fruit fly Drosophila melanogaster. We used the same techniques as Nourse et
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Figure 6.5: Timing performance of image formatting and processing execution
on target hardware. A: Latency in image processing as the target image reduces
in size. Two different interpolation methods are compared, with nearest-neighbor
interpolation shown in solid blue and area interpolation shown in dashed orange. A
vertical dashed line is present at the image resolution 24x64, the scaled dimensions
used in our dataset. B: Time per simulation step of our visual motion processing
network, in seconds, as the dimensionality of the input increases. Execution on the
Jetson Orin Nano CPU are shown in dotted green, and times for the Jetson Orin
Nano GPU are shown in solid red. Dark lines correspond to the average, the shaded
area corresponds to the 5th and 95th percentiles over 1000 steps. We use a vertical
dashed line to denote the dimensionality corresponding to an input image size of
24x64 pixels. C: Detailed timing of our network with an input dimensionality of
24x64 pixels. Shown is a histogram of time per simulation step in milliseconds,
over a testing run of 10,000 steps. A black dashed vertical line denotes the 95th
percentile of the distribution. Shown in dashed green, solid orange, and solid red
would be the time per step needed for 14, 13, or 12 simulation steps per video frame.
In this work we chose to use 13 steps per frame for our simulations.

al. [93], with some adjustments to account for the use of natural images instead of
simulated square gratings. The full network is shown in Fig. 6.6. In this section
we will begin with an overview of the neural modeling techniques employed, and
then will examine the design of each individual network section, emphasizing the
changes made in this work. The network and all remaining support code can be
found at https://github.com/wnourse()5/FlyWheelBaseline-LivingMachines2(024.

6.5.1 Neural Modeling

We choose to implement our motion-vision processing network as a Synthetic

Nervous System (SNS) of non-spiking leaky integrator neurons, where the neural
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Figure 6.6: Visual motion processing network used in this work, inspired by the
anatomy of Drosophila melanogaster and adapted from [93]. Visual stimuli are
encoded into a neural representation in the retina. They are then spatiotemporally
filtered in the lamina, and temporally filtered again in the medulla. The lobula
combines the neural activity in the medulla into estimates of motion at each pixel,
and these estimates are summed across the entire visual field to generate a global
estimate of motion in the lobula plate.

state  is updated as
(6.1)

where is the neural time constant, is any external input, and is a constant bias

term. is the synaptic input from any presynaptic neurons in the network,

(6.2)

with  denoting a presynaptic neuron, and denoting the synaptic reversal

potential. Throughout the network, we design for neurons to communicate when



81

their state is between 0 and , with 1 in this work for numerical simplicity. All
excitatory synapses in our model have 5, 2 for inhibitory synapses,
and modulatory synapses have a reversal potential of 0. isa

monotonic function which describes the incoming synaptic conductance, defined as

0 1 (6.3)

where 0 and are the lower and upper threshold states of synaptic
activity.
Taking the model in equation 6.1, if we set to 0 we find the steady-state

response  [121] as

(6.4)

Synaptic Pathway Designs

In the SNS network, we tune many of the synapses using one of three analytic rules.
The first is for signal transmission, where the target value of the postsynaptic neuron
from eq. 6.4 is the steady-state voltage of the presynaptic neuron multiplied by

a transmission gain . As seen in Szczecinski et al. [121], this can be solved as
(6.5)

where is either or  depending on the role of the synapse.
An alternative formulation is to set a target state  of the postsynaptic neuron,

depending on the presence of external inputs. This is shown in Nourse et al. [93] as

(6.6)

The other analytic synapse design in this work is a modulatory one, meant
to modulate the sensitivity of a postsynaptic neuron to external and synaptic in-
puts. This can be designed following Szczecinski et al. [121], setting the synaptic
conductance as

1 (6.7)
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and using the modulatory reversal potential . In this formulation, the steady
state  is divided by when

For simulating these dynamics, we discretized equations 6.1-6.3 into a forward-
euler formulation, and simulated them as individual layers in the Py Torch numerical

simulation software [95] in order to support execution on either a CPU or a GPU.

6.5.2 General Network Properties

QOur first step in adapting the network from Nourse et al. [93] to this task was to
determine how fast the network could run. To do this we evaluated the network
over multiple different input image dimensions, and recorded the execution time
for each simulation step over 1000 steps. We compared the step simulation time
with increasing image size to the image processing latency with decreasing image
size, and determined an input size of 24x64 pixels to be an appropriate balance of
processing speed and biorealism. From here, we simulated the network for that
input dimensionality for 10,000 steps in order to find a realistic time per step to base
our simulations upon. We found that 95 percent of all trials could be accounted for
with a timestep of 256 , equivalent to an update rate of 390 Hz or 13 steps

per input frame. These results can be seen in Fig. 6.5.

6.5.3 Retina

The Retina converts the image stream into a neural representation. To do this,
we create a layer of neurons the same size as the input image. For the temporal
properties, we set the time constant from equation 6.1 as small as possible while
maintaining numeric stability. We denote this as , and empirically found this

to be 15.4 ms.
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Figure 6.7: Receptive fields of the second layer in our visual motion process-
ing network. The fields for Bg(A), L(B), and B#(C) are based on gaussian pa-
rameterizations of receptive fields between the retina and lamina in Drosophila
melanogaster [4]

0.5.4 Lamina

The Lamina takes the image representation from the retina and applies a bank of
spatiotemporal filters. The visual processing system is also first split into the On and
Off pathways, with each pathway having a bandpass network and sharing a lowpass

filter.

Spatial Filtering

The most significant change in this work over that of Nourse et al. is that we
implement the spatial filtering which was ommitted in that work. To perform spatial
filtering of the image representation in the retina, each of the lamina input neurons
integrates across a 5x5 grid of retinal neurons. Given that the retina encodes the
image brightness at each pixel as a neural state between zero and K, we want to
ensure that the inputs into the lamina layer remain stable. Specifically, we aim to
bound U/* € [0,R]. In the trivial case where all presynaptic neurons are at rest,

the steady-state postsynaptic voltage from eq. 6.4 is /" = B. When all presynaptic
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neurons are at a maximum state of R, eq. 6.4 becomes

(6.8)

1
With the inputs to . . and , we are interested in the inhibitory case, where
0 and

0 6.9
N (6.9)

Rearranging, we find that the sum of the synaptic conductances multiplied by the

reversal potentials must be bounded by

(6.10)

To do this, we choose to parameterize the sum on the left hand side of eq. 6.10
as a probability density function (PDF) scaled by -R, as all PDFs by definition
have a combined sum of 1. Any PDF could be chosen, but in order to replicate
experimental results in Drosophila melanogaster we parameterize the sum as a

difference of gaussians

1 _ —_
— 2 —_— 2 (6.11)
2 2
where and are the standard deviations of the center and surround gaussians,
and 01 is ascaling coefficient [4]. As is constrained to a finite set of

choices, we divide equation 6.11 by the corresponding based on its sign to arrive

at

Temporal Filtering

Within the lamina, the On and Off pathway each have a bandpass filter network and
share a neuron acting as a lowpass filter. For the lowpass filter ( ), for simplicity
we set its membrane time constant to since it will be further filtered later on
in the Medulla. To implement a bandpass filter, we take the difference between two

non-spiking neurons of different time constants ( and ). We parameterize
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both bandpass filters identically, with the fast pathway being set to and the slow

pathway being approximately five times slower.

6.5.5 Medulla

In the medulla, the spatiotemporal filtering performed in the lamina is temporally
filtered again. In both the On and Off pathways, there are three neurons responsible
for direct stimulation, suppression, and enhancement. The direct and enhancement
( and ) neurons receive synaptic input from the bandpass and lowpass ( and

) neurons, while the suppression ( ) neuron receives input from the direct neuron.
Each of these neurons behaves as a lowpass filter, with the temporal properties tuned
following the procedure in Nourse et al. and assuming a spatial resolution of five

degrees and a rotational speed of (.1 to 0.5 radians per second.

6.5.6 Lobula

The role of the circuitry in the lobula is to convert the filtered representations in
each column of the medulla into an estimate of the velocity at each pixel. The
enhancement, direct, and suppression neurons from adjacent columns are combined
to behave as a three-arm elementary motion detector [54]. In the On pathway,

excites the motion detector whenever an increase in brightness passes over the
column. This excitation is dampened by a modulatory synapse from in the
precending column (eq. 6.7), and sharply inhibited by  in the next column in the
preferred direction. The mechanism is nearly identical in the Off pathway, with the
only difference being that  is excitatory instead of modulatory. As the velocity of
the stimuli increases, the magnitude of the response in the motion detector decreases

as the time between excitation and inhibition decreases.
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Figure 6.8: Performance of the simple motion vision processing network on the
video clips in the test portion of the FlyWheel dataset. (A) Scatterplot of average
neuron state for the clockwise and counter-clockwise neurons for each image se-
quence. B. Curves denote the mean neural response of all trials at each velocity,
shaded area represents the 5th and 95th percentiles. All data is normalized to the
maximum of the 95th percentile across all velocities.

6.5.7 Lobula Plate

In the final layer, we extend the network presented in Chapter 4 to include an
approximation of the circuitry present in the Drosophila melanogaster lobula plate.
We add two horizontal sensitive neurons, and , one corresponding to
counter-clockwise rotation and the other to clockwise rotation. These neurons
receive synaptic input from every motion detector neuron in the lobula, with the
counter-clockwise sensitive detectors exciting and inhibiting . and the
inverse case for clockwise sensitive detectors [13]. These neurons have a time
constant of , and the synapses are tuned using eq. 6.5 such that the sum of all

the synaptic gains is one.



Figure 6.9: Activity within each population over the course of a horizontal grating
stimulus. Within each plot, the vertical axis represents the different neurons in the
population and the horizontal axis shows the progression of time. Brighter colors
denote higher neural state.

6.6 Resulis

Using the test portion of the dataset described in Section 6.4, we evaluated the
performance of the visual motion processing network described in Section 6.5. We
simulated the network with 5x5 pixel receptive fields, and for each sample clip we
let the network states stabilize to the first video frame and then recorded the neural
state of the readout neurons CCW and CW over the remaining frames. Across the
test set, the network correctly identified the direction of rotation 43% of the time,
with a preferential bias towards counter-clockwise rotation. Performance for each
velocity is shown in Fig. 6.8.

Using SNSTorch (Chapter 5), we attempted to improve the performance of our
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motion processing network by training it using gradient backpropagation through
time (BPTT) [136]. These results are omitted, as the network with this architecture
did not converge to a classifier with a success rate of more than 50%. Additional
neurons were also added to better approximate the architecture seen in Fig. 6.6, but
did not improve performance. In order to validate the new elements in the network’s
lobula plate which were not implemented in Chapter 4, we trained the network on
a shifting square wave grating. Using autodifferentiation, the network successfully
trained the synaptic strengths between the lobula and the lobula plate as well as
between the medulla and the lobula. When the moving grating is applied to the
retina, the activity over time is filtered by the spatiotemporal filters in the lamina
and the temporal filters in the medulla. This results in the output layer converging
to one active neuron, representing translation in that direction. Example data from

one trial can be seen in Fig. 6.9.

6.7 Discussion

In this work, we present the robotic platform FlyWheel. FlyWheel is a wheeled
robot with a binocular camera system designed to mimic the FOV of the fruit fly
Drosophila melanogaster. We collected a dataset of video sequences across a range
of turning velocities, and then implemented a visual motion processing SNS network
to discriminate between counter-clockwise and clock-wise rotation over this dataset.
The hardware and software for FlyWheel are open-source along with the dataset,
and we believe that FlyWheel can be a valuable platform for benchmarking and
studing models of motion processing and navigation in Drosophila melanogaster
and other insects.

As implemented, our processing network had difficulty successfully identifying
the direction of global rotation in natural images, exhibiting a bias in sensitivity
towards counter-clockwise rotation. Additionally, this estimate does not allow the

discrimination of rotational speed. This is not surprising, given that the processing
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network was adapted from one made for square-wave gratings with little additional
tuning. We provide this network as a base for comparison, but a goal of future work
will explore more complex architectures to better tune the network for natural image
sequences. Some elements which could be added to improve accuracy include
additional inputs to the motion detectors [21], recurrence and feedback within and
between layers [14], or synaptic feedback loops which are found within the Off
pathway in Drosophila [17]. This dense pattern of recurrent connectivity may be
the key to implementing such complex visual behavior in a comparatively small
network, with the recurrence suggested to improve contrast insensitivity [14].

Additionally, visual processing is not the only mechanism by which insects de-
termine their rotational velocity, with feedback coming from proprioception and
other sensory modalities influencing this calculation [111]. Due to the high vari-
ability of natural scenes with differing levels of depth and parallax, it is possible that
the visual system is only responsible for sending a corrective signal to the motor
nervous system when significant motion is presented relative to the animals current
rotational velocity. An area for future exploration is the integration of these sensory

systems in combination with other sources of feedback.



Chapter 7

CONCLUSION AND FUTURE WORK

7.1 Summary

In Chapter 3, I presented SNS-Toolbox as an open-source software package for
designing synthetic nervous systems (SNS) and simulating them on consumer-
grade hardware. SNS-Toolbox implements a wide variety of neural and synaptic
dynamics based on bio-plausible dynamics, including spiking neurons, chemical
synapses, and electrical synapses, and can simulate networks with hundreds to
thousands of neurons in real-time. This performance is competitive with all other
neural simulators which exhibit the same range of neural and synaptic dynamics
as SNS-Toolbox. In addition to simulation of neural and synaptic dynamics, I also
presented two examples of using SNS-Toolbox for the control of an external system:
one on controlling the navigation of a mobile robot in the Robot Operating System
(ROS), and the other on controlling a biomechanical system in the physics simulator
MulJoco.

In Chapter 4, I used SNS-Toolbox to design and simulate an SNS network for
processing visual motion. In this model, changes in visual stimuli are processed
into two pathways focusing on either increases or decreases in brightness. After
multiple layers of temporal filtering, these signals are combined across local pixel
groups to generate a local estimate of motion. This network was based on the
available connectomic information for the optic lobe in Drosophila melanogaster,
and serves as a minimal neural representation of the computation present in that
neuropil. A key feature of this network is the multiplicative effect of modulatory or
shunting inhibition, a computation which is not possible using purely weight-based

synapses. | evaluated this network on sequences of translating binary gratings, and
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demonstrated local directional sensitivity across all cardinal directions.

Due to the computational considerations in scaling the network from Chapter 4
beyond a small group of pixels, in Chapter 5 I presented SNSTorch as a solution for
simulating large-scale SNS networks. SNSTorch is a layer-based simulator for neural
populations with chemical synaptic connections, which exhibits faster simulation
speed than SNS-Toolbox while exhibiting a lower memory overhead. Additionally,
it improves upon SNS-Toolbox through the more native support of optimization
tools. In support of this, I presented two examples of SNS networks being trained:
one example of regression-based parameter tuning in a tiny network, and the other
showcasing the training of a larger recurrent SNS for sequential classification.

Finally, in Chapter 6 I presented ongoing efforts to adapt the circuitry in the
Drosophila melanogaster optic lobe to estimate global motion based on sequences
of natural images. First I presented FlyWheel, a mobile robot which uses two wide-
angle cameras to approximate the stereo-visual properties of a fruit fly. I used this
robot to generate a dataset of natural image sequences which correspond to a range
of rotational velocities onboard the robot, and using data augmentation techniques
extended this dataset to contain over 21,000 labeled samples. Next I presented a first
attempt at using SNSTorch from Chapter 5 to simulate and optimize the network
developed in Chapter 4. While the network was able to estimate global rotation
direction on a simulated grating, further work is necessary to expand the network

such that it can process natural image sequences.

7.2 Impact and Future Work

The primary focus of this dissertation has been the development of SNS-Toolbox
and SNSTorch for designing and simulating SNS networks. SNS-Toolbox marks
the first time that it has been possible to simulate these heterogeneous networks at a
large enough scale to model interesting circuits found in animals for control while

being able to interact with a wide variety of systems in real-time or faster. This ease
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of interaction with external systems, as well as the cross-platform compatibility
of the software, has facilitated the use of SNS-Toolbox across a wide variety of
research projects for both research and course projects (a selected list is presented
in Appendix B). The neural dynamics present in SNS-Toolbox expand what could
be modeled in the SNS framework as well, with the addition of electrical synapses
allowing the potential for implementing dendritic computing [23].

With the development of SNSTorch, I have developed the first software which
incorporates chemical synapses into large-scale neural networks compatible with
training via gradient backpropagation. This allows the capability for neural networks
to learn connections with modulatory or shunting inhibition, which as evidenced
in Chapter 4 is an important computation in biological nervous systems that is not
present in modern neural networks. One area of future expansion is the application
of this framework to other machine learning problems in order to investigate the
potential benefit of these reversal potentials, particularly reinforcement learning for
control problems.

As outlined in Chapter 6, further work is needed to train the insect-inspired
network for rotation estimation in natural image sequences. Part of the difficulty in
this task comes from the integration across multiple local motion detectors, as depth
and parallax changes mean that the same local motion at a group of pixels can imply
different rates of motion depending on the depth of that point in the visual scene.
Focusing the training on learning the weighting of these individual motion detectors
versus learning the entire network at once is a promising area of future expansion.

Additionally, while it has been shown that the insect nervous system clearly
computes changes in global motion based on changing velocity stimuli, it is still
unclear how much this response changes as the input stimulation pattern changes.
Future work can look at how the information from this network can be combined
with other sensory feedback such as leg proprioception within the insect nervous

system for context-dependent decision making, as implemented in neural structures
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such as the insect central complex.

Finally, SNSTorch has been primarily used for simulating large networks of
non-spiking neurons and training them using gradient backpropagation. A short-
term area of future work is incorporating the full suite of neural and synaptic
dynamics from SNS-Toolbox into SNSTorch, although the capability of gradient
backpropagation to optimize such dynamics as bidirectional electrical synapses and
voltage-gated ion channels remains to be investigated. Once all of these dynamics
are implemented, a full converter could be constructed which takes a network de-
signed in SNS-Toolbox and migrates its populations to an SNSTorch representation.
Additionally, SNSTorch’s ease of expansion and compatibility with the rest of the
PyTorch ecosystem suggests it could support local online learning methods such as
short term synaptic plasticity. Integration and implementation of synaptic learning
rules is a currently active field of research in neural computation, and could be an

additional area of expansion for SNS-Toolbox and SNSTorch.
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Appendix A

DATA AVAILABILITY

All of the work described in this document is freely open-source and available at

the following domains:
* SNS-Toolbox (Software): https://github.com/wnourse()5/SNS-Toolbox
* SNS-Toolbox (Documentation): https://sns-toolbox.readthedocs.io/en/latest/index.html

* Reduced model of visual processing: https://github.com/wnourse(5/Motion-
Vision-SNS

SNSTorch: https://github.com/wnourse03/SNSTorch

FlyWheel (Robot Information): https://github.com/wnourse(5/Fly Wheel

Rotational Dataset: https://github.com/wnourse05/flywheel-rotation-dataset

Initial Rotation Baseline: https://github.com/wnourse05/Fly WheelBaseline-
LivingMachines2024

SNSTorch Visual Motion Processing: https://github.com/wnourse(5/SNS-

for-Visual-Motion-Processing


https://github.com/wnourse05/SNS
https://github.com/wnourse05/FlyWheelBaseline
https://github.com/wnourse05/flywheel-rotation-dataset
https://github.com/wnourse05/FlyWheel
https://github.com/wnourse05/SNSTorch
https://github.com/wnourse05/Motion
https://sns-toolbox.readthedocs.io/en/latest/index.html
https://github.com/wnourse05/SNS-Toolbox

05
Appendix B

PROJECTS USING SNS-TOOLBOX

While I have used SNS-Toolbox in my own work, it has also been disseminated and
used by others for both research and coursework projects. A (non-exhaustive) list

of these projects is given below, with citations if the work has been published.

Control of peristaltic locomotion in a simulated compliant modular mesh

robot [101, 102]

Modeling and simulation of the capture response in a venus flytrap

Modeling and optimization of motor microcircuits for vertebrate muscle con-

trol using Markov-Chain Monte Carlo sampling [67]

Modeling of a sequence generation population for control of muscle coordi-

nation in quadruped locomotion

Control of locomotion in a set of simulated feline hindlimbs based on multi-

layer central pattern generator networks

Control of a simulated leg for a fruit-fly inspired robot

Control of sideways locomotion in a simulated robotic crab
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Figure 3.3: Comparison of wall-clock times for SNS-Toolbox to simulate a network
for one simulation time-step over varying network sizes, using SNS-Toolbox and
three other neural simulators (Brian2 [51], Nengo [11], and ANNarchy [130]).
For the following simulators, the time data presented are chosen as the best-
performing backend variant, Brian2, standard Brian2, and the GPU-accelerated
Brian2CUDA; SNS-Toolbox, all available variants; and ANNarchy, CPU-based
compilation, and GPU-based compilation. (A,B): Networks of non-spiking neu-
rons, (C,D): networks of spiking neurons. Left: Fully-connected networks, Right:
Sparsely connected networks, following the structure described in Section 3.4.2.
Lines denote the mean over 1000 steps, shaded region denotes the area between the
fifth and ninety-fifth percentiles. The real-time limit is denoted with a horizontal
dashed black line.

Performance on Embedded Hardware

The testing procedure presented in Section 3.4.2 is again repeated, testing the
performance of SNS-Toolbox on various embedded computing platforms. These
included a Raspberry Pi Model 3B (trademark Raspberry Pi Limited, Cambridge,
UK), Jetson Nano 4GB (trademark NVIDIA Corporation, Santa Clara, CA, USA),
and an Intel NUC SWNUC11PHKi7c00 (trademark Intel Corporation, Santa Clara,
CA, USA) with 32 GB of RAM. Due to the reduced available memory available on

the Raspberry Pi and Jetson, network size is varied logarithmically from 10 to 1000



34
neurons, instead of the 105000 neurons in Sections 3.4.2 and 3.4.2. Results are
shown in Figure 3.4; for clarity, all backends are condensed for each device such that
the best performing solution at each network size is presented. The Raspberry Pi
performs comparably with a Jetson Nano, with the Jetson exhibiting slightly better
performance across all network sizes. The amount of memory available on the
Raspberry Pi is the smallest of the three devices, so it is unable to simulate densely-
connected networks over approximately 900 neurons in size. The Intel NUC is a
significantly more powerful computing platform than the Raspberry Pi or the Jetson

Nano, and accordingly behaves more closely to desktop-level performance.
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Figure 3.4: Comparison of wall-clock times to simulate a network for one simulation
time-step over varying network sizes, using SNS-Toolbox on three different embed-
ded computing platforms (Intel NUC, Raspberry Pi version 3b, and an NVIDIA
Jetson Nano). The time data presented are chosen as the best-performing backend
variant at each network size, with GPU-based backends excluded on the Raspberry
Pi. (A,B): Networks of non-spiking neurons, (C,D): networks of spiking neurons.
Left: Fully-connected networks, Right: Sparsely connected networks, following the
structure described in Section 3.4.2. Lines denote the mean over 1000 steps, shaded
region denotes the area between the fifth and ninety-fifth percentiles. The real-time
limit is denoted with a horizontal dashed black line.
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Figure 3.5: Using SNS-Toolbox to design a two-layer visual processing system.
A. Python code to generate the desired network. Image preprocessing and output
plotting are omitted. B. Network visual representation. An input image is converted
to stimulus current for a population of neurons, representing the insect retina. From
the retina, a 33 kernel of inhibitory (light blue) and excitatory (purple) synapses
is applied to create a high-pass filtering effect in the next layer, representing the
L1 insect lamina neurons. C. Output of retina and lamina neurons, respectively.
Voltages are mapped to grayscale intensities.

network as 5 ms.

We assume that input images are grayscale, because the retina neurons used
within the motion vision pathway only respond to a single light color (green)[25].
Since a single Drosophila eye consists of around 800 ommatidia arranged in 32-34
columns[75], we will also design for input images which are 32x32 pixels. As an
input transformation to the retina layer, pixel values are linearly scaled from their
original 0-255 to 0-R nA.

After creating two 32x32 populations of neurons and attaching an input source,
the last step is to define the connection between the retina and the lamina. Our
lamina model only consists of L1 neurons, so each neuron has center-on surround-

off receptive field. Since each L1 cell receives input from the directly adjacent
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Figure 3.7: SNS-Toolbox controls a musculoskeletal model of a rat hindlimb. (A):
Diagram of the neural control network. (B): Relationship between motor neu-
ron voltage and muscle activation. (C): The musculoskeletal model used in Mu-
joco [127]. (D): Neural activity from the half-center neurons in the central rhythm
generator. (E,F): Neural activity from the hip and knee/ankle pattern formation cir-
cuits. (G-I): Motor neuron activity in the motor circuits for the hip, knee, and ankle.
(J-L.): Joint angles of the hip, knee, and ankle. All recordings are shown for a period
of 1000 ms, after the model has finished initialization. Pictured are recordings from
the elements within the left leg.

calculated in the same manner as [139], with the activation sigmoid defined as

1

] (3.38)

where is the steepness of the sigmoid and is the motoneuron potential. The
exact curve is shown in Figure 3.7B.
Simulation Results

The network and mechanical model are simulated for 5000 ms, with data shown in

Figure 3.7. On each step, muscle tensions from Mujoco are first formatted as la and
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Velocity (°/s)

Figure 4.6: Output behavior of the On (solid indigo) and Off (dashed olive) motion
detectors when subjected to a square wave, translating from 10 to 360 per second.
Target maximum velocity (180 ) shown with a vertical dashed line. Top: Peak
magnitude of the motion detector in the preferred direction; Botfom: Ratio between
the motion detector in the preferred direction and the null direction.

input velocity increases [82]. However, in Drosophila this decrease occurs as input

velocity is both increased and decreased from a peak velocity.

4.5.4 Directional Selectivity

Stimuli of a consistent wavelength and velocity are applied to the same network
described in Section 4.5.3 while the direction of travel is varied from 0 360 in
45 increments, with results shown in Fig. 4.7. The EMD for each cardinal direction
exhibits enhanced sensitivity to stimuli in the preferred direction, and reduced
sensitivity to the other directions. The On pathway is able to generate a finer level
of directional sensitivity than the Off pathway, due to its multiplicative window
of reduced inhibition. Further work is necessary to find a similar multiplication
mechanism for the Off pathway.

As the networks for each cardinal direction are mirrored versions of each other,
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Figure 4.7: Peak response of each motion detector in the On (Left) and Off (Right)
pathways to a square wave grating with 30 and 30 . Preferred direction
of each sub-type: A: right to left; B: left to right C: bottom to top; D: top to bottom.

the resulting responses are identical except for their orientation. This is different
than the tuning found in Drosophila, where the sensitivity of each cardinal direction
is slightly different [82]. The general shape of our On and Off responses most
closely matches the behavior of the T4b and T5b neurons in the animal, consisting
of a sharp triangular point in the preferred direction and a slight bump in the null
direction, however T3b is much more similar to T4b than our Off neurons are to the

Jn neurons.

4.6 Discussion and Future Work

In this work, we implement an SNS network which is a reduced model of the
Drosophila motion vision system. The network performs optic flow measurement
at each point in the visual field, and can be tuned for different ranges of input
stimuli in a parametric manner. While some parameters are found via numerical

optimization, most are chosen by hand via analytic rules. With further optimization,
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Figure 5.1: Comparison in performance between SNS-Toolbox and SNSTorch. (A)
The network to be evaluated is the same structure as section, with two populations
being connected by a convolutional synapse. (B) This network was compiled and
then run in SNS-Toolbox and SNSTorch at increasing population size.

presynaptic and postsynaptic states and applies the dynamics in eq. 5.3, with each
applying the conductance and reversal potentials based on differing connectivities.
The dense connection implements a synapse from every presynaptic neuron to every
postsynaptic neuron, the elementwise connection only connects neurons with the
same index, and the convolutional connection reuses a local pattern that is tiled

across the population.

5.4 Results

To test SNSTorch, we first compare the performance of this system with SNS-
Toolbox. We then evaluate the functionality of SNSTorch on two separate optimiza-

tion tasks.

54.1 Comparison with SNS-Toolbox

Although SNSTorch simulates some of the same dynamics as SNS-Toolbox, in-
ternally they are structured differently. SNS-Toolbox makes no assumptions about
connectivity and represents the entire network as a single recurrent population,
which lends it well to densely recurrent networks with nested feedback loops such

as those in locomotion [68]. SNSTorch on the other hand is designed in the more
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Figure 5.2: Using SNSTorch for a parameter identification task. (A) We are trying
to match the behavior of a simple network of neurons, where one neuron receives
a random stimulus and excites the other neuron via an excitatory chemical synapse.
Using a ground truth model, the network learned the neural and synaptic properties
to replicate this behavior. We chose to focus on minimizing the mean-squared error
between the final state of the original and trained network. Shown in (B) is the
training loss over 1000 random stimuli, and in (C) we plot the trajectory of the
postsynaptic neuron in the original and trained networks.

conventional fashion in deep learning, where each population is represented and
evaluated individually as its own layer. While this means arbitrary connectivity is
more challenging, the payoff is in higher speed and reduced memory consumption
for large networks. To demonstrate this, we simulated the same network structure
using SNS-Toolbox and SNSTorch, running it on the CPU and GPU and varying
across large differences in network size. Results can be seen in Fig. 5.1. For small
networks, SNS-Toolbox runs faster than SNSTorch. As the network size increases,
SNSTorch quickly becomes the fastest solution (or only solution, as memory con-

sumption increases).

5.4.2 Parameter Tuning and Regression

As a toy example, we use SNSTorch for parameter tuning in a simple network
(shown in Fig. 5.2A). Two neurons are connected via a chemical synapse, and the
presynaptic neuron is stimulated with a constant input. In this task, we have two
versions of this network: one which acts as the target, and the other which must be

trained to match the target. This system has 12 parameters: , , , ,and 0 for
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Figure 5.3: Training an SNS for sequence classification. (A) We train an SNS
network to classify the row-wise sequential MNIST dataset [78], where each hand-
written digit is divided into 28 1x28 images. (B) The SNS network consists of
a single recurrent layer of non-spiking neurons, with the recurrence implemented
using chemical synapses. Training loss (C) and accuracy (D) of the SNS network
and an RNN with a similar number of parameters. Line denotes the mean across
five trials, the shaded area denotes the fifth and ninety-fifth percentiles.

when simulating large networks of neurons which could be structured based on
layers of populations. It is also primarily a tool for design, so it is not optimized for
optimizing parameters without recompiling the network. In this chapter, we present
SNSTorch as a companion software package to SNS-Toolbox. SNSTorch simulates
some of the same dynamics as SNS-Toolbox, while being able to simulate larger

networks and supporting optimization via automatic differentiation in PyTorch. We
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Figure 6.5: Timing performance of image formatting and processing execution
on target hardware. A: Latency in image processing as the target image reduces
in size. Two different interpolation methods are compared, with nearest-neighbor
interpolation shown in solid blue and area interpolation shown in dashed orange. A
vertical dashed line is present at the image resolution 24x64, the scaled dimensions
used in our dataset. B: Time per simulation step of our visual motion processing
network, in seconds, as the dimensionality of the input increases. Execution on the
Jetson Orin Nano CPU are shown in dotted green, and times for the Jetson Orin
Nano GPU are shown in solid red. Dark lines correspond to the average, the shaded
area corresponds to the 5th and 95th percentiles over 1000 steps. We use a vertical
dashed line to denote the dimensionality corresponding to an input image size of
24x64 pixels. C: Detailed timing of our network with an input dimensionality of
24x64 pixels. Shown is a histogram of time per simulation step in milliseconds,
over a testing run of 10,000 steps. A black dashed vertical line denotes the 95th
percentile of the distribution. Shown in dashed green, solid orange, and solid red
would be the time per step needed for 14, 13, or 12 simulation steps per video frame.
In this work we chose to use 13 steps per frame for our simulations.

al. [93], with some adjustments to account for the use of natural images instead of
simulated square gratings. The full network is shown in Fig. 6.6. In this section
we will begin with an overview of the neural modeling techniques employed, and
then will examine the design of each individual network section, emphasizing the
changes made in this work. The network and all remaining support code can be
found at https://github.com/wnourse()5/FlyWheelBaseline-LivingMachines2(024.

6.5.1 Neural Modeling

We choose to implement our motion-vision processing network as a Synthetic

Nervous System (SNS) of non-spiking leaky integrator neurons, where the neural



Lobula Plate

(—@ Inhibitory |
—q Excitatory
—0 Modulatory

Figure 6.6: Visual motion processing network used in this work, inspired by the
anatomy of Drosophila melanogaster and adapted from [93]. Visual stimuli are
encoded into a neural representation in the retina. They are then spatiotemporally
filtered in the lamina, and temporally filtered again in the medulla. The lobula
combines the neural activity in the medulla into estimates of motion at each pixel,
and these estimates are summed across the entire visual field to generate a global
estimate of motion in the lobula plate.

state  is updated as
(6.1)

where is the neural time constant, is any external input, and is a constant bias

term. is the synaptic input from any presynaptic neurons in the network,

(6.2)

with  denoting a presynaptic neuron, and denoting the synaptic reversal

potential. Throughout the network, we design for neurons to communicate when
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Figure 6.8: Performance of the simple motion vision processing network on the
video clips in the test portion of the FlyWheel dataset. (A) Scatterplot of average
neuron state for the clockwise and counter-clockwise neurons for each image se-
quence. B. Curves denote the mean neural response of all trials at each velocity,
shaded area represents the 5th and 95th percentiles. All data is normalized to the
maximum of the 95th percentile across all velocities.

6.5.7 Lobula Plate

In the final layer, we extend the network presented in Chapter 4 to include an
approximation of the circuitry present in the Drosophila melanogaster lobula plate.
We add two horizontal sensitive neurons, and , one corresponding to
counter-clockwise rotation and the other to clockwise rotation. These neurons
receive synaptic input from every motion detector neuron in the lobula, with the
counter-clockwise sensitive detectors exciting and inhibiting . and the
inverse case for clockwise sensitive detectors [13]. These neurons have a time
constant of , and the synapses are tuned using eq. 6.5 such that the sum of all

the synaptic gains is one.
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