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Abstract— For novice students, learning programming is 
hard, hence, inducing a variety of emotions. According to 
literature, two of the most commonly occurring emotions that 
students experience while learning programming are 
frustration and confusion. Although these emotions are 
momentary, they may have long-term effects on students' 
motivation, performance, and retention in computing. In this 
study, we aim to discuss challenges that students report when 
they feel frustration and confusion while working on the rainfall 
problem. This problem has been used extensively in literature to 
understand students’ problem-solving skills. However, little is 
understood about how students react emotionally when they 
work on this problem. 
We recruited twenty-eight students who took CS1 during 

Fall 2022. They worked on the problem for twenty minutes while 
we collected their biometrics, clickstream, and keystroke data. 
A retrospective think-aloud interview was conducted soon after 
the task, where participants elaborated on their emotional 
experiences while watching the video replay of their 
programming task. We analyzed interview data using 
qualitative content analysis and triangulated these findings with 
biometric, clickstream, and keystroke data. Some of the 
challenges that trigger confusion and frustration are getting 
unexpected output, inability to resolve compilation and logical 
issues, forgetting syntax, and conceptual misunderstanding. 
Moreover, we found an alignment between the different data 
sources to provide a near real-time view of emotional 
experiences. Instructors may use the findings of this study to 
design interventions that support problem-solving, such as 
problem-based teaching, using interactive programming tools, 
and tracing for debugging. 

Keywords—confusion, frustration, multimodal data, rainfall 
problem, biometrics, triangulation, engineering education 

I. INTRODUCTION 
Programming is a fundamental skill to learn for computing 

students, but it is often challenging because it involves 
learning abstract concepts, programming syntax, and complex 
problem-solving techniques [1]. Considering the difficulty of 
learning programming, a major focus is dedicated to 
improving teaching practices, for instance, a computerized 
learning environment that captures student behaviors and 
provides customized feedback [2]. However, these 
environments somewhat neglect the emotions that students 
experience while learning programming [3]. Students 
experience a variety of emotions throughout their learning and 
different emotions impact differently on their performance 
and motivation [4]. Literature suggests that emotions, such as 
confusion and frustration, occur frequently during computer 
programming sessions [3, 5-8] and these states are correlated 

with student performance [9]. Moreover, these two emotions 
have mixed effects on learning outcomes. Some studies report 
a positive effect of confusion and frustration on learning [10, 
11] whereas other studies report a negative effect [9]. For 
instance, [8] found that brief confusion or frustration results in 
positive outcomes and enhances learning whereas longer 
confusion leads to frustration, which hinders learning and 
affects the outcome negatively. Similarly, [12] reported that if 
the positive state of confusion is not resolved, it transitions to 
frustration, and ultimately to boredom. Considering the role of 
these emotions in learning, the purpose of this study is to 
understand students’ confusion and frustration while doing 
programming. Specifically, we aim to answer this research 
question: “What challenges do students report when they feel 
frustration and confusion while working on the rainfall 
problem?” For the purpose of answering our research 
question, we used a multimodal approach for data collection. 
Multimodal data helps capture multi-layered information 
about the complexity of human emotions from different 
perspectives [13]. The data analysis methods are primarily 
qualitative followed by the description of two exemplars that 
explain the triangulation between the different modalities. 

II. LITERATURE REVIEW 

A. Conceptual Framework 
The control-value theory (CVT) describes multiple types 

of academic emotions. Two types of emotions explained in 
CVT are achievement emotions and epistemic emotions. The 
terms "affect" and "emotion" are sometimes used 
interchangeably in the literature. However, these two are 
different. Affect refers to the “basic sense of feeling ranging 
from unpleasant to pleasant and idle to activated”, while 
emotions are intense and short-term usually triggered by some 
event [14].  
Frustration is an activity-related achievement emotion. It 

triggers as a result of failure in an activity that is not 
sufficiently controllable [15]. For instance, during 
programming labs, students feel frustrated when they are not 
able to identify logical errors in their code, or if they get 
incorrect output.  
Epistemic emotions, on the other hand, emerge as the 

result of solving cognitively demanding tasks. These tasks 
usually hinder or aid the learning process [16]. Confusion is 
an epistemic emotion because it triggers after cognitive 
disequilibrium has occurred while working on a learning task 
[10, 16, 17]. Confusion could either be beneficial or 
detrimental to the learning process, depending on how it is 
induced and resolved [10]. It is important to note that CVT 
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does not define confusion as emotion, however, [18] suggests 
that confusion shares the properties of emotion such as 
identifiable facial markers and appraisal structure, which 
makes it enough to be in the emotions and affective science 
literature [16, 18, 19].  
Confusion turning to frustration and vice versa is 

explained by Bosch and D’Mello in their theoretical model of 
the affect transitions [12]. According to this model, when 
students encounter an impasse during a learning activity, they 
experience confusion. If the impasse is not resolved, this 
confusion triggers frustration. Moreover, frustration can 
transition back to confusion if students encounter new 
impasses,  or transition into boredom if frustration persists.  

B. Confusion and Frustration in Learning Programming 
In the past several years, researchers have shown interest 

in understanding affect and academic emotions in learning [5, 
8]. However, a few researchers have a specific focus on 
confusion and frustration because these two emotions have 
positive as well as negative effects on learning outcomes [9, 
10, 11]. Literature suggests that there is no direct method to 
resolve the confusion, however, it requires students to have 
skills and knowledge to resolve it or the instructor can provide 
scaffolding to help students resolve their confusion [10, 19].  
Moreover, if confusion is not resolved and students are not 
able to improve their understanding, they do not learn much, 
become frustrated, and doubt their abilities [12, 21]. 
The studies on confusion and frustration have used a 

variety of methods to identify these emotions. The most 
common method is self-reporting by participants.  In a series 
of studies by D’Mello et al., the authors have studied novice 
students’ affect during two programming phases by analyzing 
their self-reported affective judgments [3, 22]. The authors 
found that students most frequently experience engagement, 
confusion, frustration, and boredom while programming. Self-
reported methods for understanding emotions enhance the 
validity of results but these methods are limited in their 
applicability [23]. To understand emotions as students work 
on a program, Rodrigo et al. used students’ compilation logs 
from the integrated development environment (IDE) [24]. 
They found that a coarse-grained level of frustration can be 
identified by analyzing the average time between the number 
of errors, compilations, and the number of consecutive 
compilations after modifying the same code or getting the 
same error. However, they suggested that short-time 
compilation logs are not enough to identify students’ 
frustration.  
Considering the importance of the identification of 

emotions at the appropriate time, researchers are getting 
interested in the automatic identification of emotions using 
facial features [25, 26, 27]. In a series of studies by Grafsgaard 
et al., facial features were used to predict confusion and 
frustration in the programming context [26, 27]. They used a 
corpus of computer mediated human-human tutoring sessions, 
which contained webcam video, database logs, and skin 
conductance. However, for the analysis, the authors only used 
facial expressions to build a regression model. They found that 
brow lowering was positively correlated with frustration. 
Using similar facial features as Grafsgaard et al., but a 
significantly different data collection mechanism, Bosch et al. 
used the Computer Expression Recognition Toolbox (CERT)1 
to detect the academic emotions of students while they were 

 
1 CERT tracks facial features based on the Facial Action Coding System 
(FACS). 

learning Python using a computerized learning environment 
[25]. The authors built the models based on facial features and 
found that confusion, uncertainty, and frustration were 
distinguished from all other emotions using the CERT.  
Emotions are complex and require multi-layered processing to 
understand their complexity [13]. For example, in a study by 
Lee and Sumi, students’ facial features were used in 
combination with students’ typing and compilation logs, self-
reported emotions, and one action state label (which includes 
reading, writing, thinking, finding, unfocused, fixing, or other) 
to predict emotions [28, 29]. The authors trained Hidden 
Markov Models (HMM) on the sequences and action units of 
facial expressions of engagement, confusion, and frustration. 
Although limiting the use of their data collection method (self-
report), authors found that the inclusion of self-reported action 
states in model training can increase the performance of the 
model for identifying engagement and frustration and to some 
extent confusion and boredom. 
In real life, facial expressions are a good source of 

identifying emotions however, there are other physiological 
measures that reflect changes when a person feels certain 
emotions [30, 31, 32]. For instance, Pachman et al. used eye 
gaze data to detect confusion in puzzle-solving tasks [33]. The 
authors collected students’ eye-gaze data during the tasks and 
self-reported data after the completion of tasks. During self-
reporting participants retrospectively described the thoughts 
they had during a puzzle-solving process and reported the 
confusion level. The authors calculated the fixation on areas 
of interest and counted the instances where confusion ratings 
were high. The authors found that participants mostly got 
confused about the non-relevant areas of the problem.  
From the summary of the literature, it is possible to 

automatically detect certain emotions by using compilation 
logs, typing logs, facial features, and eye-gaze data but this 
may compromise the validity of results because in most 
studies these data sources are used in isolation. The validity of 
results increases by incorporating multiple sources of data 
[34]. Hence, we are using a multimodal approach for data 
collection and analysis. More specifically, we collect eye-
gaze, EDA, clickstream, and retrospective think-aloud 
interviews (self-report) to provide a fine-grained and near 
real-time understanding of students’ confusion and frustration 
during a programming task. 

III. RESEARCH METHODOLOGY 

A. Context 
The Ohio State University, located in the Midwestern United 
States, is a large and well-known university in the field of 
engineering. It enrolls full-time, residential, and traditional-
aged undergraduate students in a variety of engineering 
disciplines. The context for this study is composed of three 
introductory programming courses (CS1): CSE-1222 (C++), 
CSE 1223 (Java), and CSE 1224 (Python). These introductory 
courses are three credits offered each semester to students of 
all majors. These courses cover introductory programming 
concepts such as branching statements, loops, and handling 
user input. These courses employ different teaching methods, 
including active learning, blended learning, and project-based 
approaches. Students attend lectures and collaborate with their 
peers to solve problems during lectures. Additionally, they 
watch online modules outside of the classroom, work on 
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interactive readings, and complete self-check questions and 
projects. Each week students have a lab during which they 
work on problems and get help and feedback from graduate 
teaching assistants. Each section of these courses has an 
enrollment of up to 160 students. The weekly lab is divided 
into smaller sections of 40 students each. 

B. Selection Criteria 
First, we considered students’ who were novices because 

novices may experience a range of emotions while taking a 
programming course [35]. In the context of this study, novices 
are students who have no experience or limited programming 
experience before taking these courses, and they are not 
repeating the course. Second, we used purposive sampling 
[36] to consider the students who represent diversity regarding 
gender, ethnicity, and major field of study. 

C. Participants 
Using the selection criteria defined above, we recruited 28 

students who took CS1 during Fall 2022. The course-wise 
breakdown of participants is CSE 1222 (3), CSE 1223 (19), 
and CSE 1224 (6). The gender breakdown of participants is 
Male (17), Female (9), and Others (2). The ethnicity 
breakdown of the participants is White (11), Asian (8), Black 
or African American (4), Hispanic or Latino (2), and Biracial 
(3). For confidentiality purposes, we assigned pseudonyms to 
all the participants. A $20 Amazon gift card was given to each 
participant as compensation.  

D. Data Collection Methods 
For data collection, we used self-report data (think-aloud 

interview), physiological biomarkers (electrodermal activity 
and eye-tracking), keystroke, and clickstream data. 

1) Retrospective think-aloud interview: In the retrospective 
think-aloud interview, participants provide a description of 
their experiences of performing a task by watching the video 
of the task [37]. The retrospective think-aloud interview is a 
suitable choice when participants engage in cognitively 
demanding tasks because these tasks require complete 
attention. However, the retrospective think-aloud interview is 
prone to recall bias that may lead to the participants not being 
able to recall critical information [38]. To minimize recall 
bias, we overlaid the video of the participant’s task with 
mouse movements and eye-gaze data. We also recorded 
participants' facial expressions during the task and presented 
them along with the task recording during the retrospective 
think-aloud interview. 
2) Biometric Data: Research has shown that emotional 
arousal can be correlated with biometric measures, such as 
electrodermal activity [30]. The psychological states are 
influenced by the person and the task that is being performed, 
and in turn, may affect their actions [39]. Based on the relation 
between biometric and psychological states, biometric data 
could provide a near real-time understanding of students’  
emotions that they experience while doing the programming 
task.  
Eye-related biometric features include eye movement and 

pupil dilation. There are multiple measures of eye movement, 
however, we used eye fixations (gaze position on a specific 
object) [40, 41].  From fixation, we can calculate fixation 
duration (which indicates attention required by stimulus) [42] 
and fixation count (which indicates areas referred to multiple 
times) [32]. These metrics provide insights into the attention 
of a person and task complexity [41]. Skin-related biometric 
features include skin temperature and electrodermal activity 

(EDA) [41]. When a person is aroused, the sweat glands in the 
skin produce more sweat which increases the electrical 
conductance of the skin. The change in electrical conductance 
is measured by EDA [43]. 
3) ClickStream and Keystroke Data: Clickstream and 
keystroke data represent the sequential collection of user 
activities or events during an interaction with a computer. It 
includes data such as typing something, mouse clicks and 
movement, and navigation paths. These data provide valuable 
insights into user behavior, preferences, and search patterns 
[44].  

E. Research Design 
Fig. 1 explains the research design and the order of data 

collection modalities within the research design.  

1) Data Collection 
 In this study, we used iMotions software for data 

collection [45]. iMotions collects data related to human 
behavior by integrating and synchronizing different sources of 
data such as surveys, screen recordings, biometric sensors, and 
video [45]. We collected multimodal data in two sessions. In 
the first session, participants’ biometric data, the 
programming task, and self-reported surveys were collected 
using iMotions. In the second session, we did a retrospective 
think-aloud interview with each participant. Details about 
both sessions are provided in the following sections:  

First Session (Programming session): In this session, first,  
participants’ baseline data of biometrics were collected. After 
that, participants filled out the survey to report their 
prospective emotions before the programming task and then 
started to work on the programming task. Participants were 
given twenty minutes to work on the problem. After 
completing the task, participants filled out the post-survey to 
report the retrospective emotions experienced during and 
after the programming task. For this study, we are not using 
the pre-, and post-survey data. We asked participants to 
choose among three programming languages and IDE to 
work on: Java (Eclipse), Python (VS code), and C++ 
(Eclipse). 
Programming Task: We selected the rainfall problem as a 
programming task for this study, which is defined as follows: 
“Write a program that repeatedly prompts the user to enter 
numbers (integers). Once the user enters the number 999, 
output the average of the non-negative numbers entered by the 
user, do not  include 999 in the calculation of the average.” 
The rainfall problem uses multiple programming 

constructs (such as input from the user, loops, conditional 
statements, and identifying division by zero error) to test 
students’ problem-solving abilities [46]. Previous research has 
used the rainfall problem to understand how students plan and 

Fig. 1. Research Design 
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compose a programming problem and considered it a 
challenging problem for novices [47, 48]. While working on 
this challenging problem, students face problem-solving 
difficulties [47] that could trigger negative emotions and may 
affect students’ performance. Hence, it is important to 
understand the problem-solving difficulties that trigger 
confusion and frustration to help students overcome those 
difficulties.  
 
Second Session (Retrospective Think-Aloud Interview): The 
second session of the study started approximately ten minutes 
after the completion of the first session. During this session, 
the researcher conducted a retrospective think-aloud interview 
with the students, where they replayed the screen-captured 
video (annotated with eye gaze data and mouse movement) of 
the students’ programming task and paused the video every 
two minutes to ask students to explain their emotional 
experiences and actions they might take to deal with their 
emotions.  Moreover, students were provided with a list of 
emotions to help describe their emotions [49]. 

F. Data Analysis 
Directed Content Analysis (DCA): DCA is a qualitative 
content analysis approach that is used for the flexible analysis 
of text data [50]. In DCA, an existing theory or theoretical 
framework is used to guide qualitative data analysis. We used 
DCA to perform the qualitative content analysis on the 
interview data.  
First, we extracted the definitions of emotions of our 

interest (confusion, frustration, confusion plus frustration) 
from the relevant literature. Second, we selected a process 
model that describes the behaviors and emotions experienced 
by students while programming. This process model is based 
on prior theory and literature on achievement emotions and 
CS education research [51] and is refined by the second author 
[5]. The six stages of the process model are getting started 
(GS), typing code (TC), encountering difficulties (ED), 
dealing with difficulties (DD), succeeding (SC), and stopping 
(ST). For more details on these stages and the process model 
refer to [5, 52].   
Third, we reviewed the transcripts and highlighted all text 

that contained confusion and frustration. Fourth, we coded the 
highlighted text using the predetermined categories wherever 
possible. While coding we also referred to unhighlighted text 
as it might contain the text that aligns with the operational 
definitions of emotions or help in understanding the context. 
Fifth, we used the coded data to discuss and describe the data 
that supports, extends, or disapproves the theory. 
Biometric Data Analysis: We used biometric data for 
triangulation with the qualitative findings to provide a near 
real-time and fine-grained understanding of students’ 
emotions. Since we conducted the retrospective interviews in 
two-minute intervals,  we aligned the biometric data into two-
minute segments. The alignment of all data sources makes it 
easy to analyze data and provide a temporal snapshot of 
students’ emotions and behaviors at a certain point in time. 
The biometric data were cleaned and processed using Python 
scripts. 

IV. FINDINGS 
The findings of this study are primarily qualitative, followed 
by the triangulation with biometric data. The qualitative 
findings are categorized into three groups based on the stages 
in the process model: 1) Getting started, 2) Debugging 

(typing code, encountering difficulties, and dealing with 
difficulties), and 3) Ending (succeeding and stopping) [5]. 
Participants reported confusion and frustration frequently 
during the debugging stages. Therefore, we only discuss the 
challenges encountered in the debugging stages in the 
subsequent sections. 
We have tried to tease out the different stages of debugging. 
However, it must be noted that participants may be engaged 
in two stages at the same time, for instance, they may be 
typing code while dealing with difficulties or encountering 
more difficulties while doing trial-and-error (dealing with 
difficulties). 

A. Challenges that Trigger Confusion and Frustration 
during Debugging 
While debugging, participants transition between typing 

code (TC), encountering difficulties (ED), and dealing with 
difficulties (DD) [5]. The number of transitions depends upon 
participants’ progress with writing the code. For instance, 
students get stuck if they cannot fix issues in the code and 
repeatedly transition between TC to ED, ED to DD, or DD to 
TC. On the other hand, they work in flow if the code executes 
successfully, and they may just transition from TC to ST and 
then SC.  
 

1. Typing Code 
While typing code, participants were also monitoring what 

they were doing. During monitoring, participants sometimes 
get confused in selecting the appropriate programming 
construct for solving the programming task. For instance, 
Mario was anticipating that his code had something missing, 
as shown in the following excerpt. 
“Um, the same as before, but I think my confidence started to drop 'cause I 
got confused between like whether I should use a while or if, or even like, a 
for loop 'cause I know there had to be like some nested loop; I just couldn't 

figure it out.” - Mario 
Mario was confused about which construct to use. His 

confusion probably stems from the fact that Mario is a novice, 
and his conceptual understanding of programming is still in its 
infancy, hence he is unable to decide if he needs to use a 
conditional statement or a loop. He was also confused about 
which type of loop to use (while vs. for).  Mario’s experience 
is explained by [1] which suggests that novices typically have 
many deficits in programming strategies such as the way 
knowledge is used and applied (for instance, using an 
appropriate loop in a program). Moreover, Mario’s confusion 
in using a programming construct aligns with the findings that 
novice students experience difficulty in using the appropriate 
plans while solving the rainfall problem [46]. 
While typing code, participants also experienced 

frustration when they had negative expectations about the 
output of the programming task. For instance, Bella explained 
that she overcomplicated the task and perceived that she could 
not finish the task in a given time although she knew how to 
do the task. 
 “Um, um, I was getting worried that I wasn't gonna be able to finish it and 
then I kind of was feeling a little bit bad because I was like, okay, this 
doesn't seem like that hard of a question. And I was probably over 

complicating it and so I was like feeling a little bit frustrated with myself 
because I probably should have been able to finish it in the 20 minutes 

time” -Bella 
Bella perceived that the task as simple and doable in 

twenty minutes because of which she had a positive 
perception. However, her actual experience (not being able to 
complete the task and getting some errors) changed her 
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perception which resulted in her feeling frustrated. Bella’s 
experience is in accordance with [46], which suggests that 
positive perception and negative programming episodes 
induce negative emotions such as frustration. 
 

2.  Encountering Difficulties 
2.1. When the code does not work 
The most frequent reason for experiencing confusion and 
frustration is when the code does not work. More specifically, 
when participants expected that the code would work but it did 
not work, they felt confused. On the other hand, unsuccessful 
attempts at resolving unexpected behavior of code resulted in 
frustration. For instance, Kevin got confused because he 
assumed that his code was right. However, when he executed 
the code, it did not work as expected. 
“Um, so I basically thought I got it all right … and then after I pressed 
999, it still asks for the number. And so, at this point my emotion was like, 
confusion.[…] Because, I mean, so the-the confidence meant that I wrote, 
like, wrote everything and... yeah; I felt like it was right to, like to some 
extent, but obviously when I looked at it, like afterwards, after I looked at 
the error, this is like I noticed, okay, this is a pretty major flaw. And I -- 

shame, shame would also be there." – Kevin 
Kevin’s confusion aligns with the literature which states 

that when students encounter inconsistent or contradictory 
information while working on a task they feel confused [18]. 
Some participants got stuck when their code did not work due 
to syntax errors.  They were not able to fix issues in their code 
even after spending a significant amount of time. For instance, 
in the following excerpt, Smith explains his emotional 
experience when his code did not work. 
 “I think I was pretty frustrated at this point 'cuz I tried it a couple times 
and it still wouldn't run, so I just spent most of it reading through 

everything to try to figure out what was wrong -- and I was pretty confused 
because I couldn't figure out what -- why it wasn't working.” Smith 
Smith’s emotional experience aligns with existing 

literature which suggests the long-term cognitive impasse 
changes confusion to frustration [3].  
 
 

2.2. Forgot how something worked 
Most participants experienced frustration when they forgot 
how something worked. This was particularly relevant for 
participants working in Java and they encountered challenges 
when they forgot how to take user input or initialize an array. 
For instance, in the following excerpt by Katie, she mentions 
that she understood the task and she could have done it in 
under five minutes if she had some help. For her programming 
class, she normally relied on notes to understand how syntax 
worked. 
 “I think I was more frustrated at this point because I felt like I knew it, and 
then, […] I'm just too reliant on just, previous works.[…] I was like, really 
frustrated at myself, […] I needed like that small little booster help to 

figure -- like, to finish it, […] I knew I could have finished this in like under 
five minutes --” Katie 

Katie’s experience aligns with the definition of frustration by 
the CVT [15], which suggests that when participants have low 
control over the activity, failure in that activity induces 
frustration. During the programming task, Katie was not 
allowed to use outside help. She tried to use IDE-based help 
but could not get any useful information. Due to limited 
control in getting help, she could not do the task and felt 
frustrated.     
 To solve the rainfall problem, some participants tried to 

use an array because they considered an array to be an 
appropriate data structure that could store multiple inputs. The 
following excerpt by Brandon explains how he forgot to 
initialize an array.  

“A little bit more frustration: um, I was getting very frustrated. I 
couldn't remember the syntax, uh, to declare an array and create an arry, 
um, but I was still trying to analytically work my way through it.” -Brandon 
     Brandon wrote code in Java where the size of the array 
needs to be known before creation, but in the given rainfall 
problem, the number of inputs is unknown, leading to an 
unknown array size. Literature suggests that the rainfall 
problem can be solved using a single variable instead of arrays 
[47, 54]. Brandon’s decision to use an array indicates a gap in 
the understanding of programming constructs for novice 

 

Segment 05: it would either display like, a error message -- if 
something was wrong before like the average, […] or it would 
just straight up display the averages and then that, and then 
like some random number that maybe was wrong, but like still 
would display something.  
Segment 06: I was just like looking it over --- and like trying 
to see like look for mistakes and like, I was like, trying to, um, 
do different things and like output things -- 
Segment 07: I figured that it was like, actually like printing 
out what I coded and it was like -- like just like outputting like 
something else, like some other program at the end, but like, I 
don't know, <laugh>; I might be wrong, but [..] I couldn't 
figure out why it wasn't like printing out like the average part, 
and I was like really trying to like change around and like 
trying to see what I was doing wrong, but like -- I don't know 
-- like I was very focused.  
Segment 08: I already was like, I do not know why is not doing 
anything that I'm like putting in here -[..] I think I'm doing this 
right; like, there's something wrong with computer, not me. 
Segment 09: this shouldn't display like over and over again 
'cuz it's not in a while loop. So, this is what it should be 
printing out here, but it's not printing the same thing as it is 
here in the program, […] -I was trying to think like if I was 
running the program wrong or something like that. 
Segment 10: I was confident that I did it right like then, but I 
was like, mostly confused why it wasn't running. Like, if I was 
-- like the coding part where I had written, I was -- I saw that 
it was right; well, at least like I did my best. 

a b 
Fig. 2 (a) Jane’s Eye-gaze (top), EDA (middle), and Clickstream and Keystroke (bottom) graphs over the 2-minute segments and the table 
on the bottom shows the occurrence of confusion (C) and frustration (F) during different stages of the process model (b) Interview excerpts 

of segments where the participant experienced confusion and frustration. 
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students. His experience confirms with literature [1, 54], 
which suggests that novices face difficulties in solving 
programming problems due to semantic misinterpretation of 
programming constructs.   

3. Dealing with Difficulties 
One of the main ways that novices deal with difficulties is 

by engaging in trial and error [5]. Our data also confirm this 
behavior of novices. During this stage, participants experience 
confusion and frustration when they try to fix something 
repeatedly, but it still does not work. This is evidenced by the 
following excerpt by George. 

“Yeah, I was definitely confused. -- definitely because I did not know 
what wasn't -- like why it wasn't displaying, and I was trying to look for 

anything in my code that wasn't working. I don't -- I think I was just like very 
frustrated, like at the program and like, I was just like looking it over -- and 
like trying to see like look for mistakes and like, I was like, trying to, um, do 
different things and like output things -- and like reading over just to see like 

what the program was doing..”-George 
George was doing trial and error to fix issues in his code 

but could not succeed. First, the unexpected code behavior 
confused him and after multiple unsuccessful attempts, he got  
frustrated. George’s experience explains that students feel 
confused when they find a discrepancy between their existing 
mental model of programming knowledge and the actual 
output  [18]. When their confusion is unsolved for a long time, 
they get frustrated [3, 8].  
 

B. Triangulation of Multi-Modal Data 
Qualitative findings in the previous section provide an 

overarching summary of the findings from the retrospective 
think-aloud interview. However, we selected two exemplars 
where we provide a more fine-grained, near real-time, and 
multimodal perspective on how students experience confusion 
and frustration and what behaviors they exhibit when they 
experience these emotions. Moreover, these two exemplars 

are selected based on the successful completion or non-
completion of the rainfall problem. These exemplars confirm 
that for the most part, there is alignment between the different 
data sources. In Fig. 2 and Fig. 3, in the clickstream and 
keystroke graph (bottom) blue bars represent the count of 
keyboard events, while the other colors show mouse events.   
Exemplar 1 (Task not completed): Jane is a 

Hispanic/Latino female student. She was taking CSE-1222 in 
Fall 2022 for the first time. Before taking this course, she did 
AP Computer Science. Fig 2 shows Jane’s biometric and 
clickstream graphs and relevant excerpts from the interview 
data.  
Jane's excerpts explain that she started to feel confused 

during segment 5 [see Fig 2 (b)] when she executed the code 
and did not get the expected output. In the subsequent 
segments, she explained that she was trying to figure out the 
issues in the code which is also evident from Jane’s eye-gaze 
data. As we can see in Jane’s eye gaze graph [Fig 2 (a)], during 
segment 4 and onwards Jane’s fixation counts are mostly 
higher than fixation duration which means that she was 
looking all around the code screen to find the errors and was 
not just focusing on particular code sections.  
Jane’s EDA graphs depict that she was mostly aroused 

once she encountered difficulties and could not resolve them. 
However, her EDA started to go down as she was approaching 
the end of the task. One reason for the change in EDA could 
be Jane’s positive belief that her task was right and that she 
did her best as explained by her in segment 10 [Fig 2 (b)]  [39].  
 Moreover, Jane’s clickstream data also supports the 

findings from her qualitative data that she was mostly engaged 
in finding errors rather than typing the code. According to 
literature, patterns of mouse behavior such as frequency of 
visiting a page (or section of a page) and duration of visits are 
highly related to eye gaze behavior and indicate the debugging 
experience of students [53, 54]. Jane’s eye gaze movements 
for searching errors and frequency of mouse events in the 

 

Segment 04: I was, uh, reading sample run one, and I 
was just gonna put in the same, um, inputs that, that, 
um, like the example showed, and then I was going to 
hopefully get the right, the same average as that one 
did, which I didn't; [..] I was like, this challenge seemed 
so easy, how don't -- how didn't I get it right like the 
first time. 
Segment 05: I was sitting here like, what am I doing 
wrong; and I start to get like a little bit worried, like, as 
in the next like, 10 minutes are gonna go by, and I'm 
still not gonna figure it out what I did wrong. 
Segment 06: knowing that I wasn't working properly; I 
started to question whether the-the samples themselves 
were wrong, but then I was like, they probably aren't 
wrong 'cuz they're like, you're probably supposed to use 
them in order to get the right 
Segment 07: It was something with the sample numbers 
that was different than my own numbers, [..] I would 
figure it out probably 'cuz I was just narrowing down 
like what was the difference between the sample and my 
own. 
Segment 08: And when I got the like divide by zero 
error, I knew that I could just like, fix that by -- with like 
an if statement --[..] at first when that came up, I was 
like, oh great, that's another problem that I have to fix, 
um, but I just kind of figured I would get it out of the 
way so I could focus on the bigger problem, which is me 
not getting the right numbers. 

a b 

Fig. 3 (a) Jerry’s Eye-gaze (top), EDA (middle), and Clickstream and Keystroke (bottom) graphs over the 2-minute segments and the table 
on the bottom shows the occurrence of confusion (C) and frustration (F) during different stages of the process model (b) Interview excerpts 

of segments where the participant experienced confusion and frustration. 
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clickstream graphs [segment 4 and onwards in Fig 2 (a)] show 
similar patterns thus indicating that she was engaged in 
debugging, as suggested by literature. 
Exemplar 2 (Completed): Jerry is a White male 

participant. He was taking CSE-1223 in Fall 2022 for the first 
time. Before taking this course, he had some experience with 
website development. Fig 3 shows Jerry’s biometric and 
clickstream graphs and relevant excerpts from the interview 
data. Jerry completed the task successfully but he encountered 
difficulties during his programming session. During segment 
4 in Fig 3 (b)  he completed the code and executed it for the 
first time. His code was executed successfully but he did not 
get the expected output and experienced confusion and 
frustration because he perceived that the task was simple and 
he thought he could do it correctly. His emotional arousal is 
also evident by peaks in the EDA graph during segment 4 [see 
Fig 3 (a)]. When Jerry encountered this unexpected behavior, 
he entered into the debugging process. As we can see in 
excerpts of segments 5, 6, and 7 in  Fig 3 (b) he was trying to 
resolve the issues. His eye-gaze graph also shows he was 
searching for issues by looking all over the code [41] as we 
can see some gaps in fixation counts and duration during 
segments 5, 6, and 7 [Fig 3 (a)]. Moreover, during these 
segments, his EDA was fluctuating (not going into baseline 
but there are changes), which could explain that he was doing 
trial-and-error, where he might have perceived that he had 
figured out the issue and updated the code (feeling positive) 
but could not get the expected output [55]. His clickstream 
data also shows a mix of mouse and keyboard events during 
this time. Furthermore, we could confirm from Jerry’s EDA 
data that encountering difficulties in programming could 
affect physiological data and emotions [55]. For instance, 
during segment 8 [see Fig 3 (a)] Jerry’s EDA data shows an 
increase, as he got the division by zero error and felt 
frustration. 

V. DISCUSSION 

A. Challenges that Trigger Confusion and Frustration 
Students reported experiencing confusion and frustration 

when they encountered challenges like forgetting the syntax 
of commands (taking user input and initialization of array), 
not understanding how to do the problem (such as choosing 
the appropriate loop, sentinel value, and taking multiple user 
inputs), and not being able to debug logical, or syntax errors.  
Most of the challenges reflect the problem-solving deficiency 
of novice students. According to literature, novices face 
difficulties due to their semantic misconception of 
programming concepts (incorrect mental models) or their lack 
of understanding of program composition strategies [1, 46], 
52].  
As participants write code, they develop some 

expectations about the output of the code and their progress. 
When their expectations did not match reality, they feel 
negative emotions. This was observed in a few participants 
who could not manage to complete the task in the given time.  
The literature also suggests that perception about the outcome 
and negative programming episodes induced negative 
emotions such as frustration [51].  Moreover, other 
participants experienced extreme confusion when they 
encountered difficulties repeatedly. Mainly, two cases were 
reported: 1) the output of the program did not match the 
expected output and 2) the participants got errors (syntax 
errors, division by zero, and infinite loop). Frustration was 
more prominent when participants forgot the commands such 

as the import statement and scanner initialization for user 
input in Java and declaration of the array. To solve the rainfall 
problem using an array is the least favorable solution because 
this problem requires storing the sum of inputs rather than 
each input and also the number of user inputs is unknown [47]. 
However, using an array is also possible but novice students 
do not have enough knowledge to use this data structure when 
the length is unknown [47].  The decision to use an array by 
participants indicates that novices have inaccurate mental 
models of programming concepts, which subsequently 
confused them [1]. As confusion persisted due to the incorrect 
use of an array, participants became frustrated [3]. 
     Another event that triggered confusion and frustration was 
when participants did not know how to solve the problem. 
Participants were able to understand the task requirements and 
they had a solution in their mind, but they could not translate 
it into complete code. For instance, Smith (section 2.1) 
mentioned that he felt frustrated because he was unable to 
write the code for taking multiple user inputs.  Students’ 
difficulty in translating the problem description into code 
could be explained by the literature that suggests that novice 
students have knowledge of programming concepts, but they 
face difficulty in merging different programming concepts to 
do the programming task [46].  
Participants were engaged in dealing with the difficulties 

stage by doing trial-and-error to find and fix issues in the code. 
At this stage, participants experienced confusion and 
frustration when they could not fix issues after repeated trial-
and-error. This behavior of students explains that students 
become confused when they encounter an impasse [3]. This 
impasse results from the discrepancy between their existing 
mental models and the actual output [18]. If students make 
efforts to use their knowledge effectively or get some help to 
update their mental models, they can resolve confusion and 
continue to make progress in the code [10]. As in this study, 
the participants who encountered syntax errors were able to 
fix them by understanding the error messages and completed 
the task. However, when the students could not resolve their 
confusion, they experience frustration and eventually get 
bored if the frustration persists. For instance, participants in 
this study experienced frustration when they forgot the 
commands and eventually got bored because they could not 
use any help and had nothing to do to make progress in the 
code [3, 8].  

B. Triangulation of Multimodal Data 
Triangulation of biometric (eye-gaze and EDA) and 

behavioral (clickstream and keystroke) data with interview 
data support our findings of qualitative analysis. This 
triangulation gives a picture of students' real-time 
physiological behaviors accompanied by the fine-grained 
analysis of students’ self-report responses, hence enhancing 
the validity of the findings [13, 34].  
From the triangulation, we observed that eye-gaze data 

could be indicative of students’ difficulty in finding useful 
information or focusing on important sections of code as 
suggested by [32, 41, 42].  Moreover, some parts of EDA data 
indicated changes in signals (peaks) when students 
experienced confusion and frustration. However, changes in 
EDA data could be due to other emotional experiences such 
as shame and anger that students reported at the same time. 
Even so, it confirms the relation between EDA data and 
emotional arousal [30, 55], and subsequently triangulation of 
EDA data with students’ self-report responses confirmed our 
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findings. The patterns in clickstream data also validated our 
findings of the participants’ debugging behavior during the 
programming session. Our data suggests that there are more 
mouse events when participants try to find issues in code 
whereas keystroke events are more prominent when 
participants type code or deal with difficulties along with 
typing code. Our findings align with previous work [29] that 
suggests students’ log-based data could help in identifying 
engagement and frustration.  

VI. LIMITATIONS AND FUTURE DIRECTIONS 
This study is conducted in a controlled lab setting which 

limits the generalizability of findings. However, participants 
were not required to complete the task to get a grade, or their 
performance in the task was not associated with any grade 
which is usually the case when students do programming in 
their course. Due to this difference in grading mechanism, 
students may experience certain emotions during course-
related programming that they experienced during this study.   
Moreover, the institutional review board (IRB) asked to 

use a secure room and secure system (computer installed with 
security protocols and without any internet connectivity) to 
protect participants’ privacy. Therefore, it was not possible for 
the participants to use online help. We also did not provide 
them with other external help resources (such as lecture notes 
or tablets) because that would have caused unnecessary 
movement and hence, would have compromised the quality of 
the biometric data. Whereas, in real settings, students are not 
restricted from using resources for help. This difference in the 
environment may affect the emotional experience of students. 
In this study, participants used IDEs that were different 

from their courses (participants used Zybooks and Repl.it in 
their courses which were not possible to use on the secure 
system). Hence, it is possible that some confusion and 
frustration were also triggered by compilation or IDE-related 
events.  
In this study the challenges for the most frequent emotions 

of confusion and frustration are explored, however, we 
observed that students also experience other emotions that 
impact their performance and perception of their abilities to 
do the programming. We aim to extend this work by exploring 
other emotions and their interaction with students’ self-
efficacy beliefs. Additionally, the triangulation of multimodal 
data is presented for two participants that we would extend to 
other participants to find more meaningful patterns of 
emotional experiences using machine learning techniques. 

VII. IMPLICATIONS AND SUGGESTIONS FOR INSTRUCTORS 
Understanding students’ emotions while programming is 

important to keep them engaged in solving problems and 
enhance their learning [16]. In this study, we found that 
students experience confusion and frustration when they 
encounter certain problem-solving related challenges such as 
the use of “for” and “while” loop. To prevent the negative 
emotions that trigger due to such problem-solving challenges, 
instructors may need to use appropriate strategies for teaching 
programming. One strategy is “Problem-based learning”, in 
which teachers could explain worked programming examples 
that show the different use cases of programming constructs 
in solving problems [56].  The problem-based learning could 
facilitate students to build correct mental models of 
programming constructs [57].   
Teachers could also use interactive tools to support the 
learning of abstract programming concepts. For instance, 
SICAS2 is a tool that helps students to create programs using 

flowcharts and see the execution of these programs through 
the animation [58]. 
Students find difficulty in converting the problem 

description into code. One strategy is to teach students 
“stepwise refinement” which explains how to extract 
requirements from problem descriptions in the form of goals 
and subgoals [46]. By identifying the main goal and the 
subgoals(subproblems) required to solve the problem, 
students could plan and solve each subgoal individually, 
making the problem simpler. An important part of this strategy 
is teaching them how to connect the subgoals. Connecting the 
subgoals could be facilitated by teaching students the use of 
flowcharts or explicitly defining the input and output for each 
subgoal as per the relation among subgoals. However, 
successful implementation of this strategy relies on students’ 
knowledge and understanding of relevant programming 
concepts.  

VIII. CONCLUSION  
This study provides a fine-grained and near-real-time 
analysis of how confusion and frustration manifest 
themselves when students are working on a programming 
problem. In literature, researchers have mostly discussed the 
reasons for confusion and frustration while learning to 
program and how these two emotions transition from each 
other during learning. In this study, we ask students to do a 
programming task without providing (teaching) them any 
learning lesson just before the task. So, students were 
required to solve the task by using the existing knowledge 
that they had obtained in their course. We used the rainfall 
problem because it helps in identifying the basic problem-
solving behavior of students. So, our focus was to study the 
students’ problem-solving related challenges that trigger 
confusion and frustration. Programming instructors could use 
the findings of this study for an in-depth understanding of 
what problem-solving techniques students lack so that they 
could design the appropriate interventions that enhance the 
conceptual understanding of students. 
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