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ABSTRACT

Gradient aggregation has long been identified as a major bot-
tleneck in today’s large-scale distributed machine learning
training systems. One promising solution to mitigate such
bottlenecks is gradient compression, directly reducing com-
municated gradient data volume. However, in practice, many
gradient compression schemes do not achieve acceleration
of the training process while also preserving accuracy.

In this work, we identify common issues in previous gra-
dient compression systems and evaluation methodologies.
These include excessive computational overheads; incompat-
ibility with all-reduce; and insufficient evaluation methods,
such as not using an end-to-end metric or using a 32-bit
baseline instead of the stronger 16-bit baseline. We revisit
common compression approaches (sparsification, quantiza-
tion, and low-rank decomposition) and demonstrate how
considering the above issues can lead to minor but strategic
design changes, resulting in notably better performance. Our
goal is to raise awareness of the need for design and eval-
uation standards that naturally translate to the end-to-end
utility of gradient compression.
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1 INTRODUCTION

Distributed Data-Parallel (DDP) training [21] is the de-facto
paradigm for large-scale distributed machine learning train-
ing systems. A key obstacle to efficient DDP training is the
large communication volume of aggregating and synchro-
nizing the gradients [43, 53, 59, 60]. Further, the training
hardware’s processing speed advances faster than the net-
work bandwidth [7], exacerbating this issue.

One promising direction to alleviate the communication
bottleneck is to apply a gradient compression scheme [11,
14, 16, 18, 20, 23, 30, 32, 34, 36, 51, 57, 58, 60, 62, 63]. Gra-
dient compression aims to reduce the communicated data
volume [59]. Most schemes are lossy, meaning they introduce
some compression error, which the schemes try to minimize.
Nevertheless, as pointed out by prior studies [11, 62], com-
pression schemes often end up yielding a limited speedup in
practice or compromise the model’s accuracy.

We seek to uncover the root causes that lead to degraded
end-to-end utility in practice. We classify our findings into
two categories, design and evaluation, and exemplify how
to address these issues via a case study (Section 3) that cov-
ers three main gradient compression types: sparsification
(TopK [12, 51]), quantization (THC [34]), and low-rank de-
composition (PowerSGD [57]).

Design. One common issue is the compression’s computa-
tional overhead [11, 62, 64]. Our study finds that some compo-
nents of compression incur superlinear computational com-
plexity [24, 25, 34, 57]; others have GPU-inefficient memory
access patterns [24, 25, 38]. Another challenge is that many
compression schemes are incompatible with the all-reduce
collective [9, 41], which is inherently more scalable than the
all-gather collective that generates higher traffic overhead,
or the parameter server aggregation [33] that has one-to-
many and many-to-one communication patterns [43, 46, 56].
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We elaborate on these particular issues in our case study
(Section 3), and based on our consideration, propose tech-
niques such as Chunking, Partial Rotation, and Saturation
to improve performance.

Evaluation. Gradient compression studies (e.g., [11, 14, 15,
23, 30, 32, 34, 36, 60, 62]) often choose the compression ra-
tio (the amount of reduced communication volume) and
throughput as their design objectives and evaluation metrics,
and compare with a full precision (FP32) baseline. We argue
that such an evaluation is insufficient for the following rea-
sons. First, neither the throughput nor the compression ratio
reflect the accuracy degradation. In an end-to-end sense, gra-
dient compression aims at optimizing the time it takes to
reach a target accuracy, i.e., the time to accuracy (TTA). An
excessively aggressive scheme to cut down the communica-
tion overhead may improve the throughput but often results
in degraded TTA due to the high compression error that
dominates the convergence speed. Second, half-precision
(FP16) [1] is found to be a stronger baseline. This is because
it requires half the number of bits and is widely supported in
ML hardware, which can commonly make more FP16 ops per
second compared to FP32 [5, 8, 26]. Accordingly, FP16 com-
pression and aggregation are found to be [27] more perfor-
mant in terms of TTA than FP32. The evaluation is therefore
convincing only if the gradient compression scheme outper-
forms the higher FP16 bar. We refer to the TTA improvement
over this FP16 baseline as a method’s utility. We demonstrate
the usefulness of the proposed evaluation methods using the
TTA metric and FP16 baseline in our case study.

In summary, we make the following contributions:

1) We identify common design issues of gradient compres-
sion systems that restrain their training speedup in practice
or compromise the model’s accuracy.

2) We identify common evaluation insufficiencies that may
lead to suboptimal design choices that do not translate to
improved end-to-end utility in practice.

3) We exemplify these issues in a case study covering three
main types of gradient compression schemes and propose
optimization techniques that address these issues resulting
in better utility.

2 GRADIENT COMPRESSION CHALLENGES

In this section, we overview common fallacies and issues in
the design and evaluation of modern gradient compression
schemes. In particular, we focus on the design issues (that
result in degraded end-to-end performance) associated with
high computational overhead and incompatibility with all-
reduce, the de facto standard for DDP. We also consider
evaluation practices that insufficiently model the end-to-end
utility of a gradient compression system, including the usage
of metrics that do not capture end-to-end performance, and
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inappropriate or weak baselines. We pick several state-of-
the-art system papers of gradient compression [11, 14, 23,
30, 32, 34, 60, 62] for analysis, as listed in Table 1.

2.1 Design Issues

Computational overhead. As shown in previous stud-
ies [11, 62, 64], gradient compression often underperforms
an uncompressed baseline in terms of its training throughput.
Computational overhead for compression plays a key role
here. In this work, we identify components that create bot-
tlenecks through excessive computation or using the GPU’s
global memory [38] with inefficient memory access patterns.
Incompatibility with all-reduce. There are two common
types of gradient collection methods: collection at a central-
ized parameter server (PS) [33], and decentralized collec-
tive operations such as all-gather and all-reduce [9, 41]. All-
reduce (including ring all-reduce [2] and tree all-reduce [42])
is inherently more scalable than all-gather [9, 41] and PS ag-
gregation [33], since many-to-one communications [46, 56]
incur temporal congestion, and RDMA NICs face dropped
performance maintaining too many connections [61]. Re-
cently, [28] explored the PS co-located mode that reduces
the temporal load on any specific worker, but still suffers
from the many-to-one and one-to-many communications.
Unfortunately, previous gradient compression algorithms
are often not compatible with all-reduce collectives [11]. In
all-reduce, unlike in the PS architecture, workers on an inter-
mediate hop receive partially aggregated gradients, add their
own, and then send the updated result to the next hop. The
difficulty lies in avoiding decompression and recompression
at each worker, as this would lead to significant computa-
tional overheads and accumulation of compression-induced
errors, which could negatively impact the training process.

2.2 Evaluation Issues

The choice of an end-to-end metric. Prior works [11, 14,
23, 30, 32, 34, 60, 62] primarily focus on optimizing the train-
ing throughput metric. Admittedly, training throughput can
be a cheap metric to evaluate on, as it does not require a
full training process. Also, training throughput is a suitable
metric for lossless compression, where compression error
need not be taken into account. However, with lossy com-
pression, training throughput is not an end-to-end metric,
as it does not consider the impact of compression error on
the model’s accuracy . As shown in Table 1, several prior
gradient compression systems do not take into account com-
pression error in their design, do not include end-to-end
performance evaluation, or do not achieve acceleration com-
pared to the baselines in terms of time-to-accuracy.

1Here accuracy refers to the goal metric of the trained model, such as
classification accuracy in recognition tasks and perplexity (the model’s
confidence in predicting the correct next token) for language modeling.
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[11] | [14] | [23] | [30] | [32] | [34] | [60] | [62]
Comparing with the stronger FP16 baseline X X X X X X X X
Considering compression error for system design N/A | X 4 N/A |V olX X
Evaluation on end-to-end performance (in how many tasks) | 0/3 | 2/8 | 1/6 | 3/4 |4/4 |3/7 | 4/4 |3/3
Higher throughput results in better time to accuracy N/A |/ v v X v 4 X
All-reduce compatibility for new compression algorithms N/A | N/A | X 4 v X N/A | X

Table 1: Assessment of prior gradient compression systems. Here, ‘N/A’ means that the criterion is not applicable.

In an end-to-end sense, the utility of a gradient compres-
sion scheme is exactly the training time saved to train a
model. Accordingly, we propose that the time to accuracy
(TTA) should be the main end-to-end metric. Critically, TTA
is a 2-dimensional metric in which for each accuracy target,
an algorithm has a measured training time required to meet
that target. One challenge is that each compression scheme
is then represented by a curve, not a single data point, and
the curves can intersect, so that which scheme is better can
depend on the setting. We argue here that research papers, in
particular, should present TTA curves when comparing com-
pression schemes, as otherwise, they are leaving out the key
information for understanding comparative performance.

While TTA curves still leave room for interpretation, dis-
cussing the curves provides a better means of comparing
schemes than arbitrarily chosen times or accuracies (partic-
ularly when selected to make a new solution appear strong).
In most cases, we expect the focus to be on accuracies close
to the accuracy attained by an uncompressed baseline (which
is typically desired). But in practice, as we later verify em-
pirically, not all compression schemes can meet all accuracy
targets, as compression often results in lower final model
accuracy than the uncompressed baseline. Typically, for re-
search comparing different schemes, we suggest that differ-
ent techniques be run until convergence (e.g., according to
an early stopping standard [39]) to produce the TTA curves.

End-to-end evaluation is inevitably costly but necessary
for gradient compression research, as focusing solely on met-
rics that are not end-to-end (such as training throughput)
results in an insufficient understanding of the system per-
formance and incomplete conclusions. However, for tasks
such as parameter tuning, there are useful cheaper proxies
that (combined with training throughput) quickly deliver a
rough idea of the convergence speed at the beginning of the
training. One example is vector’s normalized mean squared
error (YNMSE) [17, 29, 34, 54, 55], which measures the com-
pression error between the true gradients’ average and its
estimate from the compressed gradients.

We note that some other end-to-end metrics could be a bet-
ter fit in certain circumstances, such as cost-to-accuracy and
power-to-accuracy. There may be cases where one is willing
to use a less robust metric, such as by picking a specific tar-
get accuracy (e.g., 95%), but this is generally not a suitable
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Task TF32+FP16 | TF32+FP32 || FP32+FP16 | FP32+FP32
BERT 3.32 2.44 3.17 2.36
VGG19 9.31 6.59 8.73 6.37

Table 2: Throughput (in rounds per second) of baselines vary-
ing training and communication precision. FP32+FP16 means
we train with FP32 and communicate in FP16 precision. TF32,
FP32, FP16 refer to Tensorfloat [6], full- and half-precision.

goal when comparing compression schemes generally (as in
research), and should be justified when done.

The choice of baselines. Most of the literature ([11, 14,
23, 30, 34, 36, 57, 60, 62]) compares against a baseline us-
ing full precision (FP32) aggregation. However, the use of
half-precision (FP16) [1], which has gained wide hardware
support [8, 26], provides a stronger baseline. It achieves 50%
less communication and thus much higher throughput (see
Table 2), and as shown in our experiments, the accuracy
degradation is negligible.

3 A CASE STUDY

In this section, we conduct a case study to better elaborate
on the design and evaluation issues of gradient compres-
sion. We focus on three common categories of gradient
compression method: sparsification [12, 30, 32, 51] (§3.1),
quantization [13, 18, 34, 63] (§3.2) and low-rank decompo-
sition [57, 58] (§3.3). Namely, as representatives, we use
TopK sparsification [12, 51], THC quantization [34] and Pow-
erSGD decomposition [57]. We also introduce strategic de-
sign changes to these techniques, showing how considering
issues motivates better design of gradient compression.

Our prototypes are implemented in NCCL [10] and Py-
Torch DDP [35]. We choose two common tasks for evaluation,
namely VGG19 [50] for classification on TinyImageNet [31]
and BERT-large [22] for masked language modeling [40] on
WikiText-103 [37]. The per-worker batch size is set as 32 and
4, respectively. The prototypes are deployed on a testbed with
two nodes, each equipped with two NVIDIA A100 GPUs [5]
(for a total of 4 GPUs) and a Mellanox ConnectX-6 100Gbps
NIC [3]. Early stopping [39] is applied to terminate train-
ing upon model convergence. We record the testing per-
plexity for BERT-large and the top-1 accuracy for VGG19.
To plot the TTA figures, we apply a rolling average over
3750 rounds (0.3 epochs) for BERT-large and 7810 rounds
(10 epochs) for VGG19.
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‘ Notation H Meaning ‘

b Volume of all-reduce communication in bits per coordinate.
The number of workers.
The total number of coordinates in each gradient vector.

The number of top K coordinates selected to be aggregated.
The chunk size of TopKC which gradients are partitioned into.
The number of top chunks selected for aggregation in TopKC.
The total number of coordinates in top J chunks, ie., J' = JC.

SI—|O|=|| | =

The g-bit integers into which each FP32 gradient is quantized.
Number of RHT iterations. Gradients are padded to size 2'.

4 The number of iterators for partial rotation. I’ < I.
Sat(-,-) || The saturation operator.

\ r

~Q

H The target matrix rank r for PowerSGD. ‘

Table 3: Notation used in our case study.

We measure the communication overhead in terms of the
all-reduce input size, in bits per coordinate denoted by b.
Note that the actual bandwidth required depends on the spe-
cific all-reduce scheme. In ring-all-reduce, the total overhead
is roughly 2b per coordinate (reduce-scatter and all-gather).

3.1 TopK Sparsification

3.1.1  Background and issues.

Sparsification compresses by only sending some of the gra-

dient coordinates. Intuitively, one would want to send the top
K coordinates with the largest aggregated (summed across
gradients) value, which we term Global TopK. Unfortunately,
finding these indices is challenging without computing the
aggregated gradient to begin with. Thus, in practical (local)
TopK sparsification (e.g., [12, 47, 51]) implementations, each
worker extracts its K largest (in absolute value) coordinates
and their indices to be aggregated later. Prior works typically
use TopK compression with the less scalable PS architecture
or a distributed all-gather collective [9, 41] as their aggrega-
tion scheme but do not implement it with all-reduce.
Computational overhead. The TopK selection operation
and rearrangement of coordinates is a major bottleneck [45]
(see §3.1.3). The reason is that they involve non-consecutive
memory accesses with poor locality, which slows down the
processing speed of the GPU [38].
All-reduce incompatibility. With a standard all-reduce
operation without compression with n workers and gradients
of size d, each worker sends and receives d/n-sized blocks at
each of 2(n—1) steps, and these blocks are summed (reduced)
at intermediate workers. When implementing TopK in a
distributed setting, a challenge is that the coordinates sent by
each worker may be different, resulting in up to nK distinct
coordinates, which may not give significant compression if
nK is comparable to or even larger than d.

3.1.2  Our proposed improvement: Chunks.

Overview. We propose a TopK variant dubbed TopK Chun-
ked (TopKC in short) that has less computational overhead
and is compatible with all-reduce to approximate Global
TopK. The key idea is to perform a lightweight step to reach
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‘ Compression H b=0.5 ‘ b=2 ‘ b=28 ‘
TopKC 0.273 | 0.142 | 0.0280
TopKC Permutation || 0.398 | 0.297 | 0.123

Table 4: vVNMSE of the aggregated gradients with TopKC and
TopKC with random permutation for BERT.

consensus on a good set of coordinates to aggregate (that
are not the top K coordinates). In TopKC, for a hyperpa-
rameter C, each worker partitions its gradient into [d/C]
fixed-sized chunks. The workers then decide which chunks
to communicate with an initial all-reduce communication
round. In this round, each worker sends the squared norm
of each chunk, allowing all workers to agree on the J < d/C
chunks with the largest sum of L2 norms. Intuitively, chunks
with large sum-of-norms are likely to contain large coordi-
nates that are worth aggregating. We then aggregate these
agreed-upon chunks using all-reduce, thus making TopKC
all-reduce-compatible. A benefit of TopKC is that our mem-
ory access pattern is mainly sequential and the expensive
top-K calculation [45] operates on fewer values than TopK
([d/C1 rather than d), allowing faster execution in practice.

We show that TopKC can be an effective heuristic, in part
because of spatial locality, meaning large coordinates tend
to appear closer to each other. To demonstrate spatial local-
ity, we compare against a variant, TopKC Permutation, that
randomly permutes the coordinates, eliminating any spatial
locality. We choose to use vNMSE [55] (Section 2.2) to study
the compression error, and follow the experimental settings
shown in Section 3.1.3. Table 4 indicates that TopKC takes
advantage of spatial locality, since it performs significantly
better than when the coordinates are randomly permuted.
Design changes. TopKC consists of the following steps.

1) We partition each local gradient into smaller chunks of
size C. Let cl(,i) be the pth chunk for the ith worker, so each has
il) Fil) /CT" i
the squared L2 norm of each chunk, ||c;l) ||2. The squared L2
norms (in half-precision) are then aggregated across workers
for each chunk using all-reduce, ie., s, = 3; ||cl(,i) [2.

2) The consensus TopK chunks with the highest s, values
are determined locally by all workers. These will be the global
TopK chunks. The sparsified gradients containing the global
TopK chunks are summed via an all-reduce communication
in half-precision (i.e., FP16).

The first stage of determining the local squared L2 norms
can be computed efficiently, and all-reducing the squared L2
requires communication of 16/C bits per coordinate. Adding
the second stage of all-reduce communication, the total cost
in bits per coordinate is b = 16(JC/d+1/C), where J denotes
the number of TopK chunks selected each round.

We believe our chunk-based aggregation approach, which
allows us to cheaply coordinate the coordinates for sparsifi-
cation, may be generalizable to other schemes [30, 49].

a vector of valuesc,”’ -+ - ¢ Each worker then calculates
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Figure 1: The TTA (rolling averaged) of our TopK Chunked (TopKC) solution compared with TopK and the baselines. The
dashed lines indicate the converged perplexity/accuracy for Baseline FP16 and Baseline FP32 respectively. The training of each
method stops after a given number of epochs (and not hours) after convergence.
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Figure 2: The TTA of THC’s simple adaptation to all-reduce compared with THC adding saturation and partial rotation.

Task Compression || b=05|b=2|b=8
BERT-large TopK 5.53 3.87 | 2.50
(345M params) TopKC 6.06 6.02 | 4.78
VGG19 TopK 21.5 13.9 | 7.60
(144M params) TopKC 24.9 22.2 | 15.2

Table 5: Throughput (in rounds per second) comparing the
original TopK against TopK Chunked (TopKC). b refers to the
bits-per-coordinate as the aggregation input of the all-gather
collective for TopK and all-reduce for TopKC. Note that the
final accuracy is reflected in TTA curves of Figure 1.

Task b=05|b=2|b=38
BERT 9.7% 12.5% | 8.7%
VGG19 11.9% | 12.1% | 8.2%

Table 6: The compression overhead (the percentage of time
spent on the computationally heavy components) of TopK.

3.1.3  Preliminary evaluation.

Setup. For both TopK and TopKC, we keep the bits-per-
coordinate b the same, varying from b = 0.5 to 8. For TopK,
we follow its typical implementations [28, 48] and transmit
FP16-compressed values and their 32-bit indices of the top
K coordinates. 2 Thus, we need to send b = (48K)/d bits
per coordinate. An all-gather collective is chosen for aggre-
gation. For TopKC, we set C = 64 for b = 8 and b = 2,
and C = 128 for b = 0.5. Denoting by J' = JC the to-
tal number of coordinates that belong to one of the top J

2We note that it is possible to use 16-bit indices, e.g., by using delta-encoding
and including additional coordinates to ensure the differences between
consecutive indices are representable with 16 bits each. However, its GPU-
unfriendly computation means that the TTA may not improve, and this
does not seem to be how TopK is implemented in practice.
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‘Compression Hb:O.S‘b:Z‘ b=38 ‘
TopK 0.303 | 0.185 | 0.0865
TopKC 0.273 | 0.142 | 0.0280

Table 7: vNMSE of aggregated gradients comparing TopKC
and TopK for BERT with respect to bits per coordinate b.

chunks, J” > K holds given the same b, thanks to the fact that
TopKC saves much communication on exchanging indices
for the above parameters. Finally, error-feedback [29, 44] is
applied to both TopK and TopKC.

Evaluation issues. First, as illustrated in Figure 1 and Ta-
ble 2, FP16 appears as a stronger baseline in terms of both
TTA and throughput. It is important to compare with the
stronger FP16 baseline, as TopK b = 8 marginally outper-
forms FP32 in VGG19 but falls behind FP16’s TTA.

Second, we see that training throughput can be a mis-
leading metric for end-to-end performance. For example, for
both TopKC and TopK, reducing b from 8 to 0.5 enhances
training throughput in BERT-large but leads to degraded
TTA and final accuracy. This difference can be attributed to
the increased compression error, as displayed in Table 7.

Analysis of our design changes. As shown in Figure 1,
our TopKC variation has better TTA results than TopK, and
this is due to both higher throughput and better accuracy.
TopKC'’s throughput outperforms the original TopK by up
to 2x (Table 5). The improvement can be primarily attrib-
uted to TopKC’s compatibility with all-reduce, which is more
communication-efficient than all-gather. While TopKC’s com-
putational overhead is negligible, even with minimal commu-
nication overhead (e.g., b = 0.5), Table 6 shows that TopK’s
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Task #bits Full Rotation | Partial Rotation | No Rotation
Sat,b=q=2 5.59 5.75 5.84
BERT | Sat,b=q=4 5.37 5.47 5.54
BLb=8,g=4 4.32 N/A N/A
Sat,b=q=2 19.9 21.5 22.7
VGG19 | Sat,b=q=4 18.4 19.4 20.3
BLb=8,g=4 14.2 N/A N/A

Table 8: Throughput of THC with Saturation (Sat) compared
with the baseline (BL) which adds 4 more communication
bits to prevent overflows during aggregation (so b = 8). Note
that the final accuracy is reflected in TTA curves of Figure 2.

computation takes ~ 10% of the training time. In terms of
the compression error, as indicated in Table 7, TopKC out-
performs TopK in terms of vNMSE. This can be attributed to
TopKC aggregating more coordinates than TopK given the
same b, ie, J' > K.

3.2 THC Quantization

3.2.1 Background and issues.

THC [34] is a quantization-based compression algorithm
designed specifically for PS architectures, where the PS can
optionally be offloaded to programmable switches [4, 19]. It
adopts stochastic quantization to map floating-point gradi-
ents into g-bit integers [0, 27 — 1]. The value range between
the minimum and maximum gradient values is equally split
into subranges with quantized values at the boundaries, and
each coordinate is stochastically rounded to one of the two
nearest quantized values. One key optimization for THC to
enhance quantization accuracy is to adopt the Randomized
Hadamard Transform (RHT) [25], which rotates the gradient
randomly before quantization and thus decreases the range
between the minimum and maximum gradient values.
Computational overhead. We find that RHT incurs consid-
erable overhead. As shown in Table 8, THC with RHT is 4.4%
and 13.2% lower in training throughput than THC without a
rotation for BERT and VGG19 tasks respectively, suggesting
improvement is possible if RHT can be made more efficient
without a significant loss of accuracy. The high computa-
tional overhead arises because RHT requires O(d log d) steps
to compute and can have poor locality of memory accesses.
The latter is because RHT involves memory-distant oper-
ations; for large d it could not fit into the fast but small shared

memory of GPUs, and fallbacks to the slower global memory.

All-reduce incompatibility. The aggregation process of a
coordinate p can be formulated as summing up quantized
values in [0, 29 — 1] from n workers, i.e., }; g;,i) where gz(,”
denotes the quantized value of coordinate p for worker i. If
we allocate b = g bits per coordinate for aggregation, the
summed integer values could overflow the value range that
q bits can represent. This is not an issue for the PS architec-
ture, where the PS is the destination for a full aggregation
and can simply allocate more bits on the server to prevent
overflows. For all-reduce, however, an intermediate hop has
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to transmit partially aggregated gradients, which could over-
flow. To achieve all-reduce compatibility, THC suggests a
simple adaptation by increasing the number of bits b > g for
communication to accommodate the increasing value range.
This leads to extra communication and is still not scalable
for a larger number of workers.

3.2.2  Our proposed improvements.

Partial rotation. To alleviate the computational overhead
of RHT, we observe that its recursive structure allows us to
introduce an early stopping condition that takes into account
the shared memory size of GPUs. Namely, for a vector of
size 2!, the full RHT involves [ iterations. Instead, we stop
the transform after I’ < [ iterations, picking the largest [’
such that the shared memory size is larger than 2. This
is mathematically equivalent to dividing the gradient into
2" -sized chunks and rotating each separately but with the
advantage of using only a single GPU kernel to do so.

After the partial rotation, we compute the value range
max, —min,, of each chunk p, so that coordinates of higher
magnitude only affect the quantization precision locally. Eval-
uation (Section 3.2.3) shows that partial rotation achieves
faster compression while remaining effective in reducing the
value range to improve quantization precision.
Saturation-based aggregation. To achieve better all-reduce
compatibility and handle overflows, we propose a saturation-
based lossy aggregation that enables aggregation without ex-
tra communication overhead. One insight is that RHT trans-
forms the gradients V¥ to a vector whose entries roughly
follow a normal distribution N (0, 1/||V?| 2) [55]. That is,
the coordinates are strongly concentrated around 0 and may
cancel each other to some extent during the summation,
reducing the chance of overflow.

We thus propose replacing summing gradients with the
saturation operator Sat(-,-) acting on top of the rotated
and normalized gradients. Formally, Sat(x, y) = min(2°~! -
1, max(—zb_l +1,x+1y)), where x, y are b-bit for aggregation
and b = q in our experiments. We find that saturation does
not introduce much error in our experiments because of the
low probability of overflows after rotation and normaliza-
tion. Other setups, e.g., using a large number of workers,
may affect this conclusion.

As the number of workers n increases, our saturation-
based aggregation has to allocate more communication bits
b > q to upper-bound the probability of overflows. However,
the number of bits for saturation is generally less than the
simple solution, as it takes advantage of the cancellation that
arises from positive and negative values.

Our techniques may generalize to other quantization sche-
mes, e.g., addressing integer summation overflow through
saturation for [13, 18, 63] and enhancing speed by replacing
full RHT with partial rotation, e.g., for [52, 55].
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Figure 3: The TTA of PowerSGD, altering the matrix rank r.
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(a) BERT-large
Task r=1 r=4 r=16 r =64
b Thr. b Thr. b Thr. | b | Thr.
BERT 0.0797 | 5.49 | 0.217 | 4.89 | 0.764 | 4.01 | 2.95 | 3.03
VGG19 || 0.0242 | 21.0 | 0.0872 | 19.8 | 0.339 | 15.2 | 1.36 | 11.0

Table 9: Bits-per-coordinate and throughput (in rounds per
second) for PowerSGD, varying the rank r.

3.2.3  Preliminary evaluation. We now present evaluations
of our proposed optimization of THC, setting b = g = 4. We
compare against baseline THC that deploys full rotation of
RHT and avoids overflows by using b = 8 bits per coordinate.
Analysis of our design changes. Table 8 shows that our
proposed optimization effectively improves the throughput.
First, the adoption of partial rotation contributes an up to
5.5% increase in throughput (b = 4), showing the success-
ful reduction of the computational overhead. Second, the
saturation-based aggregation achieves 50% less communica-
tion, bringing up to 29.6% higher throughput.

Accordingly, the benefits of higher throughput are re-
flected in the improved end-to-end TTA results, as depicted
in Figure 2. In particular, by adding saturation and partial
rotation to the original THC, TTA converges progressively
faster to reach a given perplexity or top-1 accuracy. This,
combined with the indistinguishable final perplexity/accuracy
difference with the baselines, supports that both saturation
and partial rotation incur little accuracy degradation, so the
increase in throughput also leads to a better TTA.

Finally, we reduce the communication overhead by setting
b = q = 2. According to Table 8 and Figure 2, the throughput
is improved from b = 4, but the TTA on BERT significantly
degrades even compared to the Baseline FP16. This provides
another piece of evidence that solely measuring the through-
put is not adequate in evaluating end-to-end performance.

3.3 PowerSGD Low-rank Decomposition

We now analyze PowerSGD, a compression scheme based
on low-rank decomposition. It is parameterized with a small
integer r indicating the target rank of approximated matri-
ces. The results are shown in Figure 3 and Table 9. Since
PowerSGD is compatible with all-reduce [11], we instead
discuss the issues of computational overhead and evaluation.

Computational overhead. In Table 9, we find that Pow-
erSGD could achieve high com- pression ratios, with up to
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47x% (for r = 16) less bits-per-coordinate than FP16. However,
such a considerable communication reduction does not im-
prove as much throughput as other compression schemes
(Table 5 and 8). Moreover, increasing r from 1 to 64 slows
down the throughput by nearly half, with the communica-
tion overhead still being negligible. Profiling reveals that the
major bottleneck is the overwhelmingly expensive operation
of matrix orthogonalization [24], which consumes 39.7% and
47.4% of the training time for BERT and VGG19 with r = 64.
The choice of metrics and baselines. The results as de-
picted in Figure 3 provide another example of how r = 1
achieves a higher throughput than r = 16 and 64 but con-
verges slower and to a lower accuracy for VGG19, highlight-
ing the importance of TTA evaluation. Also, PowerSGD r = 4
significantly outperforms Baseline FP32 but only provides a
modest benefit compared to Baseline FP16, highlighting the
importance of using a stronger baseline.

4 CONCLUSIONS AND DISCUSSION

This paper provides insights into the issues involved in de-
signing and evaluating state-of-the-art gradient compression
systems. By considering the challenges in measuring per-
formance, going beyond simple but insufficient measures
such as throughput to the more robust measure of time to
accuracy, we aim to shed light on designs that enhance the
utility of gradient compression. Specifically, our case study
describes how we identify problems and solve them with
this framework in mind.

We note, however, that perhaps time to accuracy is it-
self not the only appropriate metric. Key considerations not
taken into account with TTA are the overall power used or
the overall cost to construct the model. We leave the issue
of determining a framework that takes power and/or cost
into account as an exciting future direction. We believe the
approach suggested here, of focusing on the right metrics to
judge end-to-end performance, would be very important to
comparing compression schemes in these contexts.
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