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Abstract—Federated learning (FL) nowadays involves het-
erogeneous compound learning tasks as cognitive applications’
complexity increases. For example, a self-driving system hosts
multiple tasks simultaneously (e.g., detection, classification, seg-
mentation, etc.) and expects FL to retain life-long intelligence
involvement. However, our analysis demonstrates that, when
deploying compound FL models for multiple training tasks on
a GPU, certain issues arise: As different tasks’ skewed data
distributions and corresponding models cause highly imbalanced
learning workloads, current GPU scheduling methods lack ef-
fective resource allocations; Therefore, existing FL schemes,
only focusing on heterogeneous data distribution but runtime
computing, cannot practically achieve optimally synchronized
federation. To address these issues, we propose a full-stack FL
optimization scheme to tackle both intra-device GPU schedul-
ing and inter-device FL coordination for multi-task training.
Specifically, our works illustrate two key insights in this research
domain: Competitive resource sharing is beneficial for parallel
model executions, and the proposed concept of “virtual resource”
could effectively characterize and guide the practical per-task
resource utilization and allocation; Additionally, architectural-
level coordination improves FL performance by aligning task
workloads with GPU utilization. Our experiments demonstrate
that the FL performance could be significantly escalated. Specif-
ically, we observed a 2.16x-2.38 x increase in intra-device GPU
training throughput and a 2.53x-2.80x boost in inter-device FL
coordination efficiency across diverse multi-task scenarios.

Index Terms—Federated Learning; Multi-Task Learning; GPU
Resource Allocation; Resource Sharing

I. INTRODUCTION

EDERATED learning (FL) is a distributed training

methodology allowing multiple computing devices to
jointly train cognitive tasks without sharing private data [1],
[2], [3]. This approach not only mitigates privacy concerns but
also significantly reduces the bandwidth and latency require-
ments typically associated with centralized data aggregation,
making FL especially suitable for edge computing scenarios
where devices are resource-constrained and communication
is often unreliable. As the deployment of intelligent appli-
cations is widely spreading in ever more complex settings,
FL becomes an essential technique for leveraging distributed
resources and enabling timely model improvement. Given the
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Fig. 1: Federated Learning with Multi-Tasks

increasing complexity of these intelligent applications, it be-
comes imperative to explore more efficient ways to coordinate
participating devices, as each one may have vastly differ-
ent computational capabilities and varying data quality [4].
Meanwhile, the nature of these applications is expanding in
complexity: As illustrated in Fig. 1, each device (e.g., a self-
driving system[5]) can host multiple FL tasks (e.g., detection,
classification, segmentation), each with its own neural network
model or sub-model structure, together forming a compound
multi-task learning scenario[6]. Similarly, a hospital may
participate in training several federated models at once (for
different diseases)[7], [8], all on one machine. These scenarios
demand efficient GPU sharing to fully utilize hardware and
speed up learning.

However, a series of challenges arise when we put FL
frameworks into practice under multi-task settings: (1) From
the FL algorithm perspective, data and task heterogeneity are
still the leading cause of difficult convergence issues [9], [10].
As shown in Fig. 1, significant heterogeneity generally exists
across clients regarding learning tasks and accessible data
volumes, causing potential synchronization complexity and
degraded model accuracy if not properly handled. (2) From the
local node computing perspective, each client typically needs
a fine-grained multi-task computing approach, because each
node might train multiple models (or multiple sub-branches
of a larger model) in parallel [11], [12], [13]. This leads to
the need for carefully managing concurrent task executions
on GPUs, where suboptimal scheduling would result in re-
source contention or underutilization. (3) From the system
federation perspective, multi-task FL still needs to ensure
effective intra-device and inter-device coordination. On the one
hand, the local device must maximize GPU usage to handle
concurrent tasks; on the other hand, these tasks also require
global synchronization cycles and model aggregation across
different devices. If the local scheduling or workload balance
is inadequate, the training process may suffer from uneven
progress across the federation, slowing the training time or
requiring more communication overhead[14].
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In the state-of-the-art, much attention has been paid to im-
proving the convergence and generalization performance of FL
under statistical heterogeneity scenarios (e.g., heterogeneous
FL [15], asynchronous FL [16], clustered FL [17]), often
through algorithmic innovations like model pruning [18] or
gradient compression [19]. However, these methods are gen-
erally designed under the traditional single-task setup, leaving
the emerging multi-task context—which is closer to real-world
FL deployments—underexplored. In this paper, we focus on
a complementary problem—how to efficiently schedule mul-
tiple co-running models under constrained GPU resources in
multi-task FL scenarios, regardless of data distribution. Each
federated task in this work is a supervised learning task for
evaluation purposes; however, the method is agnostic to the
training modality and would equally benefit unsupervised or
self-supervised tasks running in parallel. In complex multi-task
scenarios, multiple DNNs must be trained concurrently, often
vying for limited GPU resources and requiring sophisticated
scheduling beyond naive parallelism. Conventional parallelism
techniques such as NVIDIA Multi-Process Service MPS [20]
can partition GPU resources for co-located models, but they
fail to account for significant differences in unbalance work-
load, DNN size, and runtime workload fluctuations. This can
lead to performance bottlenecks where certain tasks may dom-
inate resources while others remain idle or progress slowly.

Hence, in contrast to prior FL. works that primarily focus
on Non-IID learning optimization [9], [10] or single-task
optimization, this paper takes a deeper look at the GPU
architectural level scheduling problem in multi-task FL de-
ployment. Concretely, three major obstacles must be tackled:
(1) With heterogeneous model structures and workloads across
tasks, how to adaptively allocate resources among different
co-running DNN models to fully exploit the GPU? (2) When
running multiple tasks concurrently, how to find an effective
parallel strategy that leverages inter-task resource complemen-
tarities while avoiding severe contention? (3) How to extend
such resource scheduling insights to a broader FL system,
ensuring that multi-device coordination can benefit from the
improved local throughput and thus accelerate global model
training time to reach convergence?

By targeting these questions, we propose a full-stack opti-
mization approach, named FedMT, which bridges intra-device
GPU scheduling and inter-device FL coordination:

o We analyze competitive resource sharing that arises when
multiple DNNs co-locate on a single GPU. Our study
identifies severe contention and underutilization issues in
naive allocations, motivating a novel “virtual resource”
concept to systematically capture and optimize GPU
concurrency.

e We develop a data-driven throughput model that ac-
curately predicts multi-task performance under various
batch sizes and resource budgets. This allows us to effi-
ciently allocate virtual resource to maximum throughput.

« We propose a batch size adaptation mechanism to balance
workloads between tasks at the inter-device level. By
aligning each task’s batch size with its data volume, we
ensure no single task dominates or remains underutilized
during local synchronization cycles, improving fairness
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Fig. 2: Multi-Task Deep Learning with GPUs

and utilization.

e« We introduce a communication overlap strategy that
hides parameter upload/download latencies behind par-
allel computations. Through flexible scheduling priorities
that consider both compute and communication times, we
minimize idle waiting and accelerate global progress.

« We present an extensive experimental evaluation across
diverse DNN architectures, datasets, and hardware plat-
forms. Our results consistently show over 2x speedup
compared to standard baselines. In particular, by as-
signing appropriate GPU resource budgets and flexibly
sharing these resources among heterogeneous tasks, we
not only avoid underutilization but also effectively exploit
concurrency. This acceleration of local training translates
into faster system-wide FL convergence in a wide range
of multi-task scenarios.

II. BACKGROUND AND MOTIVATION
A. Multi-Task Federated Learning on GPU

Multi-Task FL: Instead of a single-model setup, multi-task
FL handles multiple learning objectives simultaneously. Each
task’s training data remains local to the client and is strictly
used by that task’s model training process only. Multi-task FL
does not allow any direct data exchange between co-located
tasks, and tasks only communicate their model updates to the
central server. Therefore, the privacy of each task’s data is
preserved just as in standard FL. Specifically, each device j
can hold I tasks, each with its own dataset D; ; and model
parameters W; ;. The overall FL objective is to minimize the
global loss across all tasks and devices, often expressed as:

J
IVB}n > “Loss(Dij, Wij),

i J j=1
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where each task’s local updates get fused periodically. As the
number of tasks grows and their data distributions differ (Non-
IID across tasks and devices), properly balancing computation
and communication becomes much more complex [11], [12].

Multi-Task Federated Learning GPU Deployment: Modern
FL training heavily relies on GPUs as the primary compu-
tational units. When multiple tasks are deployed on a single
GPU, each task’s model is compiled into a data flow graph
(DFG) within the deep learning framework, comprising vari-
ous operators (e.g., convolution, ReL.U, batch norm) arranged
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Fig. 3: Temporal and Spatial GPU Scheduling Schemes

by layer. At runtime, each DFG is typically wrapped into a sep-
arate process or stream and dispatched to the physical GPU’s
streaming multiprocessors (SMs) [20], as shown schematically
in Fig. 2. Parallel execution occurs if different processes can
run simultaneously on separate or overlapping subsets of SMs.
However, naive resource partitioning often leads to either
underutilization (if SMs are exclusively isolated) or severe
contention (if operators from different tasks interfere heavily).

Multi-Task Resource Allocation and Scheduling on GPU: As
deploying the aforementioned multi-task FL into individual
devices, the major computing unit — GPU is facing a com-
plex scheduling issue to host multiple training models. Cur-
rently, there are two major resource allocation and scheduling
schemes: Temporal scheduling in Fig. 3 (a) isolates GPU
resources into sequential time slices for individual tasks (e.g.,
round-robin [21]). Each task takes the whole GPU resource
in its time slice without interfering with others [22]. Spatial
scheduling in Fig. 3 (b) processes multiple GPU tasks in
parallel by assigning a sub-set of SMs to individual tasks as
independent processing threads [23]. Latest GPU scheduling
technologies are still within these schemes, such as NVIDIA
Multi-Instance GPU (MIG) [24], and Multi-Process Service
(MPS) [20]. While these technologies provide basic mecha-
nisms for resource partitioning, they often lack the flexibility
to adapt to the dynamic workloads characteristic of multi-task
FL, leading to under-utilization.

Although spatial scheduling is more preferred by its par-
allelism, there occurs competitive resource sharing between
tasks. It is used to describe the complex interactions between
concurrent tasks within a single GPU, such as the resource
contention between similar computing operators from different
training models, or the resource underutilization caused by
insufficient resource allocation. However, it is still a newly
emerging design consideration. Therefore, how to demystify
it to achieve optimal resource allocation and bring it into a
large-scale FL is our major research motivation.

B. Performance and Existing Approaches in Multi-Task FL

Multi-task FL introduces additional complexity compared
to traditional single-model FL, posing unique challenges both
in local training and global coordination. Below, we briefly re-
view relevant works from three perspectives—model-oriented,

resource-oriented, and coordination-oriented—highlighting
their focus and limitations in tackling multi-task concurrency.

First, model-oriented studies often emphasize personal-
ization or multi-task model structures. Approaches such as
MOCHA [11] and variational multi-task FL [25] specifically
focus on situations where each device may handle multiple
related tasks simultaneously. They typically improve conver-
gence by learning shared representations or latent factors
across tasks while preserving task-specific parameters. Other
works [18], [19], [26], [27] leverage model compression or
pruning to reduce communication overhead. Although valu-
able, these methods generally assume each device’s internal
scheduling is a black box, leaving operator-level concurrency
on the GPU under-explored.

Next, resource-oriented studies focus on hardware and run-
time optimizations, such as GPU sharing primitives (MPS,
MIG) or dynamic scheduling frameworks [28], [29]. While
they enable parallel executions of multiple DNN training
jobs, they often target either large-scale data-center workloads
or single-task edge devices. FL-centric research on device
selection or adaptive local epochs [30], [31] also seeks to
mitigate straggling, but seldom deals with multi-task resource
contention at the operator or sub-model level.

Finally, coordination-oriented studies address how FL ag-
gregates or synchronizes training among distributed devices.
Classical synchronous FL (FedAvg [32]) can stall if one
device’s multi-task training is slower, while asynchronous
FL [16] partially alleviates waiting but may degrade accu-
racy due to out-of-sync parameters. Hierarchical or clustered
FL [17], [33] groups devices with similar data or hardware
capabilities to reduce waiting overhead. Nonetheless, these
coordination methods typically abstract each device as a
single-task participant, overlooking the fact that multiple tasks
can be interleaved locally on a single GPU.

In sum, these works provide valuable insights into different
aspects of FL (model structures, hardware resource usage, or
global scheduling), yet few address the fundamental problem
of running multiple tasks together on a single GPU while
aligning that concurrency with the larger FL. workflow. Our
work aims to bridge this gap by jointly optimizing multi-task
GPU scheduling and federated coordination, ensuring each
device can effectively handle parallel tasks and seamlessly
participate in global aggregation.

C. Design Motivation

We illustrate the high-level design of our framework in
Fig. 4, where each sub-figure (a), (b), and (c) highlights a
different facet of our multi-task FL approach:

1) Intra-Device Resource Allocation: As shown in Fig. 4(a),
model heterogeneity and task concurrency can cause sig-
nificant GPU underutilization due to competitive resource
sharing. To address this, we introduce a virtual resource
allocation mechanism to precisely model operator-level
resource interactions. By optimizing virtual resource bud-
gets for each task, we achieve maximum GPU throughput,
significantly improving local resource efficiency over
naive spatial or temporal schemes.
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Fig. 4: Comprehensive Optimization in Multi-Task Federated Learning (FedMT): This figure presents the key strategies
in the FedMT framework: (a) Intra-Device Resource Partitioning: Virtual resource allocation improves GPU utilization
and training throughput. (b) Workload Balancing: Balances workloads by aligning batch sizes with task data volumes.
(c) Computation and Communication Coordination: Reduces synchronization delays by overlapping communication with
computation. These components collectively enhance performance across multi-task federated learning scenarios.

2) Batch Size Adaptation for Workload Balancing: As illus-
trated by Fig. 4(b), data imbalance and task complexity
heterogeneity across tasks can lead to inefficient GPU
utilization and unbalanced synchronization progress. To
overcome this, we propose a batch size adaptation mech-
anism that dynamically adjusts each task’s batch size
according to its data volume. This ensures that tasks
with larger datasets are allocated proportionally larger
batches, maintaining a balanced workload and improving
synchronization efficiency.

3) Computation and Communication Overlap: Fig. 4(c)
addresses inefficiencies caused by high communication
latency during parameter uploads and downloads. Beyond
optimizing local resource usage, we overlap communi-
cation with computation by scheduling smaller or faster
models to communicate during other tasks’ compute
phases. This intelligent scheduling strategy eliminates
idle “waiting slots,” reduces latency, and accelerates
global FL convergence.

Together, these three components form a cohesive solution
to multi-task federated learning. First, we focus on analyzing
and maximizing intra-device throughput via virtual resource
modeling. Next, we detail inter-device coordination strate-
gies—namely batch size adaptation and communication over-
lap to address system-wide imbalances. Finally, we validate
our design with extensive experiments, demonstrating notable
gains in both local efficiency and global convergence rates.

III. COMPETITIVE RESOURCE SHARING IN
MULTI-TASK FEDERATED LEARNING ON GPU

In this section, we analyze the competitive resource sharing
mechanism that arises when multiple DNNs are co-trained on
a single GPU under a multi-task FL. paradigm. Our goal is
twofold: (1) Identify the performance bottlenecks introduced
by concurrent tasks’ competition for limited GPU resources;
(2) Propose a “virtual resource” concept to effectively manage
and coordinate this competitive sharing.

A. Competitive Resource Sharing Analysis

When multiple tasks run in parallel on a single GPU, we
must decide how to allocate SMs and other shared resources
among them. As illustrated in Fig. 3, two broad scheduling
strategies exist: temporal (each task owns the entire GPU
in turn) and spatial (tasks simultaneously share SMs). While
spatial scheduling can boost utilization via parallelism, it also
introduces potential resource contention.

Baseline Example of Spatial Scheduling: In Fig. 5 (D),
we show a baseline “fully-isolated” assignment in which
MPS [20] statically divides SMs among tasks (e.g., each
model gets a distinct subset of SMs). Small operators often
do not fully utilize their assigned SM subsets, leading to
underutilization; large operators may occupy their allocated
SMs for a longer time yet cannot leverage others’ idle SMs.

Spatial Resource Sharing: One improvement is to overlap
resource assignments, letting tasks share certain SM groups
dynamically (Fig. 5@)). This approach can raise GPU occu-
pancy by matching complementary workloads—for instance,
a compute-intensive operator from Task A could run concur-
rently with a memory-bound operator from Task B. However,
the scheduling of these overlapping SMs is intricate, as dif-
ferent operators contend for the same resources, potentially
degrading each other’s performance.

Excessive Contention Overhead: As we increase the shared
resources by making more overlapped resources assignments
in Fig. 5 3), task models compete for resources more fiercely,
leading to resource competition and considerable contention
overhead. This is the major research focus of our analysis.

Extreme Contention Kills Parallelism: The resource con-
tention issue is not only causing overhead. Here, when large
operators exist, it is hard to achieve complementary resource
assignment and thus the scheduling mechanism is pushed back
to temporal scheduling as shown in Fig. 5 @&). Therefore, in
addition to complementary operators, special attention is also
required for such cases, which further increases the analysis
complexity of competitive resource sharing.
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Fig. 5: Illustration of operator-level concurrency under different resource-sharing schemes: (1) fully isolated, (2) partial overlap,
(3) excessive overlap leading to contention and (4) fully sharing.

B. Competitive Resource Sharing Coordination
with Virtual Resource

Motivated by the above findings, we introduce a novel
virtual resource concept to manage GPU allocations among
multiple co-running tasks. Rather than naively assigning each
task a fixed percentage of SMs or forcing them all to share
100% of SMs equally, we propose a scheme where the sum
of assigned resources can exceed 100%—up to a limit we call
virtual resource R,.

Definition of Virtual Resource: As Fig. 5 (right side) illus-
trates, suppose there are I tasks sharing the GPU. The physical
SM capacity is considered 100%. In a “virtual resource”
framework, we allow the total assigned resource to range up
to I x 100%. For instance, with I = 2 tasks, R, could be as
high as 200%. This does not imply we create extra SMs, but
rather that each task can compete for the same pool of SMs to
a certain fraction. The key is to find an optimal R, balancing
concurrency and contention.

Empirical Analysis of Virtual Resource: To showcase how R,
affects performance, we co-run three neural network models
(DensNetl121, VGG16, MobileNetV3) under different assign-
ment configurations. We vary R, from 100% (fully-isolated)
to 300% (fully-shared across 3 tasks). As different models can
have different stand-alone training speeds, we use two metrics
to evaluate the performance: raw throughput P and fairness
throughput P;. The latter is computed as:

Pr=>
i=1

where n is the number of co-running DNN models, P; is the
i™ model’s co-running throughput, and P, ; is the stand-alone
throughput of the same model when running alone. By such
normalization, we treat each model’s speedup or slowdown
with fair importance.

As shown in Fig. 6, the best performance emerges around
R, =~ 200%, indicating a beneficial degree of overlap that
yields high utilization without intolerable contention. By con-
trast, near 300% we see excessive slowdown due to opera-
tor collisions, while at 100% the GPU is underutilized by
smaller operators. Hence, moderate sharing—i.e., competitive
resource sharing—consistently outperforms both extremes.

P
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Fig. 6: Throughput analysis with different virtual resource
values (R,) from 100% (fully-isolated) to 300% (fully-shared).
Left: raw throughput P. Right: fairness throughput P, (Eq. 2).
idea, we assign each task ¢ a “virtual resource budget” R;
such that >, R; = R,. When R, > 100%, tasks overlap
on some SM sets, but each still has a target fraction. We
can systematically tune R; based on task FLOPs, batch size,
and memory intensity, aiming to maintain a sweet spot of
concurrency. This provides a flexible knob to handle multi-task
GPU concurrency: 1) If tasks are complementary (e.g., one
heavily compute-bound, another memory-bound), a larger R,
can yield higher overall utilization. 2) If tasks are uniformly
compute-intensive, we keep R, closer to left side to avoid
severe contention. FedMT avoids excessive contention by
limiting the total virtual GPU allocation. While tasks are
allowed to share GPU resources competitively, the algorithm
detects when contention causes diminishing returns. In such
cases, FedMT moderates the concurrency level (e.g., reducing
a task’s resource share) so that the GPU scheduler does not
revert to pure time-slicing.

By evaluating different levels of resource overlap, we
demonstrate that there is an optimal competitive sharing
region where throughput is maximized. This virtual resource
perspective allows fine-grained control over concurrency, sur-
passing naive partitioning strategies. In the following sections,
we will leverage this concept to ensure that both intra-device
scheduling and inter-device coordination can benefit from
enhanced parallelism.

IV. INTRA-DEVICE GPU SCHEDULING WITH
COMPETITIVE RESOURCE SHARING

In the previous section, we established that virtual resource
(R,) allocation can effectively enhance concurrency among
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multiple DNN tasks on a single GPU. However, in practice,
one must determine (1) how to assign each task’s virtual
resource fraction R;, and (2) how to choose the per-task batch
size B; to accommodate potentially heterogeneous data scales
and model complexities. This section proposes a modeling-
based approach that predicts the multi-task throughput under
varied {B;, R;} settings and thus guides us toward near-
optimal resource scheduling.

Problem Definition: Suppose we have n tasks {1,...,n} to
be executed concurrently on one single GPU. Each task ¢ is
described by:

(fi7mi)7

1) f;,m; are static features, representing the FLOPs and
memory intensity of task ¢. They can be derived from the
DNN model architecture (e.g., ResNet vs. MobileNet).

2) B; is the batch size, which we can adjust to alter the
workload per iteration.

3) R; is the allocated “virtual resource fraction” for task ¢,
subject to Y. | R; = R,,. Typically, R, < n x 100%.

We denote O; as the workload for task :

O; = afiB; + Bm; B, 3)

and variables (B;, R;).

where «, 8 are coefficients reflecting how compute-bound or
memory-bound we expect tasks to be. Instead of manually
fixing «, 3, we propose to learn them from profiling data
(detailed in the modeling-fitting phase). Our ultimate goal is
to assign {B;} and {R;} so as to maximize the aggregated
throughput:

n
max E P;
i=1

where P; denotes the actual runtime throughput (images/sec)
of task ¢ under the given (B;, R;).

Multi-Input Multi-Output Predictive Model: A key challenge
is that P; depends not only on O; and {B;, R;} itself, but also
on interactions with other tasks’ resource usage. To capture
this, we adopt a multi-input multi-output function:

n
st. > R;=R,, B;eB"™,

i=1

(Py. s Pa) = Pre((fi,ma, Bi, Ra), .y (Fuyim, By Rn) ).

4)
where all tasks’ (f;, m;, B;, R;) are fed into a unified predictor
Pre(-). The output is the per-task throughput {Py,..., P,}
when these n tasks compete on the same GPU. This captures
sublinear scaling, memory contention, and other concurrency
effects.

Data-Driven Model Fitting: To build Pre, we conduct of-
fline profiling on representative DNN models (e.g., VGG16,
ResNet50, MobileNetV3, etc.):

1) Random/Grid Sampling of {B;, R;}: We sample diverse
configurations {(B;, R;)} for each task, combining them
into multi-task scenarios with up to n concurrent tasks.

2) Collect Throughput: In each scenario, we measure
{Py,..., P,} on areal GPU, thus recording concurrency
behavior for varied resource shares.

3) Regression to Learn Pre: We form a dataset
{((fi,mi, Bi, Ri)an askss (P1,-..,P,))} and train a

multi-output regressor. One may use a neural net,
polynomial, or log-based model.

4) Fitting «, 8 in Eq. (3): Alongside throughput regression,
we also handle «, § by fitting them to partial concurrency
or single-task measurements. We express

time; = vo + 71 - (o fs B + fm; By),

then solve via least squares for «, 8. This yields a data-
driven ratio of “FLOPs cost” vs. “memory cost” in the
workload expression.
After training, Pre can quickly predict each task’s through-
put under any new combination {B;, R;}. This eliminates the
need to brute-force on real hardware for every scenario.

Solving for Optimal Batch Size and Virtual Resource: Given
the learned model Pre, we then tackle:

e, > Pi((f1sm1, Bi, R, ooy (fos s Ba Ra))s ()

subject to >, R; = R, and feasible B; € By,

There are two types of maximum throughput:

1) Theoretical maximum: If {B;, R;} can be any allowed
values (e.g., batch size up to 512, resource fraction up
to n x 100%), we find an upper bound that may ignore
synchronization constraints.

2) Max throughput under given batch setting: If we fix or
partially constrain {B;} (e.g., all tasks must use the same
batch, or certain tasks cannot exceed batch 64), then we
only optimize {R;} for concurrency within that batch
arrangement.

For each discrete batch-size combo and resource fraction
increments, we evaluate Zl P; via Pre. We pick the best
solution as the optimal results. This approach is much faster
than real-hardware trial-and-error, as Pre infers concurrency
outcomes offline.

Example: Profiling-based Schedules: In Fig. 7, we illustrate
how, across eight different multi-task settings (each with cer-
tain {f;,m;} and candidate batch sizes), our method searches
around 125 random or grid-sampled {B;, R;} schedules. We
then highlight a Pareto front of top solutions. Notably, our final
modeling-based solution lands in the top 3-15% among all
candidates, demonstrating near-optimal resource assignments.
Meanwhile, the “best single solution” may correspond to an
extreme batch-size choice that is infeasible in a later FL
synchronization step, so we can easily re-run the search under
a restricted batch range to respect those constraints.

Overall, this modeling-based approach clarifies both the “the-
oretical maximum throughput” (unconstrained {B;}) and the
“maximum throughput under certain batch constraints”. By
systematically searching over {B;} and {R;} with a learned
multi-task concurrency predictor Pre, we obtain near-optimal
concurrency decisions for multi-task FL. In the subsequent
sections, we will integrate these solutions with higher-level
FL synchronization and workload-balancing policies.

V. INTER-DEVICE MULTI-TASK COORDINATION

Having optimized local GPU concurrency in the previous
section, we now turn to the broader challenge of inter-
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device coordination in multi-task FL. Even if each device
runs multiple tasks efficiently, the global training loop can
still experience slowdowns when devices are out of sync or
tasks finish their local phases at vastly different times. To
address these issues, our scheme integrates: (1) A batch size
adaptation method that refines each device’s per-task batch
sizes to better balance workloads across multiple tasks. (2)
A communication-aware scheduling extension that overlaps
compute and communication phases, thereby reducing idle
periods and improving overall efficiency.

A. Multi-Task Coordination by Batch Size Adaptation

Motivation and Basic Idea: Although each device can achieve
locally optimal throughput for a particular batch configuration,
multiple tasks on the same device may still be imbalanced in
terms of data volume or model size. A task with a relatively
large dataset but a small batch size risks underutilizing the
GPU in crucial moments; conversely, a task with minimal
data but an overly large batch could monopolize resources
unnecessarily.

Such imbalances lead to idle time or suboptimal progress,
especially during the global synchronization phases, as shown
in Fig. 8(a). To mitigate them, we define a simple mismatch
metric to keep tasks’ batch sizes proportional to their data
volumes, as shown in Fig. 8(b). For instance, if Task A has
double the data of Task B, we target B4 ~ 2 X Bp to balance
their local progress.

Problem Formulation: Let D; be the data volume for task 3,
and B; be its batch size. To formalize these two objec-
tives—mismatch minimization and local throughput maxi-
mization—we adopt the following formulation:

Objective 1: min ), Zb(‘lg‘;‘l - %‘;),
Objective 2: max . P;,

(6)

where the first objective measures how well batch sizes
match the ratio of data volumes, and the second objective
evaluates the overall local throughput ), P; once batch sizes
are decided.

Specifically, for each candidate {B;}, we compute the
device’s maximum achievable throughput by applying our
modeling-based resource allocation approach from Section IV
(i.e., solving Eq. 5 for {R;}). By balancing batch sizes among
co-located tasks, we ensure no single task finishes drastically
earlier or later, thus preventing synchronization delays at the
global level.
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Fig. 8: Aligning tasks’ batch sizes with their respective data
volumes and overlapping the communication time help reduce
idle GPU time and shortens global synchronization.
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Algorithmic Sketch: We use the following algorithm to solve
the optimization of the Eq. 6.

1) Search Over Batch Sizes: Enumerate feasible B; for each
task. Calculate the mismatch measure (Objective 1) to
filter out poorly balanced configurations.

2) Local Scheduling: For each promising batch setting, run
the intra-device scheduling (Eq. 5) to obtain the maxi-
mum local throughput (Objective 2).

3) Best Combination: Choose the batch-resource configu-
ration that yields minimal mismatch and highest local
throughput.

By aligning each task’s batch size with its data volume,
we avoid major imbalances that would otherwise slow global
synchronization or waste GPU cycles. For highly variable task
loads, FedMT could incorporate a damping mechanism for
batch size adjustment. Instead of instantaneously responding
to a spike or drop in one task’s workload, the scheduler updates
batch sizes gradually, using a smoothed estimate of each task’s
load. This prevents oscillations and ensures fairness even if
task loads fluctuate violently from round to round.

B. Communication-Aware Multi-Task Coordination
by Overlap Communication Time

While the batch-size adaptation in Eq. 6 helps balance
local computation, it does not explicitly account for the
communication phase. In realistic multi-task FL scenarios,
each task ¢ must upload (model/gradient) and download (up-
dated parameters) after local training. Efficiently overlapping
computation and communication can further improve device-
level utilization during full synchronization cycles, as shown
in Fig. 8(b) and (c).

For each task ¢, let

T_compute — & and Teomm TupP + Tdown

K3 PZ ? K3 (2 )
where D, is the local data volume, P; is the per-task through-
put (determined by batch size and resource allocation), and
T, Tdov™ are uploading/downloading times. A task can only
start its upload after finishing its compute; similarly, the
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download may happen in parallel with other tasks’ compute
if resources allow.

Basic Overlap Idea: Using Workload-based Priority: A
straightforward strategy is to rank tasks by their local training
workload (i.e., O; as discussed in Section IV), then let the
largest workload start first. Suppose we have three tasks
A, B,C with Oy > Op > Oc¢. Concretely: (1) Task A
begins downloading its weights and then proceeds with local
compute. (2) Task B starts second. (3) Task C, having the
smallest workload, starts last.

Because C' has minimal compute, it often finishes early and
can upload first, overlapping its communication 75™™ with A
or B’s remaining compute time. Meanwhile, A—the heaviest
compute—uploads last, but that does not necessarily stall other
smaller tasks, as shown in Fig. 8 (c).

This simple heuristic often demonstrates why communi-
cation overlap helps: smaller tasks’ communication naturally
“hides” behind the larger tasks’ compute windows. However,
It only considers compute volume. Tasks with large model size
but small local data could still become suboptimal if forced
to start first (thus incurring a big download immediately),
or if they finish compute too quickly but require extensive
communication afterward.

Extending to Flexible Priority for Broader Overlap: In real
deployments, workload-based priority is not always optimal,
as in the following two cases, a task may have:

1) Small compute but large communication (e.g., big model
weights but few local samples), making an early compute
start suboptimal if it forces a long idle while the task
uploads.

2) Both large compute and large communication, where
placing it first might cause a heavy download that blocks
other tasks from computing in the very beginning.

Hence, beyond simple “largest-workload-first,” we propose a
flexible scheduling priority that considers both compute time
T;°™"° and communication 7™,

Formulation and Constraints: Let T;"™"° = Lt represent
local computation time (given batch size B;, resource R;), and
Teomm — TP 4 Tdown represent upload/download overhead.
We fix a permutation 7 of tasks {1,..., N} to define the start

order. T; "™ starts after 7°"", and T} starts after T} *""".
Algorithmic: Algorithm 1 illustrates a combined approach:

1) Initial Batch Sizes: Start with the batch configuration
{B;} that minimizes mismatch and maximizes through-
put (Section V-A).

2) Enumerate Priority Orders: Generate permutations 7 for
tasks {1,...,N}.

3) Local Search around {B;}: For each candidate order ,
we try slight adjustments to each B; (e.g., +20%) to see
if partial scaling helps overlap communication further.

4) Simulate Overlap: Compute each task’s T;°"™" and
TFomm, then place tasks in order 7, letting them share
GPU resources.

5) Compute Makespan: Arrange according to the order 7
and the limitations between computation and communi-
cation. We record the final “makespan.”

6) Select Best: Pick 7 and { B;} with minimal total finishing
time.

Algorithm 1 Flexible Priority Scheduling.

1: Input:
o N tasks; local data volumes {D;};
o Initial batch sizes {B;} from Section V-A;
« Communication times (7}, T{°™™) per task;
o A small search factor J (e.g., 20%).

2: Output: Optimal (7, {B;}) for minimal total finishing time.
3: II « All permutations of {1,...,N}.

4: bestTime <— oco; bestConfig < @

5: for 7 € 1I do

6: B; « {(1-06)B;, Bf, (1+0)B;} for each i

7: for each combination {b;} in [], B; do

8: C()mputg Ticompule _ pf()f;i) : Ticomm :Tiup 4 Tidown
9: SimulateOverlap(r, {T;°*™™" T£o™™}) — makespan
10: if makespan < bestTime then

11: bestTime < makespan

12: bestConfig < (7, {b;})

13: return bestConfig

In summary, the flexible-priority approach explicitly ac-
counts for tasks that might have imbalanced compute vs. com-
munication patterns. This helps ensure long communication
windows are “hidden” behind another task’s compute, thereby
reducing idle periods. Through this method, FedMT overlaps
each task’s communication with other tasks’ computation
without cutting short any task’s local training. If one task
finishes its epoch earlier than others, it immediately begins
transmitting its update while the remaining tasks continue
GPU computation. Moreover, FedMT’s adaptive batch sizing
brings task completion times closer together in subsequent
rounds, preventing prolonged idle waits and ensuring that
overlap never results in suboptimal scheduling.

By jointly considering both compute and communication over-
head, we improve multi-task FL'’s inter-device synchronization.
In the following experiments, we show that this overlap-based
scheduling can further speed up convergence, especially when
tasks differ markedly in model size or local data volumes.

VI. EXPERIMENTAL EVALUATION
A. Experimental Setup

Training Setup: To thoroughly assess our proposed frame-
work, we construct several multi-task FL scenarios involving
a diverse set of DNN architectures: AlexNet (Alex), VGG16
(V16), ResNet18 (R18), ResNet50 (R50), ResNet101 (R101),
MobileNetV3 (M3), ShuffleNetV2 (S2), and DensNetl21
(D121). These models cover a wide spectrum of computational
and memory demands.

We evaluate each multi-task setting on the CIFAR10 and
CIFARI100 datasets (image resolution 32 x 32 x 3) and run
experiments on three different GPUs (NVIDIA Titan V, 3080,
and 3090), ensuring our conclusions hold across varying hard-
ware generations. For the sake of evaluating the scheduling
improvements in a controlled manner, we assumed an IID data
partition across clients for each task. This allowed us to focus
on runtime performance metrics without the additional variable
of accuracy differences due to non-IID data.
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Fig. 9: Intra-Device Multi-Task GPU Throughput (Titan V)
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Baseline Methods: To contextualize our results, we compare
FedMT against resource scheduling baselines:

o Temporal (T): The default CUDA scheduling, training
tasks sequentially on the full GPU (one task at a time).
Many real-world deployments without advanced sched-
ulers effectively behave temporally, making this a practi-
cal baseline for sequential execution.

o Fully-Isolated (FI): Each task is statically allocated a
dedicated subset of GPU resources (e.g., via NVIDIA
MPS partitioning) throughout training. This represents
commercially available spatial scheduling with strong
isolation and no operator-level overlap.

o Fully-Sharing (FS): All tasks share the GPU concurrently
using MPS with no enforced isolation. This enables fine-
grained parallelism but may cause resource contention
due to uncoordinated execution.

Metrics: We mainly report:

e Raw Throughput (P): Per-model training speeds (im-
ages/second), indicating overall system throughput.

o Fairness Throughput (Py): Each model’s throughput nor-
malized by its standalone speed, then summed across
tasks. This treats speed on each model equally.

e« GPU Utilization: SM occupancy to highlight how effec-
tively each scheme uses GPU resources.

Unless otherwise noted, we normalize all throughput values

against the temporal baseline to highlight relative speedups.

B. Intra-Device Speed-Up Evaluation

In this section, we demonstrate how our intra-device re-
source partitioning approach accelerates multi-task training
on a single GPU. Specifically, we compare our FedMT
method against three baselines (Temporal, Fully-Isolated,
Fully-Sharing), measuring both total throughput and fairness
throughput.

Experimental Scenarios: Fig. 9 presents results from three
contrasting multi-task settings: (1) D121 + V16 + R101: A
heavy scenario with large computational volumes and memory
footprints. (2) R18 + M3 + S2: A lightweight scenario
representative of mobile/edge tasks. (3) R50 + V16 + M3:
A hybrid scenario with mixed operator latencies and resource
demands. All tasks use a fixed batch size of 128 for simplicity.
In addition, we add two baseline scenarios: 1) Moderate
static sharing—Each task is statically assigned 60% of GPU
resources, resulting in a moderate overlap (20%) between

tasks; 2) Aggressive static sharing—Each task is statically
assigned 80% of GPU resources, leading to higher overlap
(60%) and potentially significant resource contention.

Overall Speed-up: Across all three settings, our realloca-
tion strategy achieves a consistent 2.16x to 2.38x speed-
up compared to the temporal (sequential) training baseline.
Compared to the static spatial baseline (Fully-Isolated and
Fully-Sharing), FedMT achieves higher GPU utilization; if
one task finishes early or has a lighter workload, FedMT
reallocates its unused GPU time to other tasks, whereas in
static partitioning that portion of the GPU would remain idle.
As a result, FedMT improves training throughput by 20—-40%
over the best static partition setting in our experiments, in
addition to vastly outperforming the temporal schedule. The
outcomes also confirm observations consistent with those
depicted in Fig. 6: Moderate exhibits reduced GPU idleness
compared to fully isolated scenarios but still suffers from
inefficiencies when tasks vary in computational demands over
time. Aggressive, on the other hand, often leads to excessive
resource contention, diminishing throughput.

Speed-up in Fairness Throughput: Our method also provides
higher fairness throughput—reflecting that smaller models
(e.g., M3, S2) receive adequate SM resources rather than
being bottlenecked by larger models (e.g., R50, R101). Fully-
Sharing, by contrast, can allow large models to monopolize
SM usage, leaving small models starving. Hence, by enabling
complementary resource sharing and informed concurrency
(recall Section 1V), FedMT improves both the total throughput
and the per-model balance of progress.

C. Multi-Task Coordination by Batch Size Adaptation

In addition to optimizing concurrency within a single GPU
(Section IV), our method also coordinates multiple tasks at the
inter-device level by refining each task’s batch size to match
its data volume and capacity (detailed in Section V-A). This
ensures that the global training loop remains efficient across
devices, preventing bottlenecks or prolonged idle times.

Experimental Setup: We simulate an FL system with mul-
tiple devices, each co-training exactly three DNN tasks (e.g.,
VGG16, R18, M3), but in imbalanced data-volume proportions
of 1:2:3. For all baseline approaches, we fix a uniform batch
size of 128 to highlight the effects of naive scheduling. By
contrast, our scheme jointly tunes batch sizes in proportion
to each task’s data scale, then applies the modeling-based
resource allocation from Section IV to finalize {R;}.

Results: Figure 10 shows the average throughput (top) and
fairness throughput (bottom) across all devices within a single
FL synchronization cycle. We observe that our approach
yields a significant 2.53x-2.80x acceleration relative to the
baselines, outperforming both simpler resource partitions and
single-batch-size strategies.

These results confirm that aligning batch sizes to each task’s
local data volume (Section V-A) is crucial when co-training
multiple heterogeneous DNNs in an FL system. Not only
does this strategy maintain higher local GPU utilization, but it
also prevents global synchronization delays by ensuring tasks
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Fig. 10: Average throughput across multiple devices within
one FL synchronization cycle (Titan V)

progress more evenly. Overall, we see a clear synergy between
batch-size adaptation and competitive resource sharing, lead-
ing to enhanced performance across multiple devices.

D. Verifying the Effect of Communication Overlap

While our proposed FedMT incorporates multiple compo-
nents, here we focus on isolating the communication overlap
strategy (discussed in Section V-B) to evaluate its standalone
impact. Specifically, we compare scenarios with and without
overlapping upload/download phases under otherwise identical
conditions, highlighting how concurrency in communication
can reduce idle time and improve efficiency.

Experimental Setup: We select three multi-task settings in
which each device co-trains three DNN models (from the
models in Training Setup) on a single GPU (3090). For each
model, we assume the following parameter sizes: DensNet121:
~ 30 MB, VGG16: ~ 55 MB, ResNetl0l: ~ 170 MB,
ResNet50: ~ 100 MB, ResNetl8: ~ 45 MB, MobileNetV3:
~ 15 MB, ShuffleNetV2: ~ 9 MB. Since each FL iteration
typically involves uploading local updates and downloading
aggregated parameters, we emulate a realistic edge bandwidth
of 400 Mbps (uplink and downlink) for all experiments.

Regarding GPU resource management, we employ: (i) GPU
Resource Partition with our modeling-based approach from
Section IV to ensure fair baselines, (ii) Batch Size Adapta-
tion from Section V-A to maintain proportional batch sizes
across tasks. We only vary whether communication overlap is
activated:

o Overlap-Off: Each task computes locally, but all upload-
s/downloads occur sequentially (i.e., one task’s commu-
nication must complete before another’s begins).

o Overlap-On: Our flexible scheduling ensures a smaller
task’s communication phase can be overlapped with a
larger task’s computation (see Section V-B).

Metrics and Results: We measure both the average local iter-
ation time (seconds) and the overall throughput (images/sec-
ond). As summarized in Table I, enabling overlap (Overlap-
On) yields appreciable gains over no overlap (Overlap-Off):
Across all tested configurations, Overlap-On reduces lo-
cal iteration time by 13-19%. Notably, the scenario with
D121+V16+R101 has a relatively large communication over-
head, so overlapping communication with compute yields the
most pronounced speedup (+19.4%). Overall, these results

10

TABLE I: Ablation on Communication Overlap: Local Itera-
tion Time (s) / Throughput (img/s)

Setting Overlap-Off  Overlap-On Speedup
DI121+V16+R101 20.40s / 3.10K 17.08s / 3.70K +19.4%
R18+M3+S2 8.62s / 573K  7.61s / 649K  +13.3%
R50+V16+M3 14.40s / 421K 12.27s / 494K +17.3%

TABLE II: Search Overhead for Flexible Priority with 3 Tasks

Item Value
Permutation Count 6
Batch Variation per Task 3
Total Search Points 162
Avg. Prediction Time per Point 1.8 ms
Total Search Time 0.29 s

validate the effectiveness of the communication overlap com-
ponent, demonstrating that upload/download concurrency is
especially advantageous for heavier models and multi-task
environments.

E. Cost of Flexible Priority Search

Recall that our flexible priority scheduling mechanism (Al-
gorithm 1) systematically searches all permutations and minor
batch-size variations to discover an optimal communication
overlap schedule. We now quantify the overhead of this search
procedure and show that it is minimal—on the order of a
few hundred milliseconds—compared to the lengthier training
cycles in typical multi-task FL.

Experimental Setup: For this study, we pick a 3-task scenario
{VGG16, R18, M 3}. The total number of possible permuta-
tions is 3! = 6. We then allow {£+20%} batch-size scaling
for each model, thus creating 33 = 27 micro-variations for
each permutation. In total, the space of search points is
6 x 27 = 162. For each configuration, we compute a predicted
makespan via our learned concurrency model (see Section IV).

Results:

As summarized in Table II, we measured FedMT’s schedul-
ing overhead (under 0.3s) to be minor (approximately 2—3% of
the total training time per round). This overhead is negligible
in light of the 2x or higher training throughput improvements
FedMT achieves, and it is often amortized by overlapping
scheduling computations with GPU execution. Moreover, even
for scenarios with 4-5 concurrent tasks (thereby increasing the
number of permutations), the total search time remains below
one second in our implementation. These findings confirm that
the search procedure is both feasible and efficient, ensuring
that the scheduling overhead does not offset the performance
gains from flexible priority overlap.

FE. Scheduling Visualization with Nsight

To illustrate how each model executes at the operator
level under different resource-sharing strategies, we profile
the combination of D121, V16, and M3 using the NVIDIA
Nsight tool. The primary goal of this visualization is to
offer a clearer, more intuitive, and realistic view of runtime
behaviors under different resource-sharing schemes (Spatial-
Isolated, Moderate Sharing—190%, Excessive Competition,
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Fig. 11: Operator-level scheduling visualization via NVIDIA
Nsight, showing the GPU kernel timelines of three models.

and Fully Sharing) as initially discussed conceptually in Fig.5.
Unlike the quantitative metrics (e.g., throughput and fairness
throughput) shown earlier, Fig.11 qualitatively illustrates GPU
kernel execution timelines, clearly highlighting differences in
operator-level parallelism, contention, and GPU resource uti-
lization. This visual evidence complements and substantiates
the numerical evaluations, providing deeper insight into the
practical implications and runtime performance characteristics
of the proposed FedMT strategy.

As shown in Fig. 11, each scheduling configuration cor-
responds to a distinct row, displaying the kernel execution
timeline of three streams (one per model):

« Spatial-Isolated: Each model is allocated a disjoint subset
of SMs. Although simpler to manage, certain operators
remain underutilized, prolonging model latency.

e Moderate Sharing — 190%: By letting the sum of al-
locations exceed 100%, streams can overlap selectively,
improving concurrency while limiting contention.

« Excessive Competition: Over-allocating virtual resources
leads to increased contention. Even smaller models (e.g.,
M3) experience greater operator delays.

o Fully Sharing: Tasks share the entire GPU dynamically,
often reverting to time-sliced usage when contention is
high, thereby undermining parallelism.

From these traces, we observe that moderate or balanced
resource sharing strikes a better trade-off between concurrency
and contention. In contrast, naive fully shared or heavily
overcommitted allocations can degrade performance for both
large and small models.

G. Resource Utilization Assessment

To evaluate how effectively FedMT utilizes GPU resources,
we collect both compute and memory usage during train-
ing and conduct a detailed analysis of operator-level execu-
tion patterns under parallelization. Specifically, we leverage
the NVIDIA Nsight Profiler to measure the achieved SM
Occupancy—an indicator of how many warps are actively
running on the GPU’s streaming multiprocessors (SMs).

Fig. 12 displays the SM occupancy over time (milliseconds)
for four different scheduling approaches when running the
multi-task combination {R101, D121, M3}. From the occu-
pancy timeline, we make the following observations:
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Fig. 13: Performance Comparison ]
TABLE III: Resource Allocation in Varied Multi-Task Settings

Setting R50 V16 Setting R50 V16 M3 D121
[©) 128 32 @ 128 128 128 128
Best 80%  70% Best 70%  80%  60% 70%
Ours 80%  80% Ours 0%  90%  60% 80%
Setting R50 M3 Setting R50 V16 M3 D121
® 128 512 @ 32 32 32 32
Best 80%  80% Best 60%  80%  50% 70%
Ours 80%  80% Ours 0%  90%  70% 70%

o Temporal: Each model sees exclusive GPU access during
its slot, but idle gaps commonly appear between task
switches.

o Fully-Isolated: If a large operator is scheduled alone on
its subset of SMs, that subset can briefly reach high
occupancy. However, such events are relatively scarce,
and smaller operators underutilize those SMs for much
of the time.

o Fully-Sharing: Parallel execution can boost utilization but
also causes contention when big operators collide, leading
to suboptimal occupancy in critical intervals.

o FedMT: By adaptively partitioning SMs according to
“virtual resource” fractions, FedMT mitigates severe con-
tention while still permitting beneficial overlaps, sustain-
ing higher average occupancy over time.

Hence, these results confirm that FedMT outperforms naive
scheduling methods in fully exploiting the GPU’s parallel exe-
cution capabilities, leading to higher throughput and improved
consistency across co-running tasks.

H. Generality Performance

We now evaluate the broader applicability of our modeling-
based resource allocation beyond the specific use cases dis-
cussed earlier. In particular, we seek to verify whether the
proposed method can consistently approach near-optimal so-
lutions under a variety of model and batch-size configurations.
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TABLE IV: Scalability Evaluation: Throughput (img/s) for Different Task Combinations (Titan V)

Models Combination Temporal Fully Isolated Fully Sharing FedMT

V16 + R34 1.75K 2.12K (1.21x) 2.28K (1.30x) 2.80K (1.60x)

2% RI18 + R34 1.77K 2.19K (1.24x) 2.25K (1.27x) 2.75K (1.55x)
R34 + R50 1.40K 1.82K (1.30x) 1.83K (1.31x) 2.33K (1.66x)

R50 + R101 1.20K 143K (1.19x) 143K (1.19x) 1.73K (1.44x)

ax V16 + R18 + M3 + D121 1.78K 3.60K (2.02x) 3.95K (2.22x) 4.91K (2.75x)
M3 + R34 + R50 + R101 1.69K 3.52K (2.08x) 3.80K (2.25x) 4.64K (2.74x)

5% V16 + R18 + R34 + R50 + D121 1.73K 3.51K (2.03x) 3.78K (2.18x) 4.93K (2.84x)

TABLE V: GPU Generality Evaluation (img/s). T: Temporal; FI: Fully Isolated; FS: Fully Sharing.

Models T-3080 T-3090 FI-3080 FI-3090 FS-3080 FS-3090 FedMT-3080 FedMT-3090
ALEX+V16+R18 1.94K 298K 3.20K (1.65x) 5.00K (1.68x) 3.30K (1.70x) 5.16K (1.73x) 4.01K (2.07x) 6.32K (2.12x)
D121+V16+R34 1.56K 234K 2.81K (1.80x) 4.17K (1.78x) 2.82K (1.81x) 4.17K (1.78x) 3.47K (2.22x) 5.43K (2.32x)

R50+V16+M3 176K 2.70K 3.15K (1.79x) 4.73K (1.75x) 3.17K (1.80x) 4.83K (1.79x) 3.97K (2.25x) 5.98K (2.21x)
R101+D121+M3 146K 2.25K 248K (1.70x) 3.80K (1.69x) 2.60K (1.78x) 4.10K (1.82x) 3.35K (2.30x) 5.10K (2.27x)
R34+R50+R101 142K 2.19K 2.39K (1.68x) 3.61K (1.65x) 2.56K (1.80x) 3.88K (1.77x) 2.98K (2.10x) 4.70K (2.15x)

Table III lists four representative multi-task settings in-
volving either 2 or 4 concurrent DNN models. Each setting
indicates the targeted batch sizes (e.g., 128 for R50, 32 for
V16) and compares two resource allocation strategies:

o Best: The top-performing configuration found via a (po-
tentially exhaustive) search, serving as a reference base-
line.

e Ours: The allocations yielded by our modeling-based
approach without manual fine-tuning.

We also define a completion degree metric, which measures
the ratio of our method’s throughput (I" or T%) to that of
the best solution. A value close to 1.0 indicates near-optimal
performance.

Fig. 13 provides a graphical summary of these results.
Across all four settings, our approach attains a Completion
Degree consistently above 0.9, demonstrating that it closely
tracks the best-known solution. Notably, in Setting (3), our
allocations match the “Best” configuration exactly (i.e., a
Completion Degree of 1.0).

These findings validate the generality and robustness of
our modeling-based scheduling approach. Even when facing
different DNN models and batch sizes (spanning from large
models like R50 to lighter ones like M3), it can systematically
discover high-quality resource partitions that approach or
achieve the best possible throughput. Consequently, we expect
the same methodology to generalize to additional tasks or
system constraints with minimal tuning effort.

1. Scalability Evaluation

A key question for multi-task FL is whether our proposed
FedMT framework continues to scale effectively as the number
of concurrently trained tasks grows. To investigate this, we
evaluate FedMT under increasingly larger task sets on a single
NVIDIA Titan V GPU, with configurations of 2x, 4x, and 5x
simultaneous tasks (see Table IV for specific combinations).

From Table IV, two key observations emerge:

o Throughput and Fairness Gains: Compared to both
the Temporal (sequential) and conventional MPS-based
(Fully Isolated, Fully Sharing) baselines, FedMT con-
sistently achieves higher overall throughput. Fairness

throughput also improves, indicating a more balanced
resource distribution across tasks.

« Stronger Acceleration at Larger Scales: As the number
of concurrent tasks increases (e.g., from 2x to 5x),
the relative speedup of FedMT grows accordingly. This
highlights the framework’s ability to exploit more op-
portunities for parallelism and complementary resource
usage under heavier workloads.

Overall, these results demonstrate robust scalability in
FedMT: even when multiple DNNs run together, our adaptive
resource-sharing and modeling-based scheduling can effec-
tively mitigate contention. Hence, FedMT remains well-suited
for federated learning scenarios featuring multiple tasks with
heterogeneous resource demands.

J. Generality across Different GPUs

Although the above results are primarily based on a Titan V
GPU, practical deployments involve a variety of hardware plat-
forms. To assess how FedMT performs across different GPUs,
we repeat multi-task experiments on NVIDIA RTX 3080 and
3090 cards. Table V compares four scheduling strategies —
Temporal (T), Fully Isolated (FI), Fully Sharing (FS), and
FedMT — for five representative model combinations.

o FedMT consistently outperforms all baselines: On both
3080 and 3090, FedMT provides substantial throughput
gains, often doubling naive sequential performance.

o Speedups remain stable across hardware generations:
Even though the 3090 boasts higher raw compute ca-
pability, FedMT maintains a clear advantage in relative
speedups, highlighting that our method scales well when
GPU capacity increases.

« Competitive resource sharing remains crucial: Both Fully
Isolated and Fully Sharing can suffer from either un-
derutilization or contention, whereas FedMT splits GPU
resources to capitalize on concurrency benefits.

Overall, these findings reinforce the versatility of FedMT.
Whether the device is a mid-tier 3080 or a more powerful
3090, the proposed modeling-based competitive sharing ap-
proach consistently yields robust improvements over conven-
tional GPU scheduling paradigms.
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VII. CONCLUSION

As the demand for multi-task Federated Learning (FL)
continues to grow, driven by its ability to accommodate hetero-
geneous and complex learning objectives, this work introduces
a comprehensive optimization framework, FedMT. By bridging
intra-device GPU scheduling and inter-device FL coordination,
we address critical challenges in resource contention, workload
balancing, and synchronization efficiency.

At the intra-device level, our proposed competitive resource-
sharing mechanism utilizes a novel “virtual resource” abstrac-
tion to achieve optimal GPU utilization, balancing concurrency
and contention dynamically. At the inter-device level, we
integrate batch size adaptation with communication-aware
scheduling to minimize idle periods and improve global
synchronization. These innovations significantly enhance the
system’s throughput and resource efficiency.

Experimental results validate the effectiveness of FedMT,
demonstrating substantial improvements in both intra- and
inter-device performance. Specifically, compared to the stan-
dard temporal (sequential) scheduling baseline, we observed a
2.16x-2.38x increase in intra-device GPU training throughput
and a 2.53x-2.80x boost in inter-device FL coordination
efficiency across diverse multi-task scenarios. Further com-
parisons with state-of-the-art spatial scheduling approaches
(such as NVIDIA MPS-based Fully-Isolated and Fully-Sharing
schemes) confirm that FedMT consistently provides substantial
gains (up to 1.4x—1.7x improvement) even against these base-
lines, demonstrating the practical efficiency of our proposed
scheduling strategies.

Future work could naturally extend FedMT to multiple
GPUs per client. Tasks may be mapped to different GPUs
to minimize contention (e.g., several tasks per GPU when
feasible), and our competitive sharing approach can manage
any GPUs running multiple tasks. This would further improve
training throughput, as tasks benefit from both inter-GPU
parallelism and intra-GPU optimization.
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