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Despite the power of large language models (LLMs) in various cross-modal generation
tasks, their ability to generate 3D computer-aided design (CAD) models from text
remains underexplored due to the scarcity of suitable datasets. Additionally, there is a
lack of multimodal CAD datasets that include both reconstruction parameters and text
descriptions, which are essential for the quantitative evaluation of the CAD generation
capabilities of multimodal LLMs. To address these challenges, we developed a dataset of
CAD models, sketches, and image data for representative mechanical components such
as gears, shafts, and springs, along with natural language descriptions collected via
Amazon Mechanical Turk. By using CAD programs as a bridge, we facilitate the conversion
of textual output from LLMs into precise 3D CAD designs. To enhance the text-to-CAD gen-
eration capabilities of GPT models and demonstrate the utility of our dataset, we developed
a pipeline to generate fine-tuning training data for GPT-3.5. We fine-tuned four GPT-3.5
models with various data sampling strategies based on the length of a CAD program.
We evaluated these models using parsing rate and intersection over union (IoU) metrics,
comparing their performance to that of GPT-4 without fine-tuning. The new knowledge
gained from the comparative study on the four different fine-tuned models provided us
with guidance on the selection of sampling strategies to build training datasets in fine-
tuning practices of LLMs for text-to-CAD generation, considering the trade-off between
part complexity, model performance, and cost. [DOI: 10.1115/1.4067713]

Keywords: computer-aided design, multimodal data, large language model (LLM), fine-
tuning LLMs, artificial intelligence, data-driven design, generative design

1 Introduction
Recent advancements achieved by the generative pretrained

transformer (GPT) series of large language models (LLMs) have
shown great potential for artificial intelligence (AI) to interact
with the world [1]. These models exhibit remarkable proficiency
in “understanding” the nuances of human language and thus can
better interact with humans [2].
More recently, the capability of LLMs in processing natural lan-

guage has extended their applications in design research, especially
conceptual design [3–5]. These studies typically use textual infor-
mation to represent design requirements for the generation of
design concepts with LLM. Moreover, incorporating multimodal
datasets, such as combinations of textual and visual data, can
enhance LLMs’ ability to understand and interpret design intent
more effectively.
In conceptual design, many design decisions are made based on

the 3D shape of a product [6]. So, one of the key motivations of
applying multimodal LLMs to conceptual design is to enable
them to generate computer-aided design (CAD) of 3D shapes

(referred to as MLLM4CAD (multimodal large language models
for computer-aided design) hereafter). However, to our knowledge,
while one study conducted qualitative evaluations of MLLM4CAD
using the ChatGPT interface [7], no quantitative evaluation has
been performed to assess the efficacy of MLLM in 3D CAD
generation.
In our previous work [8], we developed a multimodal CAD

dataset and explored the zero-shot capabilities of GPT-4 in generat-
ing CAD programs with different combinations of design modali-
ties. We also introduced a debugging process to improve
performance in the generation of CAD programs for the GPT-4
and GPT-4V models. However, there remains room for further
improvement. To address this, LLM fine-tuning has been identified
as the most promising approach [9]. However, to the best of our
knowledge, there is a lack of existing datasets for LLM fine-tuning
in 3D CAD generation tasks. To overcome this, we expanded our
multimodal CAD dataset (including text descriptions and 2D
images and sketches of mechanical components) by incorporating
fine-tuning data and subsequently used this enriched dataset to
develop a fine-tuned GPT model in support of LLM4CAD tasks.2

With the fine-tuned GPT model, we aim to accelerate the design
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Contributed by the Design Automation Committee of ASME for publication in the

JOURNAL OF MECHANICAL DESIGN. Manuscript received August 10, 2024; final
manuscript received January 2, 2025; published online February 27, 2025. Assoc.
Editor: Faez Ahmed.

2At the time of this study, only the GPT-3.5 model was available for fine-tuning. So,
we adopted the “gpt-3.5-turbo-0125” model, but it could only support text as input.
Therefore, this article focuses on fine-tuned LLMs in text-to-CAD model generation.
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process of relatively simpler geometries yet with certain customized
features, helping to save time and reduce costs during the initial
stages of design.

2 Background Knowledge
In this section, we introduce the background knowledge of design

modalities, LLMs, and transfer learning.

2.1 Design Modalities and Large Language Models. Design
modalities refer to the use of various data modalities during the
process of product design and development [10,11]. Common
design modalities in early design stages, e.g., conceptual design,
can be categorized into three primary categories: (1) textual data
(e.g., natural language description). This modality encompasses
customer needs and design requirements that are typically repre-
sented and encoded in written or spoken language. (2) 2D visual
data (e.g., sketches, drawings, and images). This modality enables
designers to quickly capture and visualize preferences and ideas
during the conceptual design stage. (3) 3D visual data (e.g., CAD
models): Low-fidelity design concepts and prototypes in the con-
ceptual design stage are commonly represented through 3D
digital shapes, providing a better approximation and representation
of the final design artifact [10]. The integration of these modalities
ensures a richer and more precise representation of design ideas,
highlighting the interconnected nature of data in the design process.
The importance of multimodal data lies in its ability to bridge

diverse forms of representation, fostering a deeper understanding
of complex design challenges. By combining textual, 2D visual,
and 3D visual data, designers can explore a broader design space
and communicate ideas more effectively. Recent advancements in
AI have introduced opportunities to leverage such data through
models capable of processing and learning from multiple modalities
simultaneously. These advancements not only enhance the fidelity
of design representations but also open new avenues for automation
and optimization in conceptual design workflows. Multimodal data-
sets thus play a critical role in improving the accuracy and effi-
ciency of design exploration and decision-making.
The evolution in this area involves multimodal large language

models (MLMMs) that seek to improve the abilities of LLMs by
combining multisensory skills (e.g., sound, vision, video), leading
to greater intelligence [12]. Textual and visual information are
two prominent modalities in our everyday life, and most problems
require modeling both to generate satisfactory outcomes [13]. As a
result, many MLMMs start by extending the vision capability in
addition to the textual capability of LLMs [12,13]. Prior research
generally adopts one of two strategies: leveraging a vision-language
model to transform visual data into text-based descriptions that
LLMs can process [14–16] or fine-tuning a vision encoder to inte-
grate with a frozen pretrained LLM [17–19]. For example, the evo-
lution of OpenAI’s GPT architecture from text-only versions to
multimodal successors such as GPT-4 Vision shows significant pro-
gress with opportunities to incorporate multiple modalities beyond
text [20].

2.2 Zero-Shot Learning and Fine-Tuning. Zero-shot learn-
ing is a technique in deep learning aiming to apply the trained
models to tasks or classes it has not encountered (i.e., unseen
data) during training [21,22]. In the context of LLMs, the zero-shot
learning capability refers to the model’s ability to generalize from
its pre-trained knowledge base. For instance, GPT-3 can perform
tasks such as translation without explicit task-specific training,
relying solely on the contextual understanding developed during
pretraining [1]. This capability is particularly valuable in scenarios
where labeled data for new tasks are unavailable or scarce.
Fine-tuning is a specific form of transfer learning that involves

further training of a pre-trained model on a smaller, task-specific
dataset. This process adjusts the model’s parameters to better fit

the new task. Fine-tuning can be applied to the entire model or
selectively to certain layers, depending on the amount of available
data and the complexity of the task. In the context of LLMs, fine-
tuning can significantly enhance performance on specific tasks
such as sentiment analysis or question answering, by tailoring the
model’s general linguistic knowledge to particular requirements
of a task [23–25].
Zero-shot learning enables LLMs to perform tasks without task-

specific training, while fine-tuning tailors pretrained models to spe-
cific tasks using smaller datasets. Together, these methods demon-
strate the flexibility of LLMs in adapting to a wide range of
applications, from generalizing to unseen tasks to excelling in spe-
cialized domains.

3 Literature Review
In this section, we review the relevant literature on LLMs,

MLLMs, CADmodel representation, and 3D shape datasets in engi-
neering design research.

3.1 Engineering Design Using Large Language Models and
MLLMs. We review the relevant literature on engineering design
using LLMs and MLLMs based on the input design modalities. The
input modality refers to how information is fed into a model.
Regarding the input modality, most existing research has

focused on feeding information into LLMs using text-based
prompts [4,26–32]. Text-based prompts allow designers to directly
communicate their design requirements and objectives to a model.
However, design intent can be challenging to express through text
alone, as design elements typically include structural and layout
relationships among components with specific shapes. Visual
inputs, such as sketches or images often used in conceptual
design, can complement textual information to represent these rela-
tionships. Therefore, multimodal approaches that integrate both
textual and visual inputs hold promise to generate more coherent
design responses from LLMs.
These studies [26,28,33,34] provide valuable insights into the

potential applications of LLMs and MLLMs for generating 3D
shapes through CAD program synthesis. However, the limited
number of examples used for the qualitative assessment restricts a
comprehensive understanding of how effectively LLMs and
MLLMs can be utilized for 3D shape synthesis. Our previous
work [8] quantitatively evaluated GPT-4 and GPT-4V’s capability
in generating 3D shapes through CAD program synthesis using a
multimodal CAD dataset that includes textual descriptions,
sketches, images, and 3D shapes of mechanical components.
While the results demonstrate the potential of these models for gen-
erating 3D shapes, there remains room for improvement, even with
a proposed debugger to iteratively revise the synthesized CAD
program codes.

3.2 Computer-Aided Design Model Representation. In the
context of CAD model representation, since LLMs currently
cannot directly generate 3D objects (e.g., meshes, voxels, or bound-
ary representations), an appropriate intermediate representation
must be used. Two commonly adopted CAD representations that
LLMs can generate include domain-specific languages (DSLs)
and CAD programming languages.
The first representation, DSLs for CAD sequences, such as Sha-

peAssembly [35], introduces a “shape assembly language” for con-
structing 3D shape structures. These structures are created by
declaring cuboid part proxies and attaching them hierarchically
and symmetrically. While procedural programs using ShapeAssem-
bly can easily generate related families of shapes, the learning curve
for LLMs is steep due to the self-defined nature of the language
[36]. Even with fine-tuning, LLMs struggle to debug such programs
independently without extensive domain-specific pretraining.
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Another advantage of DSLs is their ability to be seamlessly
embedded into CAD sequence embeddings, as demonstrated in
methods like DeepCAD [37] and SkexGen [38]. These methods
encode CAD sequences into compact numerical vectors, enhancing
their efficiency for machine learning applications. However, numer-
ical embeddings face significant interpretability challenges. The
transformation into vectors obscures the direct meaning of the
design, making it difficult to trace back to the original CAD
intent. Moreover, this process can result in the loss of intricate
details and nuances in CAD designs, potentially compromising
accuracy in high-precision tasks.
The second representation involves CAD programming lan-

guages, such as CADQuery [26] and OpenSCAD [33], which
serve as a medium for CAD models. Since LLMs are pretrained
on publicly available Internet data, they possess basic domain
knowledge of widely used CAD programming kernels, making it
easier for them to debug code independently. Moreover, the proce-
dural nature of CAD programming languages ensures designs can
be precisely recreated, supporting verification and collaboration.
This study adopts CAD programming code as the output represen-
tation for LLMs. Among available options, CADQuery was
selected due to its more extensive online resources and its applica-
tion programming interface’s (API’s) user-friendly nature, making
it an ideal choice for CAD model representation and LLM pretrain-
ing and fine-tuning.
Moreover, when working with complex CAD models, CADQu-

ery scripts can be structured and compressed meaningfully by
adopting modular and hierarchical approaches. Modularization
involves breaking the script into reusable functions that encapsulate
repetitive or parameterized operations, such as creating patterns,
arrays, or specific geometric features, allowing for code reuse and
improving clarity. Hierarchical organization can further enhance
readability by defining high-level assemblies composed of
smaller, self-contained subcomponents, ensuring that each section
of the script focuses on a specific part of the design. Additionally,
leveraging loops and conditional statements can streamline the cre-
ation of repetitive or variant geometries, reducing code redundancy.
To enhance efficiency, parameterization can be employed to repre-
sent variable dimensions, constraints, or configurations, enabling
flexible customization without requiring extensive modifications
to the script. By combining these strategies, CADQuery scripts
can remain concise, maintainable, and scalable, even when repre-
senting highly intricate CAD models.

3.3 3D Shape Datasets. The field of 3D shape recognition has
seen significant advances in recent years, driven in part by the
increasing availability of 3D CAD data and the development of
deep learning techniques. One of the key challenges in this
domain is the effective representation and processing of 3D data,
which can come in various forms, including point clouds,
meshes, voxel grids, and boundary representations (B-rep).
Several popular 3D shape datasets, such as ShapeNet [39],

PartNet [40], and ModelNet [41], include a diverse collection of
object categories (e.g., chairs, cars, and tables). These datasets
have been extensively used in the computer vision and computer
graphics communities for geometric learning tasks. However,
these datasets have limitations when applied to engineering
design, where precise geometric features that carry significant engi-
neering semantics (e.g., sharp edges, exact dihedral angles) are
crucial. For example, a chair in ShapeNet might have smooth,
rounded edges suitable for visual and aesthetic purposes, but the
3D model lacks the precision required for manufacturing and
mechanical analysis. Similarly, some datasets [42–44] that
include mechanical components are also limited in the use of real
design applications because 3D models are available only as
point clouds and voxels.
To facilitate research on deep learning of CAD models, such as

B-rep, Willis et al. introduced the first dataset of human-designed
CAD geometries paired with their ground truth (GT) CAD

programs represented as construction sequences [45]. Another well-
known CAD dataset, the ABC dataset [46], incorporates a compre-
hensive collection of 1 million CADmodels. This dataset comprises
models with explicitly parametrized curves and surfaces, offering
ground truth data for patch segmentation, geometric feature detec-
tion, and shape reconstruction. Ramnath et al. [47] presents a holis-
tic framework for automatically generating geometry and
performing data validation with finite element analysis. These data-
sets are beneficial for the geometric learning of CAD models with
sharp features and are thus applicable to real design scenarios.
Despite the richness of current 3D shape datasets, none of them

is suitable for fine-tuning LLMs in order to generate 3D designs
based on CAD programs. There are two main challenges for this:
(1) Textual descriptions of the 3D designs must be available and
include detailed dimensional information to explicitly represent
the design requirements of 3D shape features. (2) There must be
corresponding ground truth CAD programs linked to these textual
descriptions. In the following sections, we present a new dataset
that supports LLM fine-tuning and addresses these two challenges.

4 Dataset
In this section, we first introduce the pipeline developed from the

previous study [8] and the initial dataset generated. Then, we con-
ducted an initial experiment to test the zero-shot capability of
GPT-4 in generating CAD programs, also known as CAD
program codes or scripts. From the initial experiment, we collect
the scripts and subsequently develop a pipeline to validate them
based on which we create training data for the fine-tuning processes
as detailed in Sec. 5. The training data generated for the fine-tuning
processes are also incorporated into the initial multimodal dataset
from the previous study [8].

4.1 Introduction to the Initial Multimodal Computer-Aided
Design Dataset. Given the absence of a multimodal dataset that
encompasses 1D textual description of part geometries and dimen-
sions, 2D images and sketches, and 3D CAD programs, we have
developed a pipeline to generate such data for mechanical compo-
nents in our previous work [8]. The pipeline automatically synthe-
sizes textual descriptions, images, sketches, and 3D shapes of
mechanical components using CAD programming languages
(e.g., CADQuery) and computer rendering techniques (e.g., render-
ing images to sketch-style images using OpenCV). Currently, the
dataset contains five common mechanical components: shafts,
nuts, flanges, springs, and gears. They are chosen for their popular-
ity in engineering design and their varying levels of complexity,
allowing us to test the robustness of LLMs.
The dataset generated from this pipeline comprises 1000 data

points for each of the five categories. Table 1 presents an
example from the Spring category. Each of the 1000 data points
includes a 2D image, a 2D sketch, and a 3D mesh. The 2D image
modality is included in the dataset because it is one of the most
popular representations often adopted by designers to embody
their design ideas and preferences in early design. Moreover, we
include the modality of 2D sketches in addition to the 2D images
to facilitate the fine-tuning of LMMs.
In addition to images, sketches, and 3D meshes, textual descrip-

tions of the five mechanical components were collected through the
crowdsourcing platform, Amazon Mechanical Turk. This approach
ensures that our dataset is enriched with various natural language
descriptions of the mechanical components, including their dimen-
sional information, which is particularly useful for automatic vali-
dation of LLM performance (see Sec. 4.3) and for fine-tuning
LLMs (see Sec. 5).
In total, we collected 621 data points for shafts, 671 for nuts, 692

for flanges, 680 for springs, and 661 for gears. These data points
with valid textual descriptions are classified as “valid data
points.” Table 1 displays the 680 valid data points for the springs.
It is worth noting that the pipeline described in Ref. [8] can be

Journal of Mechanical Design APRIL 2025, Vol. 147 / 041710-3

D
ow

nloaded from
 http://asm

edigitalcollection.asm
e.org/m

echanicaldesign/article-pdf/147/4/041710/7428715/m
d-24-1560.pdf?casa_token=C

eTU
Kglw

EAgAAAAA:27B2xZdfnvjG
Bv7bbP0SPBxTl1ovt-pm

exlQ
nLtho-O

O
zibQ

b7v55m
---O

LIdrAH
LvxN

qw
Je by U

niversity O
f Arkansas Libraries user on 28 January 2026



generally applied to obtain data on any other mechanical designs
according to user requirements.

4.2 Initial Experiment Setup. After obtaining the initial
dataset earlier, we developed a script generation and evaluation
pipeline, illustrated in Fig. 1(a). The experiment was carried out
using the GPT-4 models’ API and CADQuery to generate CAD
program scripts. To interact with the GPT-4 API model, we
assign a persona to it, defining it as an AI assistant specialized in
designing 3D objects. This persona also ensures that GPT-4 exclu-
sively uses CadQuery and restricts the output format to facilitate
further validation. The given prompt is “Generate CadQuery code
to construct the specified mechanical component. The code must
exclusively utilize CadQuery and cannot incorporate any other
CAD design packages or software, ultimately exporting the compo-
nent as an STL file.” The resulting CAD program is subsequently
converted into 3D shapes for analysis. Similar to the generation
of 3D shapes for data points in Table 1, we also use version 2.3.1
for CADQuery in this study.
To improve the performance of GPT models, we proposed a

debugger [8], as shown in Fig. 1(b). The “debugging process” is
an iterative procedure dedicated to the identification and correction
of errors found in the generated CAD programs. The “forward pass”
ends after executing the generated CAD program scripts to obtain
3D CAD models, regardless of whether the execution is successful
or not. This is used to test the zero-shot capability of GPT models.
In the event of a successful execution, the process will terminate.
An unsuccessful execution indicates the presence of syntax errors

within the program, which require the activation of the debugger.
Syntax errors encompass a spectrum of programming language
misuse, from typographical errors to misapplication of language
constructs. For the “debugging process,” the previous conversation
content (including the user requirements and GPT’s responses) and
the current error messages are all fed to the same API. This recur-
sive process is imperative to refine the CAD program, ensuring
its accuracy and reliability when generating 3D CAD models.

4.3 Script Evaluation Metrics. We use two metrics to quan-
tify the capabilities of GPT-4 models in generating the CAD
program scripts and the corresponding 3D CAD models: parsing
rate and intersection over union (IoU). The parsing rate evaluates
the extent to which the generated CAD program scripts can be
parsed successfully without errors. Upon successful parsing, the
quality of the resulting 3D shapes is measured against the GT
shapes by calculating the resulting IoU score. IoU is a critical
measure of geometric accuracy and quantifies the overlap
between the generated shape and the GT shape as a ratio of their
intersection to their union. This metric is widely used and is partic-
ularly insightful in evaluating the geometric fidelity of the generated
designs relative to GT [48].
Since our focus is on shape geometry rather than the positions

within a given space, we first align the principal axes of the gener-
ated shapes with those of the GT shapes by rotation. We then trans-
late the generated shapes to align their centroids with those of the
GT shapes. This transformation process, shown in Fig. 2, ensures
that the calculation of the IoU is based only on the geometric

Table 1 Examples and definitions of data point

Index
Component

name 2D image 2D sketch 3D mesh Text description

1 Spring_00001 The spring is a helical coil spring with specific dimensional properties.
Its coil diameter is 72mm, and the pitch, which is the distance between
adjacent coils, is 6mm. The free length of the spring, which is the length
of the spring when it is not compressed, is 50mm. The wire radius, which
indicates the thickness of the wire used to make the spring, is 2.35mm.

2 Spring_00002 It is a coiled spring wire. The wire has a radius of 2.58mm, with a coil
diameter of 82mm, and has a free length of 39mm. There is an 6mm
pitch between the coils of the wires.

3 Spring_00003 The spring is a coiled metal with a 40mm coil diameter and an 6mm
pitch. Its free length is 53mm, with a 1.61mm wire radius.

· · · · · · · · · · · · · · · · · ·
679 Spring_00679 The spring is a helical coil with a diameter of 32mm and a pitch of 5mm.

Its free length, when not under compression, is 55mm. The wire used in
the spring has a radius of 1.62mm.

680 Spring_00680 None

· · · · · · · · · · · · · · · · · ·
1000 Spring_01000 None
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accuracy of the shapes, excluding any discrepancies that might arise
from their positioning or orientation.

4.4 Generation of Training Dataset for Large Language
Model Fine-Tuning. After the initial experiment, we collected a
series of CAD program scripts generated by GPT-4, as shown in
Fig. 3, step 1. In support of the development of fine-tuned LLMs
for this specific 3D CAD generation task, we prepare a training
dataset that includes natural language descriptions of those mechan-
ical components along with their corresponding valid CAD pro-
grams. A valid CAD program means that the program can be
successfully parsed to generate a 3D CADmodel (in mesh represen-
tation). The objective of the fine-tuning process is to enhance the
GPT model’s ability in generating more successful CAD program
scripts, which initially GPT-4 struggled to achieve. It is important
to note that each valid data point of a mechanical component has
a unique text description sourced from Amazon Mechanical Turk.
The fine-tuning process uses those valid data points yet unable to
correctly generate 3D CAD programs in the initial experiment.
These data points are referred to as “failed data points,” which are
then used to obtain the training dataset based on the pipeline
shown in Fig. 3. The objective of Fig. 3 is to pair a valid GPT

response with failed data points to compose the training dataset
for the fine-tuning purpose. Fine-tuning the GPT model with
these failed data points could enhance its ability to generate valid
CAD programs that it initially struggled with.
In this study, a CAD program is valid only if the generated 3D

CAD model has more than 98% overlaps with its GT. With such
a threshold, we collect all the valid CAD programs generated by
the initial experiment. In order to correct those failed data points
and make them valid, we developed a code template-based
approach. A code template includes string variables, which can be
substituted with the actual parameters of each data point (see
Fig. 3). We used valid CAD programs generated by the GPT
models in the initial experiment to derive code templates. First,
we detect the number of parameters in the script of a valid CAD
program and then replace these parameters with string variables.
This process is illustrated in Step 3 in Fig. 3. As a result, a collection
of code templates was assembled, also referred to as a template
pool, for each category of the five mechanical components. The
quantity of these templates in each pool is presented in Table 2.
In particular, the shaft category encompasses four different types
of shafts, each with two to five sections, as shown in Fig. 4.
After creating the code template pool, 60 templates are sampled

from the corresponding template pool for each category as depicted
in step 4 of Fig. 3. Additionally, 60 training data points are ran-
domly selected from the failed data points for each category to
ensure that all training data points are indeed failed data points.
We sample a small subset of training data points rather than using
all the valid data points for two key reasons: first, to ensure the
availability of unseen testing data, which is essential for evaluating
the performance of the fine-tuned models; and second, to assess the
efficiency of the fine-tuning process when working with a limited
training dataset. Once this selection process is completed, each
training data point is paired with a template to further generate
the data pairs for LLM fine-tuning. The string variables are then
substituted back with the actual parameters, resulting in a valid
CAD program for each training data point, as shown in step 6 of
Fig. 3.
The response of the GPT model, i.e., the generated CAD

program, includes introductory and concluding parts at the begin-
ning and end of a script. To synthesize a response for each training
data point, these introductory and concluding parts are added to the
valid CAD program to formulate a valid response, as shown in step

Fig. 2 IoU calibration method: (a) before calibration and (b) after
calibration

Fig. 1 The pipeline for script generation and evaluation by leveraging the zero-shot capability of the GPT-4 model: (a) the
pipeline of generating CAD program with GPT-4 model and (b) the pipeline of generating CAD program with debugging
process
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7 of Fig. 3. Following the complete pipeline depicted in Fig. 3, a
fine-tuned training set is established consisting of 60 data points
for each category. Each training data point includes a pair consisting
of a text description and a valid response, as shown in Table 3.
These data points are formatted according to OpenAI’s Chat Com-
pletion API and uploaded via the Files API for fine-tuning the GPT
model.

This dataset adheres to the FAIR principles (findable, accessible,
interoperable, reusable). It is stored in the Texas Data Repository,
ensuring long-term accessibility. The repository assigns a globally
unique and persistent DOI3 to the dataset, enhancing its findability.

Fig. 3 The pipeline of generating training data for LLM fine-tuning

3https://doi.org/10.18738/T8/KV7HON
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All data points are indexed, making them easily searchable. Images
and sketches are stored in PNG format, while 3D meshes are in the
standard tessellation language (STL) format, both of which are
widely recognized standards, facilitating data processing and inte-
gration. In addition, the dataset includes a README file that pro-
vides detailed instructions on how to use and reuse the dataset in
the future [49].

5 Fine-Tuned Large Language Models
In this section, we introduce the experimental settings and the

results of the fine-tuning experiments using the training set pre-
sented in Sec. 4.

5.1 Experimental Settings. Since different sampling strate-
gies in step 4 of Fig. 3 can impact the training dataset with a bias
toward certain features, patterns, or distributions, it is important
to quantitatively assess such an impact. Given that code length is
a critical factor in industry, affecting maintainability, readability,
performance, and cost-effectiveness, this study is motivated to
examine the effect of the length distribution of the CAD programs
in the training dataset on the LLM fine-tuning performance. In par-
ticular, four unique distributions of the training set are created.
These different distributions are obtained by implementing four dif-
ferent sampling strategies during the template sampling process
(i.e., step 4 in Fig. 3).

(a) Strategy 1: 60 code templates are randomly chosen from the
pool of templates corresponding to each category of the
mechanical components.

(b) Strategy 2: For robustness of a fine-tuned model, it is essen-
tial to include a diverse range of code lengths in the training
set. Thus, in each mechanical component category, we divide
the templates in each pool into five groups based on their
length distribution and the resulting quantiles. Then, in
each group, 12 templates are randomly selected.

(c) Strategy 3: The 60 templates with the shortest length are
chosen from each pool.

(d) Strategy 4: The top longest 60 templates are chosen from
each pool. This approach explores the impact of using
more extensive code structures in the training set on the
model performance.

We fine-tuned a GPT-3.5 model using the data sampled with each
strategy using the fine-tuning API provided by OpenAI. The fine-
tuning process involves three epochs. With a batch size of 1, this
requires 900 steps. After 900 training steps, the model was fine-
tuned. We designated the models fine-tuned through the data
selected using four sampling strategies such as Fine-tuned
Model1, Fine-tuned Model2, Fine-tuned Model3, and Fine-tuned
Model4.
To evaluate the four fine-tuned models, we randomly selected

500 unseen data points (excluding the training data) for each cate-
gory from the valid data points set as the testing data. Since the
shaft has four different categories, we chose 125 data points for
each.

5.2 Results. In this section, we present the results from two
different perspectives. First, we compare the GPT-4 model with
all fine-tuned models to evaluate the impact of fine-tuning on the
parsing rate and IoU scores. In this comparison, we also analyze
the effect of fine-tuning in each category of the five mechanical
components. Second, we compare the performance of each fine-
tuned model to assess the effectiveness of each sampling strategy.
Furthermore, we investigate the impact of these strategies in each
category of the five mechanical components based on the parsing
rate and IoU scores.

5.2.1 Perspective I: Comparison Between GPT-4 and
Fine-Tuned Models. We first compare the performance of the
GPT-4 model with the fine-tuned models at the aggregated level
by computing the average parsing rate of each model regardless
of the component category. Figure 5 presents the results as
follows: GPT-4 (0.509), Fine-tuned Model1 (0.766), Fine-tuned
Model2 (0.779), Fine-tuned Model3 (0.763), and Fine-tuned
Model4 (0.671). Overall, every fine-tuned model outperforms the
GPT-4 model in terms of parsing rate (indicated by the horizontal
dashed line in Fig. 5). The parsing rate reflects the probability of
generating syntactically correct scripts. An increase of fine-tuned
models’ parsing rate compared to GPT-4 suggests that fine-tuning
can improve the GPT model’s domain knowledge in understanding
the CADQuery package and thus increase the likelihood of gener-
ating scripts without syntax errors.
Figure 6 shows the parsing rate of each model in each category of

the five mechanical components. The results indicate that, on
average, the fine-tuned models have a worse performance in gener-
ating more complex components (e.g., gears and springs). More-
over, the performance difference between the GPT-4 model and
the fine-tuned models is more significant in more complex compo-
nents than in components with simple geometries, such as the
flange, nut, and shaft. This indicates that generating complex com-
ponents remains more challenging for fine-tuned models than for
simple ones. However, it is evident that the fine-tuning processes
are more likely to yield more improvement when generating
complex geometries than simple ones. It is worth noting that Fine-
tuned Model4 performs worse than GPT-4 in the nut category in
terms of parsing rate, as shown in Fig. 6 (GPT-4: 0.667 versus Fine-

Table 2 The number of code templates for each category of the
mechanical components

Mechanical components Code template pool size

Shafts (2 sections) 391
Shafts (3 sections) 157
Shafts (4 sections) 278
Shafts (5 sections) 308
Nuts 843
Flanges 1801
Springs 28
Gears 50

Fig. 4 Example of shaft sections: (a) 2 sections shaft, (b) 3 sec-
tions shaft, (c) 4 sections shaft, and (d) 5 sections shaft
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tuned Model4: 0.588). This suggests that for simple components
like nuts, generating longer CAD programs from a fine-tuned
GPT model is more likely to result in worse parsing performance.
The reason is that longer CAD programs for simple components
often include unnecessary or redundant code, which can introduce
errors or complexities that make it harder to parse correctly.
For all CAD program scripts successfully parsed, we calculate

the average IoU score of each model, as shown in Fig. 7. The
results are as follows: GPT-4 (0.552), Fine-tuned Model1 (0.812),
Fine-tuned Model2 (0.824), Fine-tuned Model3 (0.861), and Fine-
tuned Model4 (0.799). Overall, all fine-tuned models outperform
the GPT-4 model (indicated by the horizontal dashed line in

Fig. 7), and this result is statistically significant with all P-values
<0.01 based on the t-test. The higher IoU values again indicate
that the fine-tuned models are more capable of understanding
natural language descriptions of the mechanical components and
potentially better visual and spatial reasoning when processing
2D image and sketch input.
Figure 8 presents the IoU of each model for each category of

components. In terms of IoU, each fine-tuned model significantly
outperforms the GPT-4 model across all categories, suggesting
that fine-tuning can enhance the understanding of human descrip-
tions in CAD generation tasks. For component with simple geome-
tries (e.g., nuts), although Fine-tuned Model4 performs worse than

Table 3 Examples of training data pairs

Index
Component

name Text description Valid response

1 Flange_00095 It is a flange. Flange diameter= 241mm, flange
thickness= 4mm, raised face diameter= 97
mm, bore diameter= 34mm, raised face
height= 150mm.

· · · · · · · · · · · ·
60 Flange_00329 This flange is a 89mm tall, 66mm wide

cylinder with a bore diameter of 43mm on an
192mm wide disc that is 19mm thick.
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GPT-4 in parsing rate, it still outperforms GPT-4 in terms of IoU
score (GPT-4: 0.636 versus Fine-tuned Model4: 0.719). This indi-
cates that within the parsed CAD program, Fine-tuned Model4
demonstrates a better understanding of human descriptions com-
pared to GPT-4 and has a stronger capability to translate natural lan-
guage into a CAD program for the nut component.
For components with complex geometries (e.g., gears), the high

IoU values (Fine-tuned Model1: 0.952, Fine-tuned Model2: 0.973,
Fine-tuned Model3: 0.981, and Fine-tuned Model4: 0.970) indicate
that fine-tuned models have a better understanding of the structure
and geometry of gears in general. For springs, although all fine-
tuned models show at least a 75-fold improvement in IoU compared
to GPT-4, their average IoU scores still remain below 0.5 (IoU score
for Spring: GPT-4: 0.0067, Fine-tuned Model1: 0.453, Fine-tuned
Model2: 0.467, Fine-tuned Model3: 0.460, and Fine-tuned
Model4: 0.492). This suggests that for complex components, fine-
tuned models still lack a good understanding of the domain knowl-
edge required to generate accurate CAD programs. To address this,
adding more training data pairs would be a potential solution.

5.2.2 Perspective II: Comparison Between Four Fine-Tuned
Models. In this section, we compare the four fine-tuned models
to investigate the effects of different template sampling strategies
on the parsing rate and IoU scores.
As shown in Fig. 5, the Fine-tuned Model2 achieved the highest

average parsing rate among all models. The superior performance of
Fine-tuned Model2 suggests that fine-tuning a GPT model with an
evenly distributed training set can lead to more robust and consis-
tent results across the five mechanical components. This implies

that using a diverse yet balanced training set, Fine-tuned Model2
can be better generalized to handle different types of geometries,
resulting in higher average parsing rate. This approach also helps
mitigate the risk of overfitting, which can occur when a model is
trained on a biased dataset. It is also worth noting that Fine-tuned
Model4 exhibited the worst performance among all the fine-tuned
models. This model was trained on a training dataset sampled
using Strategy 4, and longer code templates often contain more
complex structures and logic. The poor parsing rate of Fine-tuned
Model4 suggests that this added complexity makes it more difficult
to accurately learn and generalize patterns, thus increasing the like-
lihood of syntax errors during the generation of CAD program.
Figure 6 presents the parsing rates for each model in the five cat-

egories of mechanical components. A comparative analysis
between Fine-tuned Model1 and Fine-tuned Model2 shows
similar parsing rates for shafts (Model1: 0.808 versus Model2:
0.800), gears (Model1: 0.778 versus Model2: 0.778), and springs
(Model1: 0.550 versus Model2: 0.546). However, Fine-tuned
Model2 exhibited enhanced performance in parsing flanges and
nuts compared to Fine-tuned Model1. Additionally, Fine-tuned
Model3 consistently outperformed Fine-tuned Model4 in four cate-
gories: flanges, nuts, shafts, and gears. This suggests that fine-
tuning LLMs with those code templates that have the shortest
length (i.e., sampling strategy 3) is more likely to generate syntax
error-free codes.
Figure 7 shows that Fine-tuned Model3 (IoU: 0.861) achieves the

highest performance compared to the other three fine-tuned models
(Model1: 0.812, Model2: 0.824, Model4: 0.799) with the level of
statistical significance at 0.05. This indicates that Strategy 3
(using the 60 shortest code templates to fine-tune the LLM) is
more effective in generating accurate 3D geometries of the five
mechanical components based on the natural language descriptions
than the other three strategies. It is also worth noting that Model4
has the lowest IoU scores among the four fine-tuned models, consis-
tent with its performance in the parsing rate. This suggests that
with a longer program script, small errors in understanding or gen-
erating specific code segments can have a cascading effect, leading
to spatial inaccuracies in the overall geometry output. These com-
pound errors contribute to lower IoU scores when comparing the
generated geometry with the ground truth. In addition, CAD pro-
grams often involve intricate spatial relationships and dependencies
between different design elements. Longer code templates increase
the number of dependencies that the model needs to understand
and replicate, which can be challenging and result in further
inaccuracies.
Figure 8 displays the IoU results of each model across the five

categories of mechanical components. Among the fine-tuned
models, Fine-tuned Model1 and Model2 exhibit comparable

Fig. 5 The results of average parsing rate

Fig. 6 The results of parsing rate
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performance across all five categories, as indicated by t-tests
(P > 0.05). This suggests that there are no significant differences
in IoU performance between sampling strategy 1 and strategy
2. However, Fine-tuned Model3 significantly outperformed
Model4 in the nuts and shafts (P < 0.05), verifying the findings
of the average IoU performance analysis.

6 Discussion
In this section, based on the results presented, we discuss (1) the

effect of fine-tuning and (2) the impact of different sampling strat-
egies when selecting the code templates to train the fine-tune
models. At the end of this section, we also share the limitations
of the work based on which we propose potential avenues for
future research.

6.1 Effect of Fine-Tuning. Our testing of GPT-4’s zero-shot
capability revealed limitations in its domain knowledge to generate
CAD programs and the associated 3D models of mechanical com-
ponents, especially for those with higher design complexity, such
as gears and springs. The parsing rates observed are only 5.15 %
for gears and 25.07 % for springs, as shown in Fig. 6. In contrast,
the fine-tuned models achieved at least a 1252 % increase in the
parsing rate for the gears and at least a 71.2 % increase in the
parsing rate for springs, as shown in Figs. 6 and 8. In terms of
IoU, each model demonstrated at least a 75-fold increase in
springs and a 58% increase in gears. These results indicate that fine-
tuning is an effective method to “teach” LLMs to “learn” the knowl-
edge of CAD programming so as to enhance their performance in

generating syntax error-free CAD program scrips and accurate 3D
CAD models.
To leverage LLMs for specific tasks, fine-tuning and prompt

engineering are two common approaches. In prompt engineering,
there are primarily two methods: zero-shot learning and few-shot
learning. Zero-shot learning is well suited for simple tasks or
those that require only general knowledge. However, it is less effec-
tive for complex tasks that require domain-specific knowledge or a
very specific output format. Few-shot learning, on the other hand, is
useful when the model needs to “learn” a new concept or produce a
precise data format in output, achieved by providing a few examples
in the prompt. However, when generating CAD programs for 3D
mechanical components, it is impractical and inefficient for users
to provide multiple examples of CAD programs that generate the
same component for LLMs to learn. Therefore, fine-tuning is
evident to be the most feasible way to improve the performance
of GPT in 3D CAD model generation, especially those with
complex geometries.
Despite the improvement achieved in the parsing rate and IoU,

cost is a factor that must not be neglected in determining the
choice of AI services. Based on our experiments and the pricing pro-
vided by OpenAI, the cost of generating 1000 components with
GPT-4 is approximately $5.55 for input and $22.80 for output
(the unit price is $30 per million input tokens and $60 per million
output tokens). In contrast, the cost of fine-tuning a single
GPT-3.5 model is approximately $4 (using 60 examples for each
category of components), and the cost of using the fine-tuned
GPT-3.5 for 1000 components is approximately $0.55 for input
and $2.28 for output (with the price being $3 per million input
tokens and $6 per million output tokens). Therefore, using a fine-
tuned model results in a cost saving of approximately ten times.
However, it is important to note that this cost-saving analysis does
not account for the expenses associated with collecting and prepar-
ing the training data required for fine-tuning. Additionally, the con-
clusion is based solely on GPT-3.5 pricing, which may differ from
other models or providers. These limitations highlight the need for
a more comprehensive cost analysis to better evaluate the economic
feasibility of adopting fine-tuned models in practice.

6.2 Effect of Sampling Strategies

6.2.1 The Effect on Parsing Rate and Intersection Over
Union. From the results shown in Secs. 5.2.1 and 5.2.2, Fine-tuned
Model2 has the best performance in terms of the average parsing
rate. This suggests that by dividing the templates into groups
based on their length distribution and selecting an equal number
of templates from each group, the fine-tuning dataset effectively
covers a broad spectrum of program lengths. This helps the

Fig. 7 The results of average IoU

Fig. 8 The results of IoU
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model learn to handle a variety of cases, from short to long CAD
programs. Moreover, by covering the entire range of the template
pool, strategy 2 ensures that the model is exposed to a comprehen-
sive set of training dataset. This broad coverage allows the model to
learn the nuances in CAD programs for various mechanical compo-
nents, leading to better overall performance.
In terms of parsing rate for each category, it is found that when

comparing Fine-tuned Model3 and Model4, Model3 outperforms
Model4 in all categories except for spring. This suggests that
shorter CAD programs with fewer instructions tend to be simpler
and thus less likely to exhibit errors or ambiguities. This simplicity
makes it easier for the model to generate output that can be correctly
parsed, leading to a higher parsing rate. However, for specific
complex components, such as springs, the design may inherently
require a longer CAD program to accurately capture detailed

features. So, training a model using longer programs allows the
model to learn these intricate structures essential to accurately rep-
resent such complex geometries.
In terms of average IoU scores, Fine-tuned Model3 outperformed

the other fine-tuned models. This suggests that shorter code tem-
plates, which focus on the core instructions necessary to generate
a geometry, help the model learn the essential steps needed to
create accurate 3D geometries. It is also important to note that
although Fine-tuned Model3 performs better than Model4 in four
categories, it has worse performance in the spring category. One
solution to this is to add more spring training pairs to the dataset.
Another approach is to recognize that different strategies might
be more effective for different components, for example, using
strategy 4 to sample the code template for specific complex compo-
nents such as spring.

Fig. 9 The probability distribution of number of lines comparison in generated CAD program between GPT-4 and Fine-tuned
Model1 and Model2: (a) probability distribution of number of lines in CAD program for flange, (b) probability distribution of
number of lines in CAD program for nut, (c) probability distribution of number of lines in CAD program for shaft, (d) probability
distribution of number of lines in CAD program for gear, and (e) probability distribution of number of lines in CAD program for
spring
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6.2.2 The Effect on Output Distributions. Figures 9 and 10
illustrate the probability distribution of the length (i.e., the number
of lines) of the CAD program codes generated by GPT-4 and the
four fine-tuned models. It is important to note that these distribution
plots capture all the programs generated by the models regardless of
their correctness, i.e., whether they are able to be successfully
parsed. In Fig. 9, it is observed that the program length distributions
for Fine-tuned Model1 and Model2 are similar and have a high
degree of overlap. The overlap area between Fine-tuned Model1
and Fine-tuned Model2 for each category is as follows: flange:
0.977, nut: 0.9613, shaft: 0.959, gear: 0.972, and spring: 0.966. This
suggests that despite the differences between sample strategies 1 and
2, the output maintains a consistent distribution pattern. The reason
for this is that the original GPT model was pretrained on a vast and
diverse code set, which establishes a strong prior distribution over gen-
erated CAD programs. This pretrained distribution is quite dominant,
and since neither strategy 1 nor strategy 2 introduces a significant
deviation from the original GPT-4 distribution, the model continues
to reflect the distributional patterns learned during pretraining.
Furthermore, the average length of the programs generated by

GPT-4, Fine-tuned Model1, and Fine-tuned Model2 is similar

across all categories of components, as shown in Fig. 11.
However, the variance in the length of the CAD programs is
lower for Fine-tuned Model1 and Model2 compared to that of
GPT-4, as indicated in Fig. 12. This indicates that while strategy
1 and strategy 2 can maintain the average length of the output
from the GPT-4 model, they fail to preserve the variance. The var-
iance in output reflects the extent of overfitting, and the lower var-
iance observed in Fine-tuned Model1 and Fine-tuned Model2
suggests that these models may be overfitting. The reason is that,
although strategy 1 and strategy 2 aim to retain the variance from
the original GPT-4 output, the training data pairs still narrow the
model’s focus to valid CAD programs rather than the broader
range of the original outputs. To address this decrease in variance,
increasing the number of training data would be a potential solution.
To evaluate the effectiveness of strategy 3 and strategy 4 in fine-

tuning, we analyze the probability distribution of the length of the
CAD programs generated by each strategy. Figure 10 shows the distri-
bution of the length of the CAD programs generated by GPT-4, Fine-
tuned Model3, and Fine-tuned Model4. A significant shift between the
distributions can be observed in the categories of flange, nut, and shaft.
However, the length distributions in the gears and springs do not

Fig. 10 The probability distribution of number of lines comparison in generated CAD program between GPT-4 and
Fine-tuned Model3 and Model4: (a) probability distribution of number of lines in CAD program for flange, (b) prob-
ability distribution of number of lines in CAD program for nut, (c) probability distribution of number of lines in CAD
program for shaft, (d) probability distribution of number of lines in CAD program for gear, and (e) probability dis-
tribution of number of lines in CAD program for spring
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exhibit such a shift. The reason for this is twofold. First, the variance of
the GPT-4 output in the gear and spring categories is relatively small.
Second, the size of the template pools for these two categories (i.e., 50
for gear and 28 for spring), as shown in Table 2, is less than the size of
the training set (i.e., 60 programs). Consequently, there are a limited
number of code templates for fine-tuning. Thus, the templates selected
for gear and spring by strategies 3 and 4 encompass all the templates in
the template pool, which is why they do not show significant differ-
ences compared to the GPT-4 output.
The shift in the flange, nut, and shaft output distribution indicates

that the GPTmodel is highly sensitive to the fine-tuning data. By train-
ing on the shortest or longest CAD programs, the model has learned to
prioritize generating shorter or longer outputs, reflecting the character-
istics of the fine-tuning dataset. The fine-tuning process of Fine-tuned
Model3 and Fine-tuned Model4 successfully adapted the GPT model
to produce outputs that align with the specific characteristics of the
training data. This also explains why no significant shift is observed
in the length distributions of the CAD programs generated by Fine-
tuned Model1 and Model2, as sampling strategies 1 and 2 do not sig-
nificantly change the distribution of the training dataset.
Figure 11 also shows that Fine-tuned Model3 produces the shortest

CAD programs in the flange, but, and shaft categories, while Fine-
tuned Model4 produces the longest CAD programs in these catego-
ries. The average number of lines of codes for gears and springs
does not show significant differences between the four fine-tuned
models. As mentioned earlier, this is because the template pool size
for gears and springs is smaller than the size of the training set.
Figure 12 indicates that Fine-tuned Model3 has the smallest variance
in the five categories, while Fine-tuned Model4 has the largest vari-
ance in these categories. Low variance means that the outputs
become similar or consistent because it is overly reliant on the specific
examples seen during training. This phenomenon, known as overfit-
ting, means that the model lacks flexibility and adaptability, often pro-
ducing similar outputs despite slight input variations. Therefore,

when selecting a model, our objective is to balance the parsing rate
and IoU scores with the output variance to ensure robust results.
From the aforementioned observations, we can conclude that the

use of shorter CAD programs to train fine-tuned LLMs can achieve
better performance in terms of parsing rate and IoU. Moreover, fine-
tuning with shorter program lengths can effectively influence the
output length of the fine-tuned model, and since the cost of fine-
tuning is based on both the size of the training data and the
length of the output, as mentioned in Sec. 6.1, strategy 3 offers a
cost-effective solution. However, a trade-off exists because a
small variance leads to a higher possibility of overfitting. On the
other hand, using longer code to train fine-tuned LLMs (e.g., strat-
egy 4) does not necessarily guarantee better performance compared
to other strategies, but the higher variance associated with longer
code reduces the likelihood of overfitting.

6.3 Generalizability and Scalability. To demonstrate that the
generalizability of our methodology and show it can scale to more
complex components, we present two additional real-world compo-
nents selected from the ABC dataset [46]—pillow block and hexag-
onal wrench—as shown in the “Ground Truth” row of Fig. 13. The
pillow block requires seven design parameters, while the wrench
requires 6. We generated 1000 components with varying parameters
for each category. We used Llama 3.2 to generate text descriptions
from component images and manually filtered these descriptions. In
total, we collected 480 descriptions for the pillow block and 572 for
the wrench.
With these data, we conducted two experiments: (1) To test the

generalizability of our fine-tuned model, we applied Fine-tuned
Model2 (trained from the five mechanical components presented
in the original manuscript) on the new unseen data (i.e., the pillow
block and hexagonal wrench). We then tested the parsing rate and
IoU of Fine-tuned Model2, with the results shown as blue bars in
Figs. 14 and 15. (2) To test the generalizability of our methodology,
we created 60 fine-tuning pairs for both pillow block and hexagonal
wrench categories and further fine-tuned Fine-tuned Model2. The
improved results are represented in Figs. 14 and 15. Figure 13
shows the qualitative results of flawed geometry generated by fine-
tuned Fine-tuned Model2. The significant increase in parsing rate
and IoU demonstrates that our methodology has the potential to
scale effectively for more complex components, validating its
ability to handle diverse CAD models.

Fig. 11 The average number of lines of codes

Fig. 12 The standard deviation of the number of lines of codes

Fig. 13 Pillow block and hexagonal wrench components
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6.4 Limitations and Future Work. In this study, we evalu-
ated the performance of fine-tuned LLMs in generating 3D CAD
models of five representative categories of mechanical components
with varying geometric complexities. Although the insights gained
from the current synthesized dataset are valuable, we acknowledge
that the sample size is relatively small compared to the wide array of
mechanical components. To obtain an in-depth understanding of the
role LLMs play in the generation of 3D CAD models, expanding
the CAD dataset is essential. Additionally, further analysis on addi-
tional CAD programming languages, such as OpenSCAD and the
Fusion 360 PYTHON API, as well as other LLMs like Google’s
Gemini, will help provide a more comprehensive view of the capa-
bilities of LLMs in the generation of 3D CAD models.
We acknowledge that natural language descriptions have limita-

tions in representing complex geometries, particularly those involv-
ing intricate mathematical formulas. So, we do not think the
proposed approach is capable of replacing existing standards for
full data interoperability between CAD systems. Instead, our
approach provides a new angle for solving the problem in fast
CAD generation and shows how language-based generative
models can assist in this regard for certain geometries, such as stan-
dard mechanical components and simple parts with customized fea-
tures, where procedural scripts can effectively describe a subset of
shapes. Rapid generation of such CAD models is expected to save
time and reduce costs during the early stages of design.
Furthermore, the potential of fine-tuned MLLMs to generate

CAD programs from images or sketches combined with natural lan-
guage descriptions can also be explored. Our dataset is particularly
suitable for generating training data pairs to fine-tune MLLMs,
where images combined with natural language descriptions serve
as the input request, and CAD programs are generated as the
output response.
Given these limitations, our future work will focus on expanding

our dataset to include more categories of mechanical components
and even assemblies. With a wider range of mechanical

components, our dataset will become more practical for industry
use and can be applied to fine-tune MLLMs in the future.

7 Conclusion
In this study, we have introduced a dataset containing multiple

design modality of five categories of mechanical components,
including shafts, nuts, flanges, springs, and gears, in support of
the study of MLLM4CAD. The dataset contains three types of
design modality: textual description of part geometries and dimen-
sions, 2D images and sketches, and 3D CAD programs. On the
basis of this dataset, we further develop a framework that can
synthesize valid GPT responses with failed data points using a
novel code template method to generate training data for fine-tuned
LLMs. To understand the impact of different strategies in sampling
code templates on the fine-tuned model performance, this article
investigated four different strategies based on the length distribution
of the 3D CAD programs generated by GPT. In particular, we com-
pared the performance of the four fine-tuned models with different
sampling strategies with the zero-shot performance of GPT-4 using
metrics such as parsing rates and IoU scores.
The results showed that the fine-tuned LLMs significantly outper-

formed GPT-4 in both the parsing rate and IoU, especially for
mechanical components with complex geometries, such as gears
and springs. Among the four fine-tuned models, it was found that
Fine-tuned Model2 that was trained based on CAD program data
created from evenly sampled code templates yielded the best
parsing rate. Fine-tuned Model3 that was trained based on CAD
program data created from code templates with smallest number of
lines exhibited the best performance in IoU. On the basis of these
results, we conclude that the fine-tuning process with our dataset
can significantly improve the performance of LLMs in text-to-3D
CAD generation. Notably, the new knowledge gained from the com-
parative study on the four different fine-tuned models provided us
with valuable guidance on the selection of sampling strategies to
build training datasets in fine-tuning practice considering the trade-
off between part complexity, model performance, and cost.
The dataset, “Multimodal Dataset for Computer-Aided Design

(CAD) Model Generation,” is owned by the University of Texas
at Austin and was created with contributions from Dr. Zhenghui
Sha’s research team. The collection of natural language description
data was carried out with the approval (STUDY00005512) of the
Institutional Review Board of the University of Texas at Austin,
ensuring that ethical standards were met, including obtaining
informed consent from all participants. Permission for data
sharing was secured, and the dataset is available for unrestricted
use under a CC0 1.0 Universal (Public Domain Dedication)
license through the Texas Data Repository.4
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Fig. 15 IoU result

Fig. 14 Parsing rate result

4See Note 3.
5See Note 3.
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