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ABSTRACT

Accurate cost estimation is crucial for optimizing spatial queries
and for data exploration. Partition-based spatial synopses, such as
histograms and sketches, offer greater accuracy than sampling for
the same space budget. In data lake systems, which are increasingly
adopted for managing large-scale geospatial data, synopses are stored
across immutable files. As data grows, these partition-based synopses
increasingly overlap and differ in shape, making them inherently un-
mergeable. This prevents traditional query optimizers from applying
standard estimation techniques. In this paper, we present Synopsis-
Lake, a Lakehouse system that enables geospatial query optimization
over data lakes. We introduce the Align-Reshape-Merge framework
to combine unmergeable spatial synopses and support quality-aware
approximate query processing. We also propose Skewness-Align, a
metric to evaluate the quality of merged synopses. Experiments on
real-world geospatial datasets show that SynopsisLake incurs less
than 10% overhead during synopsis construction while reducing
total execution time across ingestion and queries by up to 3x in
mixed workload throughput compared to baseline systems.
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1 INTRODUCTION

Spatial data synopses are compact data models that extract the
vital properties of the original data while using less space [23].
They are the key component to provide approximate answers in the
query optimizers of spatial database management systems (DBMSs).
Overall, there are four categories of data synopses: samples [4, 49,
70, 78], histograms [6, 8, 18, 59, 63], wavelets [20, 52, 68, 71], and
sketches [26, 35, 50, 51, 57, 65, 77]. They can handle cardinality
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estimation for range selectivity and join selectivity queries for spatial
vector data. Recently, data synopses have also become a default block
in the Apache Puffin [13], which is a data lake file format designed to
store information such as statistics and indexes about data managed
in an Apache Iceberg [10] table. Due to its distributed nature, data
lake systems and big data DBMSs, partition data in separate files,
each having its own data synopsis during the data loading phase. In
the query phase, multiple synopses need to be merged together to
provide approximate answers to estimate the query cost for the query
optimizer.

Agarwal et al. define synopses mergeability [3] as the ability to
merge two source synopses into a single synopsis while preserving
error and size guarantees similar to the source synopses. They
show that all linear function-based sketches, such as the Count-Min
sketch [25] and KLL sketch [77], are fully mergeable. In contrast,
widely used partition-based synopses, such as histograms [6, 8, 18,
59, 63], and hash function based synopses, such as spatial sketch [26]
and Hyper-Log-Log (HLL) sketch [34, 41] are mergeable under the
following stringent conditions. Specifically, partition-based synopses
must be built using the same predefined partitioning function, and
hash-based synopses must be created using the same set of hash
functions. In other words, two histograms can only be merged if
they are perfectly aligned. These constraints are often impractical in
real-world settings. In geospatial data management, partitioning is
fundamental, and data across different regions often follow diverse
distributions. Even within the same region, data files may overlap in
their value ranges. Using different partitioning functions tailored to
each file can better summarize the underlying data. Unfortunately,
the inability to merge spatial partition-based synopses restricts
the seamless integration of geospatial data applications into modern
data lake systems and large-scale DBMSs.

Our goal is to address the limitations of combining and querying
unmergeable spatial synopses. When new datasets are inserted, a
straightforward approach is to reload existing data files and construct
new, unified synopses. However, in data lake systems and large-
scale DBMSs such as LSM-tree-based systems [5], data files are
immutable. Frequently reloading and rewriting these files to update
synopses blocks can significantly degrade system throughput.

Without rebuilding unified synopses, we cannot support the full
mergeability property. To address this, we introduce the concept of
partial mergeability, which preserves the size guarantee of merged
synopses, while explicitly quantifying the loss of error guarantees.
We identify two major challenges that must be addressed: First, as
data volume grows, how can we merge unmergeable synopses while
preserving both quality and size constraints? Second, how can we
define and evaluate the quality of approximate answers provided by
partition-based synopses? Throughout this paper, we use histograms
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Figure 1: Two options to combine six source histograms into a
single merged histogram with four buckets.

as a representative example of partition-based spatial synopses to
anchor our discussion.

In this paper, we propose an Align-Reshape-Merge framework to
address the mergeability challenge. This framework merges partition-
based synopses and supports the computation of approximate answers
from the merged synopsis. Within this framework, we define optimal
alignment problems tailored to different merging objectives and
introduce practical strategies for combining various types of statistical
information.

To tackle the challenge of quality estimation, we make two key
contributions. First, we extend existing histograms to include density
statistics, introducing only minimal computational overhead and no
additional storage cost. Second, we propose a new metric called
Skewness-Align, which estimates the error ratio of cardinality esti-
mations produced by histograms. This metric quantifies the skewness
of the underlying data distribution using the newly introduced density
statistics. For a given range query, the Skewness-Align metric applies
a statistical model to estimate the expected error ratio. During syn-
opsis reshaping, we use this metric to track accuracy loss, allowing
us to quantify and bound the degradation in error guarantees. This
enables our system to support the partial mergeability property in a
principled way.

Figure 1 shows how our Align-Reshape-Merge framework tackles
the challenge of combining overlapping 2D count histograms. Each
source histogram (H; to Hg) summarizes a spatial region using count-
based buckets. We enhance these buckets with a density statistic
(count divided by area) which we show in this paper to be more
effective in merging histograms. By aligning all bucket boundaries,
we create a unified 15-cell grid and generate a combined histogram,
visualized by count (blue) and density (orange), with darker shades
indicating higher values. Our goal is to produce a merged histogram
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with four buckets. If we follow the count histogram (blue), to find
the boundaries of the merged histogram, we will have the solution
highlighted as Option 1 which results in poor estimation of selectivity
queries due to the discrepancy in distribution within cells. On the
other hand, the density histogram (orange) reveals the difference in
skewness and allows us to find the merged histogram in Option 2
which merges the histogram cells into more uniformly distributed
buckets. Option 2 better preserves spatial skew, demonstrating the
advantage of using enhanced statistics to improve the quality of the
merged histogram.

Extensive experiments on large-scale real data demonstrate that
our approach maintains high-quality synopses and delivers accurate
approximate query results. In summary, this paper makes four key
contributions. First, we propose Skewness-Align, a statistical metric
for evaluating the quality of approximate answers produced by spatial
histograms (Section 3). Second, we design an Align-Reshape-Merge
framework to combine spatial synopses. We formulate two histogram
reshaping problems (data-driven and query-driven) and propose effi-
cient greedy algorithms to solve them. We also extend our approach
to support the combination of samples and spatial sketches (Sec-
tion 4). Third, we present SynopsisLake, a Lakehouse architecture
that integrates synopsis storage and indexes into the metadata and
indexing layers (Section 2). Finally, we validate the performance of
SynopsisLake on real-world datasets through extensive experiments
(Section 5).

2 SYNOPSISLAKE
2.1 SynopsisLake Architecture

Figure 2 shows the architecture of SynopsisLake. It extends from
an existing data Lakehouse [15, 17] which includes three layers and
a query engine. The three layers are the metadata, indexing, and
caching layers. The data Lakehouse is built on top of the data lake.

Metadata layer, indexing layer, and caching layer. The metadata
layer of Lakehouse stores files with a standard file format, such as
Apache Parquet [12]. The goal of this layer is to add management
capabilities such as ACID transactions for data lakes [15]. Synop-
sisLake stores the spatial synopses in the metadata layer to process
approximate spatial queries. The data synopses are constructed when
the data files are loaded into the data lake. The goal of the indexing
and caching layers of Lakehouse is to optimize the query perfor-
mance. SynopsisLake maintains one map, stored in memory, to track
the data range of each synopsis. The merged synopses reside in the
caching layer. During query time, if no cached merged synopses exist,
SynopsisLake will load unmerged synopses from the metadata layer,
compute merged synopses, and store them in memory for future
queries. The merged synopses are only computed once if no new
datasets are inserted into the data lake.

File Format and Storage Design. Parquet [12] and ORC [11] are
two widely used columnar data storage file formats for storing data in
data lake systems such as Delta Lake [14], Apache Iceberg [10], and
Apache Hudi [9]. Following a similar design, SynopsisLake stores
data synopses in Parquet files.

A synopses Parquet file includes two groups of columns: synopsis
information columns and synopsis content columns. Each file can
store multiple synopses. The synopsis information columns record
metadata about the summarized data and the parameters used to
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Figure 2: The architecture of SynopsisLake.

construct the synopsis. These include the raw data file path in the
data lake, the data range covered, file ID, synopsis type, total number
of summarized items, histogram partition function, and sample
ratio. The synopsis content columns store the statistical information
contained in each synopsis.

2.2 Query Engine

Table 1: The supported data synopses and AQP queries

Synopsis Supported AQP Query

1D/2D Count Spatial Histogram | RangeScanEst, Clustering

Geometric Histogram([8] SpatialJoinEst

Spatial Sketches[26] SpatialJoinEst

Uniform and Stratified Samples and GroupByAggregatesEst

RangeScanEst, SpatialJoinEst, Clustering

1D/2D Wavelets Store and merge only

Table 1 summarizes the synopses and queries that are supported
by the current version of SynopsisLake. It includes both partition-
based and function-based synopses. SynopsisLake can process the
following types of AQP queries: candidate selectivity estimation,
spatial join selectivity estimation, group by aggregates estimation,
and approximate clustering. SynopsisLake is not limited to geospatial
query processing. For example, it also supports equi-join selectivity
estimation using samples. Additional query types can be supported
in the future.

Flowchart to Process Queries. Figure 3(a) illustrates how Syn-
opsisLake processes AQP queries. It begins by parsing the query
and selecting appropriate synopses. Users can specify the synopsis
type within query or allow SynopsisLake to automatically select
from the available synopses. SynopsisLake identifies the candidate
synopses based on the synopses index and query range. If merged
synopses are cached in memory, SynopsisLake uses them to compute
approximate answers. Otherwise, it accesses the unmerged synopses
from the metadata layer and combines them into merged synopses.
Along with approximate answers, SynopsisLake also provides the
quality for different estimation types. For samples-based synopses,
it returns a confidence interval. For sketches, it uses sketch-specific
quality metric. For partition-based synopses, it introduces a novel
statistics-based metric described in Section 3.

Synopses Combination Process. Figure 3(b) shows how Synop-
sisLake combines data synopses. It loads the unmerged synopses
from the metadata layer and computes the merged synopses through
the three-step synopses combination framework. The three steps are
Alignment, Reshaping, and Merging. This framework is called the
Align-Reshape-Merge framework.

In the Alignment step, the framework repartitions the entire data
range into a set of adjacent smaller ranges. In the Reshaping and
Merge steps, the framework computes merged synopses based on
each of these smaller ranges. The framework also provides different
strategies to combine count-type and ratio-type statistical summaries.
The final step involves merging the reshaped synopses within each
partition. Since the Alignment step divides the entire data range into
adjacent non-overlapping ranges, the reshaping and merging steps
can be executed in parallel across all ranges. The detailed descriptions
of the Align-Reshape-Merge framework are in Section 4.

3 SKEWNESS-ALIGN METRIC

SynopsisLake combines multiple partition-based synopses computed
from different partition functions. The key operation is to reshape
them into a common partitioning so they can be merged directly. We
call this operation Alignment. The main challenge lies in determining
the optimal new partitioning that maximizes the accuracy of the
merged synopses. In this section, we define a quality metric to
evaluate the accuracy of an alignment operation. To simplify the
discussion, we use one-dimensional count histograms to describe
the definitions and functions.

3.1 Preliminaries

DerINITION 3.1 (ONE-DIMENSIONAL DATA POINT AND DATASET).
In a one-dimensional data space, a data point p is represented by a
numerical value. A dataset P containing N data points is denoted as

P={p1,---.pN}.

DEFINITION 3.2 (ONE-DIMENSIONAL BUCKET AND ONE-DIMEN-
SIONAL RANGE). A one-dimensional bucket B is represented by an
interval 1, h), where | and h are the lower and upper bounds, and
its length is defined as leng=h — l. A one-dimensional range R is
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Figure 3: The query process of SynopsisLake.

similarly defined. We use the term bucket when referring to histogram
units and range when referring to arbitrary intervals.

DEeriNiTION 3.3 (BUCKET VALUE). The bucket value vg is the
number of data points that fall within the interval [I, h).

DEerINITION 3.4 (BUCKET DENSITY). The bucket density dg is the
ratio of bucket value vp to its length. Given a one-dimensional
histogram bucket B = [I, h) with length leng=h — |, the density is

3.2 Histogram Querying Process

DEerintTION 3.5 (HisToGRAM). A histogram H summarizes a
dataset using a set of adjacent buckets B. It is defined as H=(B,V),
where V denotes the buckets values. Assuming H consists of n buckets,
B =1by, - ,bpl and V = [v1,--- ,vn]. We can also represent the
histogram using bucket densities [dy, - - - ,dp], where dj=v;[leny,.

Given a range query Q that overlaps with a bucket B, the approxi-

mate query answer from B is computed as vg - li:fBQ =lenpg - dp,
where vp, leng, and dg are the bucket value, length, and density,
respectively, and lenpg is the overlap length between Q and B.

We extract two observations from the histogram querying process:
(1) Equivalence of Buckets: Given two buckets, regardless of which
histogram they belong to, if they have the same density and the
same query overlap length, they produce the same approximate
range query answer. (2) Uniform Density Assumption: Histogram
estimation assumes that the proportion of the bucket’s value is equal
to the proportion of its length that overlaps with the query. In other
words, all sub-ranges within a bucket are assumed to have uniform
density. A concrete example illustrating this assumption is provided
in Appendix 8.1.1.

ExawmpLE 3.1. Figure 4 illustrates two 1D spatial regions with the
same data range (0, 45] but different data skewness. Each region is
summarized using two 1D count histograms: one with 9 equal-width
buckets 0,5, - - - , 45, and one with 3 equal-width buckets 0, 15, 30, 45.
For example, the first bucket by of Count Hist 1 contains 180 points:
by = [0,5), vp, = 180, and dp,, = 180/5 = 36. Following the color-
code in Figure 1, count histograms are shown in blue and density
histograms in orange, with darker shades indicating denser regions.

We evaluate three range queries Q1, Qq2, and Q3. Ground truth
answers are computed using the 9-bucket histograms, while estimates

are obtained from the 3-bucket histograms. In (b), for instance,
Q3 = [5,20] overlaps with by = [0,15) and by = [15,30) in Count
Merge A. The estimate answer ans3 = 140 X % + 550 X % ~ 277.

3.3 Histogram Query Accuracy Model

To address the limitations of histogram-based range query estimation,
we propose a statistical model that quantifies the expected error of
an approximate query answer. Based on motivation experiments (see
Figure 10in Appendix 8.1.2) demonstrate how accuracy is affected
by two key factors: (1) Data Skewness: Histograms yield accurate
estimates when summarizing uniformly distributed data, but their
accuracy deteriorates in the presence of skewed distributions. (2)
Overlap Ratio: The more a query overlaps with a bucket, the more
accurate the estimate. Even with extreme skewness, a query that
perfectly aligns with a bucket returns an exact answer. We defer a
detailed discussion and illustrative examples to Appendix 8.1.2.

DeriniTION 3.6 (DATA SKEWNESS ViA MEDIAN ABSOLUTE DE-
VIATION). Given a histogram H with bucket densities [d1,- - - ,dn],
let d be the median of the densities. We define the median absolute
deviation (MAD) as:

MADy = median(|d; - d)). (1
The data skewness DKy of the histogram is then defined as:
MAD
DKy = —1, @
d+e¢

where ¢ is a small positive constant to prevent division by zero.
Intuitively, a larger DKy indicates a more skewed data distribution,
while a value close to zero indicates uniformity.

ExampLE 3.2. Figure 4 illustrates how to compute data skewness
from histogram bucket densities.

For Merged A, the sorted densities are Hypy = {35, 35,35.67}
with median dygs = 35. The absolute deviations are {0,0,0.67}, so
MADpp = 0, yielding DKy = # =0, following Equation 1.

Using the same method: (1) Hist 1: d= 35, MAD =0, DK =0
(2) Merged B: d = 20, MAD = 14, DK ~ 0.70 (3) Hist 2: d = 23.33,
MAD =4, DK =~ 0.17

Both Hist 2 and Merged B summarize skewed regions, but Hist 2
better captures skewness due to its finer granularity.
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Figure 4: Examples of combining and querying uniform and skewed regions.

We aim to model the error of approximate query answers using
data skewness and the overlap ratio between the query and histogram
bucket. To capture this relationship, we adopt the beta distribution for
two reasons: (1) It naturally models proportions in the interval [0, 1],
aligning with the overlap ratio ZZZ%' (2) Its shape can be adjusted
using skewness, allowing us to express varying levels of estimation
uncertainty.

We assume a = f due to lack of prior knowledge of the intra-
bucket distribution. A full discussion of this modeling choice is
provided in Appendix 8.1.3.

DEeFINITION 3.7 (BETA DISTRIBUTION MODEL OF A HISTOGRAM).
Given a histogram H, we define its beta distribution shape parameters:

k

=f=— 41,
*=F= prve

3

where DKy is the data skewness, k > 0 is a scaling parameter, and
¢ is a small constant for numerical stability. A detailed discussion
of the mapping function’s behavior in Equation 3 is available in
Appendix 8.1.4.

Since a = p, the distribution is symmetric with a peak at:

a-—1

p:

The peak p in PDFy [72] is p = #;12. Since we let a=f in our

model, the peak value is always 0.5.

‘We now define how this distribution is used to estimate the quality
of a histogram-based query answer.

DEeFINITION 3.8 (QUALITY OF THE APPROXIMATE QUERY ANSWER).
Let a histogram H have beta distribution PDFy = f(x;a, f) and
peak p = 0.5. For a range query Q = [lg, hg| overlapping a bucket
B; = [Ig,, hg,] with value vg, and length lenp,, the approximate
answer is:

lenoQ

ansg = vg, - =dp, - lenpg, %)

leng

where lengg is the overlap between Q and B;, and dg, is the bucket
density. The estimated error ratio between ansg and v, as:

CPla<x<b) _ Jfifxapds
P(0<X<1) /Olf(x;a,ﬁ)dx

b
=1—/ frafdx=1-I(@p) +la(@p) (©

'Bi—Q =

where I (a, p) is the beta CDF. The overlap interval [a,b] is com-
puted as:

lenog

lenOQ _ +1
B 2 lenp,

)

>

1
a= —_—.
P 2 lenp,

If query Q overlaps m buckets {b1, ..., b}, the overall estimated

error is a weighted sum:

leny;

m
Flbpo b} 0 = 0,00 * TosQs O ®)

i=1

- leng’
where leny; is the overlap between Q and bucket b;.

ExampLE 3.3. We evaluate queries Q1 = [5,10], Q2 = [0, 15],
and Q3 = [5,20] on Merge A and Merge B (3-bucket histograms in
Figure 4).

From Example 3.2, Merge A has skewness DK = 0, yielding
a = f§ =52.23. Merge B has DK ~ 0.17, so a = f§ = 6.51 (assuming
k=1¢e=1072)

Using Equation 5, Merge B returns estimated answers: - ansy = 47,
ansy = 140, ansz = 277.

For Q1, the overlap is %, so by Equation7, a = 0.5-0.5- % ~ 0.33,

b ~ 0.67. Using Equation 6, error ratio ~ 1 — 0(_)3'27 f(x;a,p)dx ~

0.22.
For Qg, the overlap equals the full bucket — error ratio = 0. For
Qs, overlapping two buckets, we apply Equation 8:

10

5
rQs ® I by —Q; + I b,—Q; ~ 0.08.

Merge A’s high a = 52.23 yields near-zero errors for all three
queries: ro, = 0.0005, rg, =0, ro, = 0.0002.
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4 ALIGN-RESHAPE-MERGE FRAMEWORK

This section introduces how each step of the Align-Reshape-Merge
framework works in detail.

4.1 Alignment Step

The alignment step splits the one-dimensional data domain into
a set of adjacent intervals. Existing methods determine interval
boundaries based on either the underlying data distribution (data-
driven) or expected query workload (query-driven). Data-driven
approaches [2, 27, 44, 45], such as V-optimal histograms, aim
to preserve statistical accuracy within each bucket. Query-driven
approaches [6, 24, 69] instead optimize boundaries to improve the
accuracy of query results. However, neither approach supports the
problem of combining precomputed, possibly overlapping synopses
into a unified representation.

We consider a generalized setting where the input is a collection
of overlapping histograms H defined on n source ranges {si, ..., S }-
Given a space constraint m, the goal is to reshape the histograms
into m non-overlapping, adjacent buckets. We extend data-driven
and query-driven techniques to this merging setting and define new
optimization formulations accordingly.

The data domain can be partitioned in infinitely many ways under
a space constraint. To bound the search space, we define canonical
ranges, which are the minimal disjoint intervals formed by source
range boundaries. The alignment problem then reduces to optimally
grouping these canonical ranges within the space limit.

DEeriniTION 4.1 (CANONICAL RANGES U). Given overlapping
source ranges, the canonical ranges U = uy, . .., us are the minimal
set of adjacent, non-overlapping intervals that partition the union of
all source boundaries.

To construct U, we union and sort all boundaries from source
ranges sy, . . ., Sp; each adjacent pair defines a canonical range. These
ranges subdivide the domain into atomic units that fully preserve
boundary transitions. Since each u; C s; for some s;, the alignment
eITor I, is zero, ensuring a lossless initialization for the alignment
process.

4.1.1 Data-driven Histogram Optimal Reshaping. Definition 3.8
shows how data skew and overlap affect histogram-based query accu-
racy. The data-driven reshaping problem considers two objectives: (1)
Statistical accuracy: preserving values from the original histograms;
and (2) Density preservation: avoiding the merging of ranges with
differing densities.

DEFINTTION 4.2 (DATA-DRIVEN HISTOGRAM OPTIMAL RESHAPING
PROBLEM). Given unmerged source ranges {s1, ..., Sn }, space budget
m, skewness scale k > 0, and error smoothing ¢ > 0, the goal is to
generate m non-overlapping buckets {by, - - - , by} that minimize the
total alignment cost:

min Z(a-xi+(1—a)-yi)
i=1

s.t. x; = Z rsj_)bl., (9)

b,f\Sji@

yi = Z

siNbi#0 A sy Nbi#0

Diff(dj, djr)];
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Algorithm 1: Optimal Alignment

Input: Source ranges {si, ..., sp}, target size m, objective
function F
Output: Reshaped buckets {b1, ..., b}
1 Compute canonical ranges {uj, ..., u;} from source range
boundaries;

[

Initialize priority queue Q with merge positions (u;, #j+1)
scored by F;

3 numBuckets < |ul;

4 while numBuckets > m do

5 Pop position p with minimal score increase;

6 if p is still valid then

7 Merge left u; and right uy into Uperged;

8 Update Q: re-score p’s left neighbor by e geq’s left
range and Uperged;

9 Update Q: re-score p’s right neighbor by ¢y geq and

Umerged S Tight range;

10 numBuckets « numBuckets — 1;

11 end

12 end

Construct {by, ..., by, } from remaining ranges;
14 return {by,...,bm};

—
w

where rg,_,p, is the alignment error between source range s; and
reshaped bucket b;, computed using Definition 6. x; captures statisti-
cal accuracy; y; measures the density mismatch among overlapping
ranges in bj. The weight a € |0, 1] balances the two terms.

4.1.2 Query-driven Histogram Optimal Reshaping. The query-
driven reshaping problem incorporates workload information into the
alignment process. Given a set of z range queries Q = {Q1, ..., Oz},
we treat the approximate answers ansg computed from the source
histograms H as ground truth. The objective is to reshape the
histograms into m buckets that minimize the error in query answers.

DEeFINITION 4.3 (QUERY-DRIVEN HISTOGRAM OPTIMAL RESHAPING
PROBLEM). Given a set of unmerged source histograms H, a query
workload Q = {Q;, ..., Oz} with corresponding ground-truth answers
ansq = {ansq,, ..., ansqQ_ }, and a space budget m, the goal is to find
m adjacent, non-overlapping buckets {b1, ...,by, } that minimize:

z
min Z

i=1

Dif f(ansg;, ansg,)|, (10)

where ansg, = Xp,nQ,#0 (dp; - lenog), computed as in Defini-
tion 3.8.

4.2 Merging Algorithm

To solve both data-driven and query-driven reshaping problems,
Algorithm 1 uses a greedy bottom-up strategy that merges canonical
ranges into m buckets minimizing a user-defined objective function
F (see Equations 9 and 10).

The algorithm begins by computing the set of canonical ranges
u1,...,u, which are non-overlapping intervals derived from the
boundaries of the source ranges. This transformation ensures a finite
and structured search space for merging.
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Each adjacent pair (u;, uj+1) defines a candidate merge position.
These are stored in a priority queue Q ordered by the marginal increase
in F if merged. Since standard priority queues do not support in-place
priority updates, we implement a custom binary-heap-based queue
with a hash map for position tracking (details in Appendix 8.2.1).
This design enables efficient re-scoring of neighboring positions
after each merge step.

At each step, the algorithm pops the merge with the smallest
score increase. If the corresponding pair remains unmodified in Q,
they are merged, and neighboring positions are re-scored based on
the new range. This ensures consistency between Q and the current
partitioning state.

The merging process repeats until only m buckets remain. The
final output is constructed from the remaining ranges.

Time complexity. Let n be the number of source endpoints.
Canonical range construction takes O(nlogn) due to sorting. The
queue contains O(n) entries, and each merge and update step runs in
O(log n), giving an overall time complexity of O(nlogn). Updating
left/right neighbors incurs constant time per update, amortized over
all merge steps.

4.2.1 Multi-dimensional Alignment. In multi-dimensional settings,
maintaining neighbor relationships during merging or splitting is
more complex, and the extensions are discussed in Appendix 8.2.3.
To simplify the process, we partition each dimension independently
and construct the final multi-dimensional partitions as the Cartesian
product of the one-dimensional partitions. This design enables the
direct application of our data-driven and query-driven reshaping
formulations to each dimension. We leave the development of a fully
multi-dimensional merging algorithm for future work.

4.3 Reshaping and Merging Steps.

To compute reshaped histograms, we extend the transformation
function proposed by Singla et al. [61], originally designed for count-
based summaries. It computes the reshaped value vyeshaped by scaling
the source value vgoyrce Using the ratio of the overlapping length to
the source range: vreshaped = Usource X (0verlap/source range).

However, certain histograms, such as the Geometric Histogram [§]
used in spatial join estimation, store ratio-based summaries. For
these, we introduce a transformation that scales by the inverse ratio:
Ureshaped = Usource X (source range/reshaped range).

Aligning non-uniform Geometric Histograms is expensive. To
address this, we reshape them into adjacent, non-overlapping his-
tograms using uniform grids. Rather than preserving original bucket
boundaries, we derive canonical ranges from their covered data
domains and apply the same alignment strategy used for count-based
histograms. Space budgets are allocated proportionally to data cov-
erage, and each merged histogram is rebuilt using a uniform grid.
Additional reshaping strategies for Spatial Sketches and samples are
described in Appendix 8.2.2.

5 EXPERIMENT
5.1 Experiment Setting

We compare SynopsisLake with two baselines: EagerCalc and Lazy-
Calc. Experiments run on a cluster with 1 head node: Xeon E5-2609
v4 @ 1.70GHz and 12 workers nodes: Xeon E5-2603 v4 @ 1.70GHz,
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Table 2: Scalability: loading thousands of datasets.

#OfDatasets | #OfPoints | NoSynopsis | WithSynopsis | Overhead
1089 1.6 B 0.484 h 0.510h 6.372 %
2182 33B 0917 h 0.956 h 4.25 %
3253 49B 1.374 h 1.425h 3.371 %
4385 6.6B 1.761 h 1.912h 8.364 %

Table 3: Overhead: creating different synopses files.

Synopsis Type Space Overhead
0.131 MB | 0.524 MB | 2.097 MB
2D Count Histogram 5.150 % 6.122 % 12.880 %
2D Wavelets 5.798 % 14.609 % | 14.858 %
Geometric Histogram | 7.281 % 12.927 % | 12.927 %
Spatial Sketches 20.054 % | 25.149 % | 27.751 %
Uniform Samples 2.825 % 3.111 % 8.883 %

12 cores each; 144 cores total) using HDFS. SynopsisLake is imple-
mented in Java on Spark 3.0.1, and the source code is available at:
https://github.com/xin-aurora/SynopsisLake.

Datasets. We use four real-world spatial datasets, grouped into
two categories: (1) Point datasets: OSM21/pois [75] with 147 million
2D records and OSM15/All [31] with 2.6 billion 2D records; (2)
Polygon datasets: OSM15/lakes [32] with 7.5 million records and
OSM15/parks [33] with approximately 10 million records. Points test
histograms, wavelets, samples, and sketches; polygons test Geometric
Histograms and spatial sketches. We simulate data lake ingestion
workloads by splitting each dataset into thousands of files; for
reading, we split the tested datasets into 20—100 parts, following
prior benchmarks [28, 30, 56, 62, 74].

Evaluation metric. We report the latency as the query efficiency
measurements, which is the average time to answer the AQP queries.
We also report the total processing time to process read&write mixed
workloads.

Query accuracy is measured by average relative error (ARE),
which is also considered as the quality metric in other AQP works [21].
We also report average absolute error (ABS) to measure the accuracy
of the merged synopses.

Experiment Plan. In the following experiments, we compute 2D
data synopses to evaluate the performance of SynopsisLake.

In Section 5.2, we evaluate the performance of SynopsisLake
through three experiments: (1) scalability in loading thousands of
datasets and the overhead of writing synopses; (2) synopsis construc-
tion time under a fixed space budget; and (3) performance under
mixed read&write workloads, compared to EagerCalc and LazyCalc.
In Section 5.3, we measure the AQP performance of SynopsisLake
using merged histograms, focusing on query accuracy, latency, and
the impact of different alignment strategies. In Section 5.4, we com-
pare query-driven and data-driven alignment solutions under varying
parameters, analyzing their effects on synopsis accuracy and query
results.

5.2 Performance of Data Ingestion

Scalability. SynopsisLake stores raw data in binary format and
synopses in Parquet, both on HDFS. We test scalability by loading
1,089, 2,182, 3,253, and 4,385 datasets (1.6B—6.6B records). Each
setting is tested with and without synopsis generation using 1282
2D count histograms. We generate 2D count histograms with 1282
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Figure 5: Total time (mins): processing the mixed workload.
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Figure 6: Total time breakdown: ingestion vs. query.

buckets as the data synopses. Table 2 reports the total ingestion
times and the overhead from synopsis creation. SynopsisLake only
3.4%-8.4% overhead, demonstrating good scalability with minimal
synopsis creation cost.

Overhead to compute and write synopsis files. As described
in Section 2, each Parquet file contains shared metadata columns
and type-specific content columns. Table 3 shows the overhead of
creating 50 synopsis files under different space budgets.

Uniform samples have the lowest overhead due to the efficient ran-
dom sampling process. Count histograms only store bucket counts,
resulting in lower overhead compared to other histogram types.
Wavelets add transformation overhead on top of histograms. Geomet-
ric histograms operate on polygon datasets, where each polygon may
overlap with multiple cells. They collect four types of cell-level sta-
tistics, increasing processing time. Spatial sketches have the highest
overhead: (1) They maintain multi-level counters (point and interval
covers), which increases computation during ingestion; (2) They
also process polygon datasets, which require expensive geometric
processing.

Overall performance on mixed workloads. SynopsisLake slightly
increases ingestion time but greatly improves query efficiency. Fig-
ure 5 and Figure 6 compare SynopsisLake with LazyCalc and
EagerCalc on a mixed workload consisting of batched insertions
followed by query rounds.

We create 2D count histograms as the data synopses. We ingest
20M records in 10 files with 20,000 queries per round. LazyCalc
ingests raw data and constructs synopses at query time. EagerCalc
recomputes synopses for the entire data lake after each insertion.
SynopsisLake builds partial synopses per dataset during ingestion
and merges them at query time. All systems store the synopses in
memory during query execution. After new datasets are inserted, the
three systems will recompute the new synopses for querying.

Figure 5 shows the total time of three systems to process the mixed
workload. SynopsisLake is 3x faster than LazyCalc and EagerCalc
systems. Figure 6(a) shows the total ingestion times. Compared with
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Table 4: Latency (ms): spatial join selectivity estimation.

Resolution 642 | 128% | 256°
Query Latency | 0.322 | 1.281 | 6.527

LazyCalc, the overhead of SynopsisLake to create partial synopses
for each dataset is very small. Since EagerCalc creates the synopsis
for all the datasets in the data lake, its ingestion performance is the
worst. Figure 6(b) reports the total querying processing time of the
three systems. The synopses combination process of SynopsisLake
is lightweight. Therefore, the query performance of SynopsisLake
is close to EagerCalc. LazyCalc accesses all the datasets to create
the synopsis during the query time and its query performance is the
worst among the three systems.

Summary. SynopsisLake achieves strong scalability and outper-
forms baseline systems on mixed workloads. It incurs less than 10%
ingestion overhead while delivering up to 3x speedup over LazyCalc
and EagerCalc.

5.3 Performance of Query Processing

Precision. We evaluate the accuracy of SynopsisLake using merged
synopses and report the average relative error (ARE) against exact
results. We compare with QueryOpt, which performs partial search
over unmerged synopses built from original data. Note that QueryOpt
only applies to range scan estimation and not to tasks like spatial join
selectivity. To study the impact of merging, we vary the merging rate,
defined as the ratio of merged resolution to the maximum resolution
(the canonical ranges). A 100% merging rate retains full detail (same
as QueryOpt), while lower rates reduce space via bucket compaction
(e.g., 5% uses only 5% of the original buckets). For all data-driven
alignment results, we set the weighting factor & = 0.5, ¢ = 1079, and
k =0.5.

We also compare different alignment strategies for merging: (1)
Uniform (equal-sized grid cells), (2) Random (random-sized cells,
averaged over 10 runs), and (3) vMeasure (based on V-Optimal
histograms [2], applied to canonical ranges). Implementation details
for baselines are in Appendix 8.3.

Figure 7 shows the ARE over 32,000 uniformly distributed range
queries on the OSM21/pois dataset. The y-axis shows ARE, where
shorter bars indicate higher accuracy. Note that the y-axis does not
start at zero or extend to the maximum error—this intentional scaling
highlights the gap between SynopsisLake (or baseline methods) and
QueryOpt, making differences more visually discernible. The x-axis
shows 12 merging rates, each represented as a group of bars. In each
group, the first bar corresponds to the QueryOpt solution (unmerged
synopses), while the red bar shows SynopsisLake with data-driven
alignment. Across all merging rates, SynopsisLake consistently
achieves lower error than the three baseline strategies: Uniform,
Random, and vMeasure.

We also evaluate SynopsisLake’s query-driven alignment by
comparing it to QueryOpt and the three baselines. Based on prior
access patterns, we extract a hot region and 13,000 range queries
confined to this area. The alignment is computed using 300 training
queries (= 2% of the test set). Figure 8 shows the ARE results. Black
bars represent SynopsisLake with query-driven alignment, which
consistently achieves lower error than all three baselines.

Efficiency. Table 4 presents the latency of spatial join selectivity
estimation using merged Geometric Histograms at resolutions 642,
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Figure 8: Range selectivity estimation: Compare QueryOpt with query-driven alignment and baseline alignment solutions..

1282, and 2562. Each experiment computes five merged histograms
generated via data-driven alignment. On average, each query joins 25
histogram pairs. Latency increases with resolution due to the cost of
evaluating all cross-bucket pairs. For instance, 128 resolution with
five histograms requires aggregating 128% x 5 bucket pairs. Higher
space budgets result in significantly longer query times.

Summary. SynopsisLake delivers high query accuracy with much
lower storage cost than QueryOpt. Both data-driven and query-driven
alignment strategies consistently outperform baseline methods in
accuracy and maintain reasonable query latency.

5.4 Comparing Different Alignment Strategies

We have demonstrated that both the query-driven and data-driven
alignment strategies enable SynopsisLake to produce merged his-
tograms with higher query accuracy than baseline methods. Section 4
introduced the data-driven strategy, which optimizes a weighted objec-
tive function balancing statistical accuracy and density preservation,
controlled by the parameter «a.

Here, we analyze how varying « affects performance and compare
results against the query-driven strategy and two baselines: Uniform
alignment and QueryOpt. The following data-driven variants are
evaluated: (1) alignOnly (red bars with crosshatch): data-driven
solution optimizing only statistical accuracy; (2) densityOnly (black
bars with horizontal lines): data-driven solution optimizing only
density similarity; (3) Data-driven (combine25, combine50, com-
bine75): data-driven solution with & values of 0.25, 0.5, and 0.75;
(4) queryDriven (black bars): query-driven solution; (5) Uniform;
(6) QueryOpt.

All methods are evaluated on the same query workload. Figure 9(a)
shows the merged histograms accuracy, while Figure 9(b) reports
query accuracy. The data-driven alignOnly strategy achieves the
most accurate histograms due to its explicit optimization of the

statistical accuracy of merging. However, it performs poorly on
queries, as the merged buckets layout does not align well with query
ranges. Among the data-driven strategies, &« = 0.25 (combine25)
and a = 0.50 (combine50) achieve a strong balance, delivering
competitive query accuracy while maintaining reasonable histogram
accuracy. Overall, the data-driven solutions generally outperform
Uniform alignment, confirming the benefits of balancing histogram
shape with data distribution. The query-driven approach achieves
the best query accuracy (second only to QUERYOPT), demonstrating
the effectiveness of leveraging workload information.

Summary. Optimizing for histogram accuracy reduces merge
error but may hurt query accuracy. A balanced data-driven strategy
offers better trade-offs, while query-driven alignment yields the best
results when workload knowledge is available.

6 RELATED WORK

This section highlights the contributions of SynopsisLake from three
perspectives: (1) the quality metric for partition-based synopses
and queries, (2) the synopses management, (3) the contribution of
SynopsisLake from a system perspective.

6.1 AQP by using data synopses

Data synopses. A data synopsis extracts statistical information
from large data and compactly stores it. Overall, there are four
categories: histograms [6, 8, 18, 59, 63] and wavelets [20, 52, 67,
68, 71],samples [4, 70, 78], and sketches [26, 50, 57, 65]. Data
synopsese are widely used to range query selectivity estimation [1],
join query selectivity estimation [8], detect the heavy hitters [3],
compute quantiles [5S0], and provide approximate query answers for
aggregate queries [4] and even more complex queries (e.g., join,
clustering, etc.) [20, 60]. There are also non-synopses-based AQP
methods, such as Bayesian networks [66] and learning models [39].
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Figure 9: Histograms combination accuracy (left) and query accuracy (right): Query-Driven vs. Read-Opt and Baselines.

SynopsisLake manages and processes the data synopses stored as
metadata in Lakehouse. The learning and purely statistical solutions
are not considered in our scenario.

Statistical-based quality control. Researchers [16, 21, 37, 40,
47, 54] consider statistical methods to evaluate the quality of range
cardinality estimation, join selectivity estimation, and approximate
query processing. Most works [16, 21, 40, 47] use conditional
probability to define the selectivity of the query over the whole
dataset under the selectivity of the samples. The statistical models
are mostly in the form of binomial distribution and beta distribution.
Ripple join algorithm [37] adaptively adjusts its behavior by using
the statistical properties of the input data. The goal is to minimize
the time until an acceptably precise estimation which is measured
by the length of a confidence interval. They compute the confidence
interval following the central limit theorem(CLT). INCVISAGE [54]
applies Hoeffding’s inequality [42] to compute the sample size. The
approximate aggregation is computed based on samples. In these
sampling-based methods, the quality of the result is computed based
on the confidence threshold of the statistical model. However, there is
no solution to evaluate the quality of approximate answers returned by
histograms. In SynopsisLake, we fill this gap by defining a statistical
model for histogram-based AQP.

Synopses mergeability and management. In Lakehouse, syn-
opses management is related to managing the overlapping synopses
and using them to finish AQP tasks efficiently. These goals can be
achieved by merging the overlapping synopses. Agarwal et al. [3]
define that mergeability requires the target merged data synopsis to
preserve the error and size guarantees of the source data synopses.
They claim that all sketches sample synopses are mergeable. The
partition-based data synopsis families contain equi-width histograms,
equi-height histograms, V-optimal histograms, and wavelets. Exist-
ing works [1, 53] discussed why equi-height histograms, V-optimal
histograms, and wavelets are not mergeable.

The reason is that overlapping partition-based data synopses have
varying bucket boundaries. SynopsisLake merges the overlapping
data synopses based on a three-step framework that consists of align-
ment, reshaping, and merging. Researchers propose query-driven
partitioning strategies [24], greedy solution [27], and V-optimal
solutions [2, 44, 45] to partitions the data space or compute partition-
based synopses. These solutions work for single-type synopsis and are
not general to manage different types of data synopses in Lakehouse.
Additionally, they [2, 27, 44, 45] returned non-uniform histograms
which are inefficient for AQP. SynopsisLake partitions the data space

following the quality metrics (data-driven and query-driven) for
histograms and provides the approximate answers with good quality.

6.2 Data lakes and Lakehouse

The concept of the data lake was first proposed in 2010 by James
Dixon [29]. It receives significant attention from both academia
and industry. Researchers are still working on proposing new archi-
tectures and definitions for data lake [22, 38, 46, 58]. Researchers
in the industry [7, 14, 43, 55] develop their own data lakes. Since
data lakes store heterogeneous resources, finding useful information
among the large amount the datasets is very important. Lots of
works focus on query-driven dataset discovery and dataset genera-
tion [19, 30, 48, 62, 64, 76, 79]. Researchers are also working on
enhancing the capabilities of data lakes by incorporating features
traditionally associated with data warehouses. They focus on the
metadata management in data lakes [36, 58] and designing data
Lakehouse [9, 10, 14, 17, 43]. Delta Lake is one of the popular
open-source data Lakehouse. It compacts data logs of data lakes
into Apache Parquet format [12] to provide ACID properties for data
lakes. The Parquet files are stored in Lakehouse. With this design,
data scientists can use SQL queries to process the data stored in
data lakes. In this work, we propose SynopsisLake by extending
the architecture of Delta Lake. We compact the data synopses into
Parquet files to support AQP for data lakes.

7 CONCLUSION AND FUTURE WORK

We present SynopsisLake, a new Lakehouse system that compacts
spatial data synopses and leverages them for approximate query
processing (AQP) in data lakes. SynopsisLake introduces a unified
framework for combining diverse spatial synopses and defines a
quality metric to guide the merging process. Experiments show
that SynopsisLake can efficiently merge hundreds of synopses and
deliver high query accuracy. Several improvements will be explored
in future work. First, we plan to design more effective methods for
combining non-count-based histograms to better support accurate
query cost estimation. Second, we will extend our framework to
define quality-aware combination strategies for spatial sketches and
samples, enabling robust support for more complex AQP workloads.
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8 APPENDIX

8.1 Additional Discussion for Section 3

8.1.1 Example: Histogram Estimation Under Uniform Density
Assumption. Consider a range query Q that overlaps with 10% of a
histogram bucket. The estimated query answer in this case is 0.1 X vg,
where vg is the bucket’s total count. This estimation assumes that
10% of the data points are uniformly distributed within the first 10%
of the bucket’s range, regardless of where Q begins.

Such an assumption is valid only if data points are uniformly
distributed within the bucket. However, this uniformity rarely holds
in real-world datasets, potentially introducing estimation error.

(a) A reshape example: reshaping a source histogram
with 2 buckets into a target histogram with 3 buckets. (C) Reshaped histograms data accuracy, varying
data skewness and histogram resolution
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Figure 10: Impact of data skewness and overlap ratio on
histogram estimation error.

8.1.2 lllustration of Skewness and Overlap Effects. Figure 10
demonstrates how two key factors—data skewness and overlap
ratio—affect histogram-based query estimation:

(1) Data Skewness: Histograms are more accurate when summa-
rizing uniform data. As skewness increases, estimation error
rises. Note that our skewness metric (DKpy) differs from tradi-
tional statistical skewness [73]; it captures density variability
across buckets using median absolute deviation.

(2) Overlap Ratio: Estimation improves with larger overlap
between the query range and the bucket. Even under extreme
skew, full overlap yields an exact answer.

Example 3.2 and Figure 4 illustrate how to compute DK using
bucket densities and how it impacts accuracy.

8.1.3 Justification for Using the Beta Distribution. Our model
estimates histogram query accuracy by modeling the random behavior

of the overlap ratio, leﬂ, as a probability distribution. The beta
enp

distribution is a natural fit because:
e It models continuous proportions over the interval [0, 1],
matching the range of overlap ratios [72].
o Its shape is flexible and can express uncertainty by adjusting
two parameters (a, §). We set a = f for symmetry, simplifying
the model while capturing skewness effects.

The beta distribution’s probability density function (PDF) is:
x@71(1 = x)f1
B(a,p)
where x € [0, 1] and B(a, f) is the beta function.
As skewness increases, we lower « and flatten the distribution.

For uniform data, a higher « yields a sharper peak, indicating higher
confidence in query accuracy.

PDFy = f(x;a, f) = (1)


https://en.wikipedia.org/w/index.php?title=Beta_distribution&oldid=1210316554
https://en.wikipedia.org/w/index.php?title=Beta_distribution&oldid=1210316554
https://en.wikipedia.org/w/index.php?title=Skewness&oldid=1272988155

SynopsisLake: Quality-aware Approximate Spatial Query Processing Using Data Synopses

8.1.4 Mapping Function 3 Properties. The mapping function Equa-
tion 3 has following properties:

o As DKy — oo, the underlying data is very skewed so that a
(and B) — 1.
e As DKy — 0, the underlying data is uniformly distributed so
that « (and B) — % + 1, which is the maximum value of «
and f.
This relationship allows the model to adapt its confidence based on
the skewness of the underlying data, linking statistical properties of
the histogram to expected estimation quality.

8.1.5 Derivation of Error Ratio Metric. This subsection provides
the step-by-step derivation of the estimated error ratio defined in
Equation 6, which quantifies the uncertainty of a histogram bucket
B; when answering a range query Q.

The error ratio rp, ¢ is the probability mass outside the aligned
overlap interval [a, b] under the beta distribution PDFy = f(x; a, f):

CPla<x<b) _ fifxapds
P0<X<1) folf(x;a,ﬂ)dx

b
=1—f friafdx=1-Iy(@p)+la(@p) (12)

'B,—Q = 1

where I (a, f) is the cumulative distribution function of the beta
distribution, and [a, b] is the overlap-centered interval defined in
Equation 7:

1 lenoQ 1 lenoQ

a=05-—-"- , b=05+- .
2 leng, 2 lenp,

This formulation captures how the overlap ratio contributes to
uncertainty, with higher density concentration within [a, b] corre-
sponding to more accurate query estimates.

8.1.6 The Quality of Multi-dimensional Approximate Query An-
swer. Equation 6/12 can be naturally extended to estimate the quality
of approximate answers returned by multi-dimensional buckets. The
only difference lies in how the aligned overlap interval [q, b] is
lenoQ
len B;
as shown above. In the multi-dimensional setting, the overall overlap
ratio is obtained as the product of the overlap ratios along each dimen-
sion. For example, in two dimensions the overlap ratio corresponds
to the ‘area’, while in three dimensions it corresponds to the ‘volume’.
The aligned overlap interval [a, b] is then computed as follows:

D D
lenpo,; lenpo,.
a=05-1- [] —0Qdim 54 1. [ —O0Qdim
1 leng. 1 leng
dim=1 idim dim=1

computed. In the one-dimensional case, the value is given by

dim

8.2 Additional Discussion for Section 4

8.2.1 Priority Queue with Updatable Priorities. To support efficient
priority updates during merging, we implement a custom priority
queue based on a binary min-heap. Standard priority queues do not
support in-place updates, which are necessary for adjusting merge
scores after each operation.

Our implementation combines an array-based heap with a hash
map that tracks each element’s index in the heap. When a merge score
changes, the hash map allows constant-time lookup of its position,
followed by a heapify operation to restore heap order. If the score
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increases, the element is pushed down; if it decreases, it is bubbled
up.

This design ensures O(log n) time for both extraction and update,
allowing fast re-scoring of neighboring merge positions throughout
the algorithm.

8.2.2 Merging Sketches and Samples. We extend the Align-
Reshape-Merge framework to support Spatial Sketches and sample-
based synopses.

SynopsisLake employs Spatial Sketches [26] for approximate
spatial join selectivity estimation. Each sketch maintains multi-level
counters over dyadic intervals and their endpoints, hierarchically
partitioning the data space. To merge sketches defined over different
ranges, we align them to a common set of dyadic intervals. Counter
values are reshaped using a weighted scheme based on overlap ratios
between source and merged intervals. While effective, this method
currently lacks a formal quality metric to assess merge accuracy.

To merge samples, SynopsisLake supports both uniform and
stratified samples. We first unify all input samples, then resample
under a global space budget. The unified range is partitioned using
either uniform splitting or k-means clustering. Within each partition,
we perform uniform sampling without replacement. Sample counts
are proportionally allocated as nj, = n - Ny, /N, where n is the total
sample budget, N}, the size of partition h, and N the total input size.

8.2.3 Multi-dimensional Alignment. Definition 4.2 and Defini-
tion 10 and easily be extended to multiple settings. For data-driven
reshaping, we should replace the alignment error ‘x’ by multi-
dimensional equations shown in Appendix 8.1.6. For query-driven re-
shaping, the query answers should be computed by multi-dimensional
buckets.

8.3 Additional Discussion for Section 5

We provide details on the baseline alignment methods:

(1) The Uniform alignment splits the entire data range into
equal-sized grid cells.

(2) The Random solution generates grid cells with random sizes.
We run this method for 10 rounds and report the average results.

(3) The vMeasure solution extends the V-Optimal histogram
method [2], which groups data items with similar frequencies. The
original algorithm takes a sorted tuple list (i, y;), where i is a data
value and y; its frequency. It partitions adjacent values into buckets,
assigning each bucket a mean value 9, and minimizes the Ly error
Y.(y; — 9;)? using a greedy merging strategy. To apply this in our
setting, we treat each canonical range as a bucket and use its value
as the frequency, forming an item frequency vector. We then apply
the original greedy algorithm to compute merged partitions.
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